**PROJECT: Classifying Cow’s activities**

**AIM : Classify Cow’s activities into 9 categories based on Data collected from IMU SENSORS**

**Data**

**IMU Data (Accelerometer, Gyroscope, Magnetometer)**

**What is IMU?**Inertial measurement unit, used to describe a collection of measurement tools, when installed in some device, catches movement with the help of accelerometer, gyroscope and magnetometer, in 3d space.

**Variable names:-**

* acc\_x,acc\_y,acc\_z: accelerometer output for all 3 dimensions movement.
* gyr\_x,gyr\_y,gyr\_z: gyroscope outputs, it measures rotation, rotation rate (angular velocity).
* mag\_x,mag\_y,mag\_z: magnetometer outputs, catches magnetic field around the device.
* All three (Acc, Gyr, Mag) gives output in different SI Units i.e The scale for all three are different, so Data must be normalized

***Classes and their Encoded values:-***

* eating = 1
* drinking = 2
* walking = 3
* standing =4
* lying = 5
* ruminating standing = 6
* ruminating lying = 7
* grooming = 8
* idle/other = 9
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6. **Dataset Information:**
   * Importing the common libraries such as numpy, pandas, matplotlib, seaborn.
   * Importing and loading the Dataset.
   * Concatenating all the loaded dataframes into one dataframe.
   * Viewing the dataset.
   * Fetching the information about the data, i.e dtype, null values if any.
7. **Exploratory Data Analysis:**
   * Checking the number of rows and columns in the data
   * Getting to know the column/ feature names
   * Creating a table that consists of feature name, dtypes, missing values, number of unique values
   * Getting the statistical insights form the data
   * Understanding the target variable by plotting a bar graph
   * Understanding the target variable by plotting a pie chart
   * Checking for Correlation
   * Splitting the variables into independent and dependent variables
   * Checking for outliers
8. **Feature Enginnering(Data Preprocessing)**
   * Replacing the outliers with median values
   * Normalizing

All three (Acc, Gyr, Mag) gives output in different SI Units i.e The scale for all three are different, so Data must be normalized.

* + Feature selection, selecting kbest features using chi2
  + Creating a new\_df with x\_normalized and y

1. **Modeling**
   * Lets first import few libraries like train\_test\_split, roc\_auc\_score, f1\_score, precison\_score, recall\_score., etc…
   * As the dataset is huge,
     1. Lets take sample data from the population data
     2. Build a different model on each sample set
     3. Check which model gives good results
   * Data Balancing using Smote :
     1. In order to cope with imbalanced data, there are 2 options :
     2. Undersampling : Trim down the majority samples of the target variable.
     3. Oversampling : Increase the minority samples of the target variable to the majority samples.
     4. we have decided to go with Oversampling.
     5. For data balancing, we will use imblearn.
   * pip statement : !pip install imbalanced-learn
   * Fit the x\_train and y\_train to near\_miss
2. Sample1 – df1 - Logistic Regression

Sample of 40,000

Observations:

* + Logistic Regression Accuracy : 0.31875
  + Logistic Regression F1-score (average = weighted): 0.33
  + Logistic Regression Precision (average = weighted): 0.44
  + Logistic Regression Recall (average = weighted): 0.32

1. F1 score

average = 'weighted':

Calculate metrics for each label, and find their average weighted by support (the number of true instances for each label). This alters ‘macro’ to account for label imbalance; it can result in an F-score that is not between precision and recall.

2. precision

average = 'weighted'

Calculate metrics for each label, and find their average weighted by support (the number of true instances for each label). This alters ‘macro’ to account for label imbalance; it can result in an F-score that is not between precision and recall.

3. recall

average = 'weighted'

Calculate metrics for each label, and find their average weighted by support (the number of true instances for each label). This alters ‘macro’ to account for label imbalance; it can result in an F-score that is not between precision and recall. Weighted recall is equal to accuracy.

1. Sample2 – df2 - Decision Tree Classifier

Sample of 40,000

Observations:

* + Decision Tree Classifier Accuracy : 0.94
  + Decision Tree Classifier f1 score (average = weighted): 0.89
  + Decision Tree Classifier Precision score (average = weighted): 0.90
  + Decision Tree Classifier recall score (average = weighted): 0.88

1. Sample3 – df3 - Random Forest Classifier

Sample of 40,000

Observations:

* + Random Forest Classifier Accuracy :0.92
  + Random Forest Classifier f1 score (average = weighted): 0.92
  + Random Forest Classifier Precision score (average = weighted): 0.92
  + Random Forest Classifier recall score (average = weighted): 0.92

1. Sample4 – df4 - K Nearest Neighbours:

Sample of 40,000

Observations:

* + KNN Accuracy : 0.76
  + KNN f1 score(average = weighted) : 0.78
  + KNN Precision score(average = weighted) : 0.79
  + KNN recall score(average = weighted) : 0.77

1. Sample5 – df5 - Support Vector Classifier

Sample of 40,000

Observations:

* + Support Vector Classifier Accuracy : 0.67
  + Support vector Classifier f1 score(average = weighted) : 0.68
  + Support vector Classifier Precision score(average = weighted): 0.71
  + Support vector Classifier recall score(average = weighted) : 0.67

1. Sample6 – df6 - Ada Boost Classifier

Sample of 40,000

Observations:

* + AdaBoostClassifier Accuracy : 0.40
  + AdaBoostClassifier f1 score(average = weighted) : 0.43
  + AdaBoostClassifier Precision score(average = weighted) : 0.51
  + AdaBoostClassifier recall score(average = weighted) : 0.40

1. Creating a table that consists of all the accuracy scores, mean cross validation score, f1 score, precision score, recall score.

![](data:image/png;base64,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)

1. **Conclusion:**

We see that Random Forest gives the highest accuracy.