Министерство науки и высшего образования Российской Федерации

Федеральное государственное автономное образовательное   
учреждение высшего образования

Национальный исследовательский Нижегородский государственный университет им. Н.И. Лобачевского

Институт информационных технологий, математики и механики

**Отчет по лабораторной работе**

**«Сортировки»**

**Выполнил**:

Студент

группы 3822Б1ПМ1

Зазнобин П.В.

**Проверил**:

преподаватель каф. МОСТ,

Волокитин В.Д.

Нижний Новгород

2022

**Содержание**

[Постановка задачи 3](#_Toc123230380)

[Метод решения 4](#_Toc123230381)

[Руководство пользователя 6](#_Toc123230382)

[Описание программной реализации 8](#_Toc123230383)

[Подтверждение корректности 12](#_Toc123230384)

[Результаты экспериментов 13](#_Toc123230385)

[Заключение 16](#_Toc123230386)

[Приложение 17](#_Toc123230387)

# Постановка задачи

Цель – изучение алгоритмов сортировки, работающих за сложность , и .

Для выполнения данной цели необходимо поставить и выполнить следующие задачи:

1. Подготовка тестовой программы, которая имеет пользовательский интерфейс, умеет считать время работы отдельных функций и сравнивает результат работы созданных сортировок с результатом заведомо корректной функции.
2. Изучить алгоритмы упорядочивания массива вещественных (типа double) знаковых чисел;
3. Сравнить скорости и эффективности данных сортировок.

# Метод решения

Мне были предоставлены для реализации следующие сортировки:

1. Сортировка пузырьком (сложность )
2. Сортировка слиянием (сложность )
3. LSD сортировка (сложность )

**Сортировка пузырьком.**

На каждом шаге мы находим наибольший элемент из двух соседних и ставим этот элемент в конец пары. Получается, что при каждом прогоне цикла большие элементы будут всплывать к концу массива, как пузырьки воздуха.

Алгоритм выглядит так:

1. Берём первый элемент массива и сравниваем его со вторым. Если первый больше второго — меняем их местами с первым, если нет, идем дальше
2. Берём второй элемент массива и сравниваем его со следующим. Если второй больше— меняем их местами, если нет, идем дальше.
3. Проходим так до предпоследнего элемента, сравниваем его с последним и ставим наибольший из них в конец массива. Всё, мы нашли самое большое число в массиве и поставили его на своё место.
4. Возвращаемся в начало алгоритма и делаем всё снова точно так же, начиная с первого элемента. Только теперь идем до элемента, который находится перед предпоследним, потому что на последнем месте уже стоит самый большой элемент.
5. Повторяем до тех пор, пока у нас не останется один элемент.

В своем проекте я использовал немного видоизмененную версию пузырька. Я использовал флаг, для того чтобы в ситуации, когда я еще не «поднял наверх» все элементы массива, но уже знаю, что массив полностью отсортирован, я мог прекратить сортировку.

Таким образом, в худшем случае мы идем от нулевого элемента до n-1 – ого элемента

**Сортировка слиянием.**

Сортировка состоит из двух функций. Первая функция (merge\_sort) делит, в моем случае рекурсивно, массив каждый раз пополам, пока не дойдет до отдельно стоящих элементов и отправляет сначала по два элемента, чтобы слить их в отсортированном порядке в отдельный массив, потом по 4 элемента, каждый раз умножая количество отправляемых элементов в два раза, пока массив не закончится.

Вторая функция (merge) занимается непосредственно слиянием двух массивов одного размера в один целый отсортированный вспомогательный массив.

В конце всей сортировки в изначальный массив заносятся все элементы из отсортированного вспомогательного массива.

**Поразрядная сортировка.**

Отличие этой сортировки от других заключается в том, что в ней мы не используем сравнение.

Здесь мы делим каждое отдельное число на байты и каждый раз используем для них побитовую сортировку, не меняя порядок сортируемых элементов, если вдруг значение байта оказалось одинаковым.

Для того, чтобы реализовать побитовую сортировку, мы используем массив из 256 элементов, в котором лежит количество чисел с данными байтами. Потом мы расставляем эти числа в массиве так, чтобы байты в массиве соответствовали их числам.

В конце мы получаем отсортированный массив, но который имеет отрицательные числа в самом конце, при том, что мы сортировали по возрастанию. Это получилось из-за того, что у отрицательных чисел в побитовом представлении на первом месте идет единица. Поэтому нам следует поставить их правильным образом вниз.

# Руководство пользователя
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Рисунок

На Рисунке 1 представлено начальное меню. Тут можно выбрать то, что хочется сделать. Однако, если массив еще не задан, рекомендуется его задать, нажав «1»

![](data:image/png;base64,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)

Рисунок 2

Далее требуется ввести размерность массива, потому что он задается динамически.

![](data:image/png;base64,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)

Рисунок 3

Теперь можно ввести числа, которые требуется отсортировать или задать их автоматически с помощью псевдорандома.
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Рисунок 4

Опять попадаем на меню, где можем либо заново задать массив или отсортировать имеющийся, который мы только что был создан и заполнен.

![](data:image/png;base64,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)

Рисунок 5

На этом этапе можно выбрать тип сортировки.
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Рисунок 6

По итогу мы получаем вывод о том, что сортировка прошла успешна и результат корректен, так как схож с результатом сортировки этих же чисел на заведомо корректной встроенной функции.

Также написано время в тиках, за которое была произведена сортировка.

При нажатии «3» в меню, произойдет выход из программы.

При некорректном вводе числа в меню, меню вызовется заново.

При успешной сортировке можно продолжить сортировать тот же массив другим способом или создать новый массив для последующей сортировки. При этом память будет бережно очищена.

# Описание программной реализации

Мой проект состоит из 11 функций, одна из которых функция main().

**Функция меню:**

int menu() {

int v;

printf\_s("1. Задать массив\n2. Отсортировать массив\n3. Выход\n");

scanf\_s("%d", &v);

return v;

}

**Функция swap’а двух переменных в массиве:**

void swap(float\* a, float\* b) {

float tmp = \*a;

\*a = \*b;

\*b = tmp;

}

**Сортировка пузырьком:**

void bubble\_sort(float\* arr, int n) {

int i, j;

int flag = 0;

for (i = 0; i < n; i++) {

flag = 0;

for (j = 0; j < n - 1 - i; j++) {

if (arr[j] > arr[j + 1]) {

swap(&arr[j], &arr[j + 1]);

flag = 1;

}

}

if (flag == 0)

break;

}

}

**Рекурсивное деление массива пополам до одного элемента включительно и вызов функции слияния и для каждых двух частей разделенных:**

void merge\_sort(float\* arr, float\* tmp, int l, int r) {

int m = l + ((r - l) / 2);

if (l == r) {

return;

}

merge\_sort(arr, tmp, l, m);

merge\_sort(arr, tmp, m + 1, r);

merge(arr, tmp, l, m, r);

}

**Сортировка и слияние двух частей массива:**

void merge(float\* in, float\* out, int l, int m, int r) {

int l1, l2;

int index = 0;

l1 = l;

l2 = m + 1;

while (l1 <= m && l2 <= r) {

if (in[l1] <= in[l2]) {

out[index++] = in[l1++];

}

else {

out[index++] = in[l2++];

}

}

while (l1 > m && l2 <= r) {

out[index++] = in[l2++];

}

while (l2 > r && l1 <= m) {

out[index++] = in[l1++];

}

for (int i = 0; i < index; i++) {

in[l + i] = out[i];

}

}

**Функция, которая сортирует отдельные байты:**

void countByte(unsigned int\* arr, int size, int count[256], int Byte) {

int tmp1, tmp2;

int i;

unsigned char\* arrc = 0;

arrc = (unsigned char\*)malloc(sizeof(unsigned char) \* 4\* size);

int bias;

bias = sizeof(unsigned int);

arrc = (unsigned char\*)arr;

for (i = 0; i < 256; i++) {

count[i] = 0;

}

for (i = 0; i < size; i++) {

count[arrc[i \* bias + Byte]]++;

}

tmp1 = count[0];

count[0] = 0;

for (i = 1; i < 256; i++) {

tmp2 = count[i];

count[i] = count[i - 1] + tmp1;

tmp1 = tmp2;

}

**Функция, которая дает на вход предыдущей функции отдельные байты по порядку:**

void radix\_sort(unsigned int\* arr, int size, unsigned\* arr\_tmp) {

unsigned char\* arrc = (unsigned char\*)arr;

int count[256];

int sizetype = sizeof(unsigned int);

int i, j;

for (i = 0; i < sizetype; i++) {

countByte(arr, size, count, i);

for (j = 0; j < size; j++) {

arr\_tmp[count[arrc[j \* sizetype + i]]++] = arr[j];

}

for (j = 0; j < size; j++) {

arr[j] = arr\_tmp[j];

}

}

}

**Функция, которая позволяет работать с отрицательными числами и числами типа Float:**

void radixFloat(float\* arr, float\* arr\_tmp, int N) {

int count = 0;

int i = 0;

radix\_sort((unsigned int\*)arr, (unsigned int)N, (unsigned int\*)arr\_tmp);

while (i < N) {

if (arr[i] >= 0) {

count++;

}

i++;

}

for (i = 0; i < count; i++) {

arr\_tmp[N - count + i] = arr[i];

}

count = N - count;

for (count = count--; count >= 0; count--) {

arr\_tmp[count] = arr[i++];

}

for (i = 0; i < N; i++) {

arr[i] = arr\_tmp[i];

}

}

**Функция, которая позволяет проверить функцию сортировки на корректность, сравнивая ее с заведомо корректной функции:**

int check(float\* arr, float\* arrforsort, int n) {

int f = 0;

int i = 0;

float\* qarr = arr;

qarr = (float\*)malloc(sizeof(float) \* n);

qarr = arr;

qsort(qarr, n, sizeof(float), compare);

for (i = 0; i < n; i++) {

if (qarr[i] != arrforsort[i]) {

return 0;

}

}

return 1;

}

**Компаратор, который позволяет задать правила сортировки для стандартной функции sort:**

int compare(const void\* a, const void\* b)

{

const float\* ad, \* bd;

ad = (const float\*)a;

bd = (const float\*)b;

if ((\*ad - \*bd) < 0) return -1;

else

{

if ((\*ad - \*bd) > 0) return 1;

else return 0;

}

}

**Основная функция:**

**Main()**

# Подтверждение корректности

Для подтверждения корректности, в проекте используется функция check, которая сравнивает элементы отсортированного массива моими функциями с элементами массива, отсортированного стандартной функцией sort. Функция check возвращает «0», если массив был отсортирован неверно и «1», если результат верен.

# Результаты экспериментов

Для тестирования сортировок я использовал массивы размером

1. 10 000 элементов
2. 30 000 элементов
3. 100 000 элементов
4. 200 000 элементов
5. 400 000 элементов
6. 800 000 элементов
7. 1 000 000 элементов
8. 20 000 000 элементов
9. 50 000 000 элементов
10. 100 000 000 элементов

По выше составленному графику можно сказать, что самая быстрая сортировка – поразрядная, а самая медленная – пузырьком. Из этого можно сделать вывод, что у сортировки сортировки должна быть сложность , а у поразрядной . Это необходимо доказать.

Для того, чтобы подтвердить сложность алгоритма необходимо доказать, что константа сложности (которую мы отбрасываем при определении алгоритма) именно константа по сравнению с самой сложностью. Для этого необходимо разделить время, за которое обработалось данное количество элементов массива, на сложность самого алгоритма с подстановкой самого n.

**Сортировка пузырьком:**

Теоретическая асимптотика этого алгоритма составляет примерно ***n^2***.

Попробую это доказать приведенным выше способом.

Из графика видно, что график стремится к константе, значит, можно сказать, что асимптотика верная.

**Сортировка слиянием:**

Теоретическая асимптотика этого алгоритма составляет примерно ***nlog(n)***.

Попробую это доказать приведенным выше способом.

Из графика видно, что график находится вблизи константы, значит, можно сказать, что асимптотика верная.

**Поразрядная сортировка:**

Теоретическая асимптотика этого алгоритма составляет примерно ***n***.

Попробую это доказать приведенным выше способом.

Из графика видно, что график находится вблизи константы, значит, можно сказать, что асимптотика верная.

Во всех доказательствах существует некая маленькая погрешность, из-за применения тиков, которые по своей природе не постоянны.

# Заключение

Из тестов мы можем сказать, что самая эффективная сортировка – поразрядная сортировка. Она меньше всего затрачивает времени на сортировку при больших числах. Следом за ней по скорости работы идет сортировка слиянием и на самом последнем месте с огромным отрывом идет сортировка пузырьком.

Для реализации проекта мной была создана программа, написаны сортировки и было проанализировано их скорость работы на большом диапазоне количества элементов.

# Приложение

#include "stdio.h"

#include "cstdlib"

#include "locale.h"

#include "time.h"

#include "string.h"

int menu() {

int v;

printf\_s("1. Задать массив\n2. Отсортировать массив\n3. Выход\n");

scanf\_s("%d", &v);

return v;

}

void swap(float\* a, float\* b) {

float tmp = \*a;

\*a = \*b;

\*b = tmp;

}

void bubble\_sort(float\* arr, int n) {

int i, j;

int flag = 0;

for (i = 0; i < n; i++) {

flag = 0;

for (j = 0; j < n - 1 - i; j++) {

if (arr[j] > arr[j + 1]) {

swap(&arr[j], &arr[j + 1]);

flag = 1;

}

}

if (flag == 0)

break;

}

}

void merge(float\* in, float\* out, int l, int m, int r) {

int l1, l2;

int index = 0;

l1 = l;

l2 = m + 1;

while (l1 <= m && l2 <= r) {

if (in[l1] <= in[l2]) {

out[index++] = in[l1++];

}

else {

out[index++] = in[l2++];

}

}

while (l1 > m && l2 <= r) {

out[index++] = in[l2++];

}

while (l2 > r && l1 <= m) {

out[index++] = in[l1++];

}

for (int i = 0; i < index; i++) {

in[l + i] = out[i];

}

}

void merge\_sort(float\* arr, float\* tmp, int l, int r) {

int m = l + ((r - l) / 2);

if (l == r) {

return;

}

merge\_sort(arr, tmp, l, m);

merge\_sort(arr, tmp, m + 1, r);

merge(arr, tmp, l, m, r);

}

void countByte(unsigned int\* arr, int size, int count[256], int Byte) { //исхоодный массив, размер массива, символьный массив, текущий разряд

int tmp1, tmp2; //временная переменная

int i;

unsigned char\* arrc = 0; // символьный массив

arrc = (unsigned char\*)malloc(sizeof(unsigned char) \* 4\* size);

int bias;

bias = sizeof(unsigned int); //он хранит размер беззнакового инта

arrc = (unsigned char\*)arr; //делаю массив символов из предыдущего массива

for (i = 0; i < 256; i++) { //заполняю вспомогательный массив нулями

count[i] = 0;

}

for (i = 0; i < size; i++) { //накидываю сколько раз определенное число входило в массив

count[arrc[i \* bias + Byte]]++;

}

tmp1 = count[0]; //распределяю по индескам куда ставить числа

count[0] = 0;

for (i = 1; i < 256; i++) {

tmp2 = count[i];

count[i] = count[i - 1] + tmp1; //теперь в count лежат индексы, на которые нужно ставить числа каждого индекса массива

tmp1 = tmp2;

}

}

void radix\_sort(unsigned int\* arr, int size, unsigned\* arr\_tmp) {

unsigned char\* arrc = (unsigned char\*)arr; //копирую массив чаров

int count[256];

int sizetype = sizeof(unsigned int);

int i, j;

for (i = 0; i < sizetype; i++) {

countByte(arr, size, count, i); //где i - это номер разряда

for (j = 0; j < size; j++) { //Заполняем числами с выведенной индексацией

arr\_tmp[count[arrc[j \* sizetype + i]]++] = arr[j];

}

for (j = 0; j < size; j++) { //Из временного массива в основной

arr[j] = arr\_tmp[j];

}

}

}

void radixFloat(float\* arr, float\* arr\_tmp, int N) {

int count = 0;

int i = 0;

radix\_sort((unsigned int\*)arr, (unsigned int)N, (unsigned int\*)arr\_tmp);

while (i < N) { //Считаем количество положительных чисел

if (arr[i] >= 0) {

count++;

}

i++;

}

for (i = 0; i < count; i++) {

arr\_tmp[N - count + i] = arr[i];

}

count = N - count;

for (count = count--; count >= 0; count--) {

arr\_tmp[count] = arr[i++];

}

for (i = 0; i < N; i++) {

arr[i] = arr\_tmp[i];

}

}

int compare(const void\* a, const void\* b)

{

const float\* ad, \* bd;

ad = (const float\*)a;

bd = (const float\*)b;

if ((\*ad - \*bd) < 0) return -1;

else

{

if ((\*ad - \*bd) > 0) return 1;

else return 0;

}

}

int check(float\* arr, float\* arrforsort, int n) {

int f = 0;

int i = 0;

float\* qarr = arr;

qarr = (float\*)malloc(sizeof(float) \* n);

qarr = arr;

qsort(qarr, n, sizeof(float), compare);

for (i = 0; i < n; i++) {

if (qarr[i] != arrforsort[i]) {

return 0;

}

}

return 1;

}

int main()

{

int v, n, v2, v3, i;

float\* arrforsorts = 0;

float\* arr = 0;

clock\_t start, end;

setlocale(LC\_ALL, "Rus");

while (true) {

int f = 0;

printf("Введите цифру, которая ссответсвует вашему выбору:\n");

v = menu();

switch (v) {

case(1):

{

printf("Укажите размерность массива:\n");

scanf\_s("%d", &n);

arr = (float\*) malloc(sizeof(float) \* n);

arrforsorts = (float\*)malloc(sizeof(float) \* n);

printf("1. Заполнить с клавиатуры\n2. Заполнить автоматически (-1000 <= рандом < 1000)\n");

scanf\_s("%d", &v2);

switch (v2) {

case(1):

{

printf("Введите %d чисел:\n", n);

for (i = 0; i < n; i++) {

printf("%d. ", i + 1);

scanf\_s("%f", &arr[i]);

arrforsorts[i] = arr[i];

}

continue;

}

case(2):

{

for (i = 0; i < n; i++) {

arr[i] = (((float) rand() / RAND\_MAX) \* 1000) - (((float)rand() / RAND\_MAX) \* 1000);

arrforsorts[i] = arr[i];

}

continue;

}

default:

{

free(arrforsorts);

free(arr);

continue;

}

}

}

case (2):

{

printf("Выберите номер сортировки:\n1. Сортировка пузырьком\n2. Сортировка слиянием\n3. Поразрядная сортировка\n");

scanf\_s("%d", &v3);

switch(v3) {

case(1):

{

start = clock();

bubble\_sort(arrforsorts , n);

end = clock();

if (check(arr, arrforsorts, n) == 1) {

printf\_s("OK\n");

printf\_s("%d\n", (end - start));

}

else printf\_s("ERORR!\n");

continue;

}

case(2):

{

float\* out = 0;

out = (float\*)malloc(sizeof(float)\*n);

start = clock();

merge\_sort(arrforsorts, out, 0, n-1);

end = clock();

if (check(arr, arrforsorts, n) == 1) {

printf\_s("OK\n");

printf\_s("%d\n", (end - start));

}

else printf\_s("ERORR!\n");

free(out);

continue;

}

case(3):

{

float\* arr\_tmp = (float\*)malloc(sizeof(float) \* n);

start = clock();

radixFloat(arrforsorts, arr\_tmp, n);

end = clock();

if (check(arr, arrforsorts, n) == 1) {

printf\_s("OK\n");

printf\_s("%d\n", (end - start));

}

else printf\_s("ERORR!\n");

free(arr\_tmp);

continue;

}

}

}

case(3):

{

f = 1;

}

default:

{

free(arr);

break;

}

}

if (f == 1) {

break;

}

free(arrforsorts);

free(arr);

}

}