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# Постановка задачи

Описание задачи, что от вас требовалось сделать

Цель – изучение алгоритмов сортировки, работающих за сложность , и .

Для выполнения данной цели необходимо поставить следующие задачи:

1. Подготовка тестовой программы, которая умеет изменять размер заданного массива, переключаться между сортировками и выводить корректный ответ;
2. Изучить алгоритмы упорядочивания массива вещественных (типа double) знаковых чисел;
3. Сравнить скорости и эффективности данных сортировок.

# Метод решения

Описание алгоритмов ваших сортировок. Достаточно подробное

Для сравнения я выбрал данные сортировки:

1. Сортировка выбором (сложность )
2. Сортировка расческой (сложность )
3. LSD сортировка (сложность )

Далее предоставляю подробное описание каждой сортировки.

Сортировка выбором.

Алгоритм данной сортировки заключается в том, чтобы найти наименьший элемент в оставшемся массиве и поставить его в начало.

Алгоритм проходится по массиву раз для обнаружения наименьшего из оставшихся элементов и ставит его в начало подмассива. Под подмассивом подразумевается массив, который начинается с i-ого элемента. Когда мы ищем наименьший элемент, то мы запоминаем начало массива, и предполагаем, что он наибольший. Далее мы проходимся по подмассиву до конца и если оказывается, что в нем присутствует элемент, который меньше начала, то мы запоминаем его индекс. Если после этого мы находим элемент еще меньше, то мы запоминаем его индекс и так далее до конца подмассива. Последним шагом в каждом подмассиве мы меняем местами элементы с начала массива и элемент, который был минимальный. Далее длина подмассива уменьшается на 1 (мы убираем 1 элемент слева). Таким образом мы разделяем массив на 2 части. Одна является отсортированной (левая), а другая оставшийся подмассив.

Данная сортировка будет продолжаться до тех пор, пока длина подмассива не станет равна 1.

Сортировка расческой.

Данный алгоритм является улучшением сортировки «Пузырек». Под улучшением подразумевается то, что мы будем сравнивать элементы не соседние, а через какой-то шаг. Для этого мы заведем определенную переменную, которая будет отвечать за изменение шага. В начале шаг равен размеру массива. Пока шаг не будет равен 0 (а это точно когда-нибудь произойдет) мы делим его на эту переменную и запускаем цикл по элементам и сравниваем их через этот шаг. Если элемент, который стоит ближе к началу больше чем элемент, который стоит дальше от начала, то мы их меняем местами. Так будет продолжаться пока шаг не станет равным 0. Это и будет означать, что массив отсортирован. Так как мы сравниваем элементы через какой-то шаг, то сложность сортировка уменьшается. Ее сложность в итоге получится

LSD сортировка

У данной сортировки сложность . Это происходит из-за того, что мы не сравниваем числа, а используем их байты. Мы делим число на 8 частей (по 1 байту каждый), проходимся поочередно по каждому байту (от конца до начала) и каждый раз используем побитовую сортировку. Таким образом достигается максимально возможная скорость сортировки.

Немного про побитовую сортировку.

Она представляет собой массив из 256 элементов, в котором лежит количество чисел, с данными байтами. Далее мы расставляем их в массиве так, чтобы байты в массиве соответствовали их числам.

# Руководство пользователя

Описание работы с вашей программы, что должен сделать пользователь.
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Рисунок что встречает пользователя

Далее пользователь вводит n и начинается основной код программы:

![](data:image/png;base64,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)

Рисунок Меню

В данном меню всего 5 ветвлений:

1, 2, 3 клавиши отвечают за запуск соответствующей сортировки.

При запуске программа выводит результат (если программа не сработала и массив не отсортировался, то программа выведет «ошибка, массив не отсортировался», иначе выведет «Массив отсортирован успешно»). Если массив отсортирован успешно, то программа введет за какое время данная сортировка это проделала.

4 клавиша отвечает за перезапись массива (можно поменять как элементы, так и их количество)

5 клавиша отвечает за выход из программы. Он выглядит вот так:
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Рисунок Выход из программы

После выхода невозможно что-либо ввести в терминал.

Отметить можно и то, что данная программа будет работать пока пользователь не нажмет на клавишу 5, то есть она не завершит свою работу пока человек сам не скажет, что можно заканчивать работу.

Если пользователь нажмет любую другую клавишу, то программа не упадет, а просто еще раз выведет меню (работает на любой клавише).

# Описание программной реализации

Структура проекта, какие есть файлы и что в них содержится.

Проект состоит из 11 функций, одна из которых main.

Также для упрощения написания кода были введены некоторые замены типов данных:

ll – long long int.

uchar – unsigned char.

функции:

void swap(double\* a, double\* b)

данная функция необходима для замены элементов друг на друга.

а и b - элементы, которые необходимо поменять местами.

void reverse(double\* mas, ll n, ll k, ll\* kol\_permutation)

данная функция отвечает за переворот массива.

mas – сам массив.

n – количество элементов в массиве.

k - сколько элементов не надо переворачивать (с конца).

kol\_permutation – переменная для подсчета перестановок (указатель на память, так как она будет возвращаться в исходную программу)

void filling(double\* mas, ll n, ll\* kol\_negative)

данная функция отвечает за заполнение массива случайными числами (отрицательные тоже учтены).

mas – массив.

n – количество элементов.

kol\_negative – количество отрицательных элементов, которые будут в массиве. Программа сама вернет данное число, так как оно передается через указатель.

void copy\_(double\* mas\_a, double\* mas\_b)

данная функция копирует mas\_a в mas\_b.

mas\_a – массив а.

mas\_b – массив b.

на выходе из функции получится 2 массива а.

void choice\_sort(double\* mas, ll n, ll\* kol\_comparison, ll\* kol\_permutation)

Реализация сортировки выбором.

mas – массив.

n – размер массива.

kol\_comparison – переменная для подсчета количества сравнений (указатель на память, так как она будет возвращаться в исходную программу).

kol\_permutation – переменная для подсчета перестановок (указатель на память, так как она будет возвращаться в исходную программу)

void comb\_sort(double\* mas, ll n, ll\* kol\_comparison, ll\* kol\_permutation)

реализация сортировки расческой.

mas – массив.

n – размер массива.

kol\_comparison – переменная для подсчета количества сравнений (указатель на память, так как она будет возвращаться в исходную программу).

kol\_permutation – переменная для подсчета перестановок (указатель на память, так как она будет возвращаться в исходную программу)

void radix\_sort(double\* mas, double\* out, ll byte, ll n, ll\* kol\_permutation)

реализация побитовой сортировки.

mas – исходный массив.

out – массив, который пойдет в ответ.

byte – номер байта, по которому сортируем.

n – количество элементов.

kol\_permutation – переменная для подсчета перестановок (указатель на память, так как она будет возвращаться в исходную программу)

void LSD(double\* mas, ll n, ll k, ll\* kol\_permutation)

данная функция идет в дополнение к функции побитовой сортировки для расширения ее на тип double.

mas – массив.

n – количество элементов.

k – количество отрицательных элементов.

kol\_permutation – переменная для подсчета перестановок (указатель на память, так как она будет возвращаться в исходную программу)

int compare(const void\* a, const void\* b)

дополнительная функция (компоратор) для проверки правильности сортировки. Она сравнивает 2 числа.

\*a – первый элемент для сравнения.

\*b – второй элемент для сравнения.

ll check(double\* mas\_a, double\* mas\_b, ll n)

данная функция сравнивает 2 массива одинаковой длины n. Один отсортирован встроенной функцией qsort, в другая своей реализацией.

mas\_a – массив, отсортированный qsort-ом.

mas\_b – массив, отсортированный своей реализацией.

int main() – основная функция

# Подтверждение корректности

Для подтверждения корректности в программе используется функция check. В нее подается 2 массива, один из которых является отсортированный собственной реализацией. Второй же я решил отсортировал встроенной функцией qsort. В нее был подан 2 массив. Который является не отсортированным, тип данных, в котором представлены его элементы и специальная функция (компоратор), которая является критерием сортировки. Далее идет сравнение поэлементно. Если хотя бы 1 элемент на месте i в обоих массивах не совпал, то функция возвращает 0. Если не произошел 0, то вернется 1, а значит 2 массива равны.

# Результаты экспериментов

Для тестирования сортировок я использовал массивы размером

1. 100 000 элементов
2. 200 000 элементов
3. 400 000 элементов
4. 800 000 элементов
5. 1 000 000 элементов
6. 20 000 000 элементов
7. 50 000 000 элементов
8. 100 000 000 элементов
9. 250 000 000 элементов

500 000 000 элементов увы не уместились в оперативную память.

Получился такой график:

По выше составленному графику можно сказать, что самая быстрая сортировка – поразрядная, а самая медленная – выбором. Из этого можно сделать вывод, что у сортировки выбором должна быть сложность , а у поразрядной . Это необходимо доказать.

Для того, чтобы подтвердить сложность алгоритма необходимо доказать, что константа сложности (которую мы отбрасываем при определении алгоритма) именно константа по сравнению с самой сложностью. Для этого необходимо разделить время, за которое обработалось данное количество элементов массива, на сложность самого алгоритма с подстановкой самого n.

Сортировка выбором.

У данной сортировки сложность . Докажем это приведенным выше способом.

Из диаграммы видно, что при увеличении количества элементов функция выходит на константу, а это означает, что сложность сортировки доказана.

Сортировка расческой.

У данной сортировки сложность . Но основание не определено, так как в сложности оно не играет значения. Для определенности скажем, что оно равно 1.247(так как мы использовали именно такой шаг).

Так же можно увидеть выход на константу, а значит данная сортировка соответствует поставленной сложности.

Поразрядная сортировка.

У данной сортировки сложность .

Тоже в итоге выходит на константу, а значит соответствует поставленной сложности.

# Заключение

Из тестов мы можем сказать, что самая эффективная сортировка – это сортировка поразрядная. Она показала самый хороший результат. Начала рост с 20 миллионов элементов и показала 2 секунды на полную сортировку. Далее по эффективности идет сортировка расческой, и на последнем месте сортировка выбором.

Для реализации данной работы мы создали свою систему тестирования, изучили и написали алгоритмы сортировки.

# Приложение

Алгоритм поразрядной сортировки

void radix\_sort(double\* mas,double\* out, ll byte, ll n)

{

uchar\* masc = (uchar\*)mas;

ll counter[256];

ll tmp;

ll i;

for (i = 0; i < 256; ++i) counter[i] = 0;// заполнение нулями, как количество байт

for (i = 0; i < n; ++i) counter[masc[8 \* i + byte]]++;//заполнение массива количеством байт

tmp = counter[0];

counter[0] = 0;

for (i = 1; i < 256; ++i)

{

ll b = counter[i];

counter[i] = tmp;

tmp += b;

}

for (i = 0; i < n; ++i)

{

out[counter[masc[8 \* i + byte]]] = mas[i];

counter[masc[8 \* i + byte]]++;

}

}

void LSD(double\* mas, ll n,ll k)

{

ll i;

double\* out = (double\*)malloc(n \* sizeof(double));

for (i = 0; i < 8; ++i)

{

(i % 2 == 0) ? radix\_sort(mas, out, i, n) : radix\_sort(out, mas, i, n);

}

reverse(mas, n, k);

reverse(mas, n, 0);

}

Алгоритм сортировки расческой

void comb\_sort(double\* mas, ll n)

{

double factor = 1.247;

double step = n / factor;

while (step - 1 > 0)

{

ll i;

ll st = step;

for (i = 0; i + st < n; ++i)

{

if (mas[i] > mas[i + st])

swap(&mas[i], &mas[i + st]);

}

step /= factor;

}

}

Алгоритм сортировки выбором

void choice\_sort(double\* mas, ll n)

{

ll i;

for (i = 0; i < n - 1; ++i)

{

ll min = i;

ll j;

for (j = i + 1; j < n; ++j)

{

if (mas[j]-mas[min] < 0) min = j;

}

if (i != min) swap(&mas[i], &mas[min]);

}

}