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# Постановка задачи

Описание задачи, что от вас требовалось сделать

Цель – изучение алгоритмов сортировки, работающих за сложность , и .

Для достижения данной цели необходимо поставить следующие задачи:

1. Подготовка тестовой программы, которая умеет изменять размер заданного массива, переключаться между сортировками и выводить корректный ответ;
2. Изучить алгоритмы упорядочивания массива вещественных (типа float) знаковых чисел;
3. Сравнить скорости и эффективности данных сортировок, проверить, что их сложность действительно соответствует теоретической оценке.

# Метод решения

Описание алгоритмов ваших сортировок. Достаточно подробное

Для сравнения я выбрал данные сортировки:

1. Сортировка пузырьком (сложность )
2. Сортировка Шелла (сложность )
3. LSD сортировка (сложность )

Далее предоставляю подробное описание каждой сортировки.

Сортировка пузырьком:

Основная идея состоит в том, что мы выбираем 1-й элемент и сравниваем с его соседом справа, затем меняем их местами, либо не меняем, это зависит от того, как именно вы хотите упорядочить массив, по какому принципу (возрастанию/убыванию), для определенности будем упорядочивать по возрастанию. Итак, на следующем шаге мы должны сравнить 2-й элемент с его соседом справа, затем поменять их местами, если нужно. Таким образом, за 1 цикл (на 1-м шаге n-1 сравнений) самый большой элемент встанет на свое место, т.е. в конец массива. Теперь мы должны выбрать снова 1-й элемент и сравнить с его соседом справа, через n-2 сравнений элемент займет свое место, но надо понимать, что с последним элементом сравнивать не нужно, ведь мы уже выяснили, что он занял свое место, следовательно, количество сравнений будет каждый раз уменьшаться на 1, а мы будем отсортировывать массив «с конца». Проделав n-1 раз описанный выше цикл, можно утверждать, что массив отсортирован. Действительно, чтобы найти место предпоследнему неотсортированному элементу в массиве понадобится ровно 1 сравнение (всего n элементов, предпоследний n-1 элемент встанет на свое место через n-n+1 = 1 сравнений), тогда последний элемент вообще не нужно ни с кем сравнивать, он уже занял свое место (это очевидно, ведь только одно место и осталось) => мы выполнили примерно (n-1)\*(n-1) ~ операций (при достаточно больших n оценка точнее), отсюда мы получаем асимптотику алгоритма О(). Важное замечание! Если установить «флаг», показывающий количество совершенных перестановок элементов за цикл, можно заметить, что как только он станет равен нулю – сортировка окончена. Действительно, так как каждый элемент сравнивается с каждым, то перестановки не будет только тогда, когда он стоит на своем месте, иначе он поменяется хотя бы с одним элементом. А значит, мы можем заканчивать сортировку досрочно, не совершая бесполезных сравнений.

Сортировка Шелла:

Это более быстрая сортировка, основанная на принципе сортировки вставками. Основная идея – ставить сразу несколько элементов «почти» на свое место. В начале мы делим массив пополам (если не делится – округляем вниз), выбираем элемент, индекс которого равен «середине», затем сравниваем с элементом, имеющим индекс = «середина»-шаг, но т.к. шаг = «середине» (на 1 цикле), то это будет 1-й элемент (фактически 0-й, т.к. в С нумерация индексов с 0). Аналогично пузырьку, меняем местами эти элементы, если нужно. Далее выбираем следующий элемент (его индекс = «середина»+1) и сравниваем со 2 элементом (его индекс = середина – шаг + 1 = 1, но это 2-й элемент), если нужно – меняем. Проделываем ту же операцию, пока не дойдем до конца массива (т.е. следующий индекс элемента будет выходить за границы массива), тогда делим нашу «середину» пополам, как в самом начале, а затем повторяем 1-й цикл. На этот раз выбираем элемент, индекс которого равен «четверти» и сравниваем с элементом, индекс которого = «четверть» - шаг (теперь шаг = «четверти»), меняем их по необходимости. Важно отметить, что, начиная с «середины» массива, придется сравнивать уже не 2 элемента, а 3, сначала «середину» с «четвертью», а затем, выполнив или не выполнив перестановку, с 1-м элементом в массиве, если нужно – необходимо поменять его с «четвертью». Таким образом, меняя каждый раз шаг по определенному правилу и переставляя элементы внутри массива, мы отсортируем его за время = . Не трудно заметить, что мы уже не сравниваем каждый элемент с каждым, а выбираем последовательность так, чтобы как можно быстрее поставить элемент на свое место, ведь за 1 сравнение мы можем сдвинуть элемент больше, чем на одну позицию. Очевидно, время работы будет зависеть напрямую от выбранной нами последовательности, в данном случае рассмотрена последовательность Шелла, она не является самой оптимальной, но в ней каждый элемент сравнивается с других элементов, при больших n оценка более точная, но даже при относительно небольшом количестве элементов алгоритм работает за время => его асимптотика .

Линейная сортировка (LSD):

Эта достаточно нетривиальная сортировка, использующая крайне простую идею. В алгоритме не сравниваются элементы между собой, а учитываются особенности сравниваемых типов данных, т.е. сортировка работает только в том случае, если мы знаем, что именно мы сортируем (int, float, double, char и т.д.). Т.к. речь идет о числах, то в качестве примера рассмотрим тип int. Пусть при записи чисел этого типа используется максимум m разрядов (сортировка работает, т.к. компьютер ограничивает числа, он не может хранить в памяти бесконечные числа), тогда выделим последний разряд и переставим числа так, чтобы они располагались по возрастанию этого разряда. Подсчитаем, сколько каких цифр (имеется в виду идея сортировки подсчетом, при этом всего 10 цифр: от 0 до 9), и найдем их места, затем проведем взаимно однозначное соответствие между разрядом и числом, переставим их как было описано выше. Перейдем к следующему разряду (а именно предпоследнему) и также переставим еще раз элементы массива, но уже по возрастанию нового разряда. Повторив эту операцию m раз, мы получим отсортированный массив. Так происходит потому, что, начиная с конца, мы учитываем отличие чисел только в последнем разряде, упорядочиваем их, затем переходим к следующему разряду, если выясняется, что он не одинаков у всех чисел, то переставив по возрастанию числа так, чтобы цифры в этом разряде также шли по возрастанию, мы не нарушаем упорядоченности, достигнутой ранее, ведь если следующий разряд больше, то уже не важно, какие цифры идут после него, пример: 210 > 199. В худшем случае мы сделаем m\*n операций (перестановок), отсюда и асимптотика алгоритма = . Так как все типы данных кодируются байтами, то даже числа с плавающей запятой можно сортировать подобным образом, понимая, как они устроены и записаны в памяти компьютера. Рассмотрим тип float, он кодируется 4-мя байтами и записывается в память в обратном («перевернутом») порядке. Прямой порядок такой: 1 бит знак (если «+» = 0, если «-» = 1), 8 бит порядок (экспонента, она же степень), 23 бит – мантисса (само число). Отсюда не трудно заметить, что если работать с мантиссой, то мы получаем те же утверждения, что и для int, порядок отвечает за степень числа, если у одного числа он больше, чем у другого, то нет смысла рассматривать их мантиссы, пример 1e10 и 1.9е2, единственный нюанс – 1-й байт, в нем учитывается знак, т.е. все отрицательные числа в такой записи > положительных. При сортировке чисел по возрастанию выяснится, что так будут отсортированы только положительные числа, а отрицательные будут расположены после положительных, причем еще и по убыванию. Поэтому после сортировки необходимо учесть этот нюанс и переставить правильно числа, но это уже нетрудная задача. Т.к. float хранится в памяти в обратном порядке, то в алгоритме необходимо выполнять все те же операции, как в случае с int, но начиная с 1-го разряда, а не последнего. В качестве 1-го разряда возьмем 1 байт, для этого запишем float поразрядно через char и установим взаимно однозначное соответствие между числом float и разрядом char, а дальше работаем как с типом int.

# Руководство пользователя

Описание работы с вашей программы, что должен сделать пользователь.

При запуске программы, пользователя попросят ввести количество элементов массива (для того, чтобы пользователь не смог запустить сортировку на пустом массиве).
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Рисунок 1 - Что встречает пользователя

Далее пользователь вводит n и начинается основной код программы:

![](data:image/png;base64,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)

Рисунок 2 - Меню

В данном меню всего 5 ветвлений:

1, 2, 3 клавиши отвечают за запуск соответствующей сортировки.

При запуске программа выводит результат (если программа не сработала и массив не отсортировался, то программа выведет «Ошибка, не удалось отсортировать массив», иначе выведет «Массив отсортирован успешно»). Если массив отсортирован успешно, то программа покажет, за какое время данная сортировка это проделала.

4 клавиша отвечает за перезапись массива (можно поменять как элементы, так и их количество)

5 клавиша отвечает за выход из программы. Он выглядит вот так:
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Рисунок 3 - Выход из программы

После выхода невозможно что-либо ввести в терминал.

Отметить можно и то, что данная программа будет работать, пока пользователь не нажмет на клавишу 5, то есть она не завершит свою работу, пока человек сам не скажет, что можно заканчивать работу.

Если пользователь нажмет любую другую клавишу, то программа просто еще раз выведет меню (работает на любой клавише).

# Описание программной реализации

Структура проекта, какие есть файлы и что в них содержится.

Проект состоит из 10 функций, одна из которых main.

void swap(float\* a, float\* b):

функция принимает на вход 2 указателя типа float и меняет местами значения a и b

void copy\_(float\* mas\_a, float\* mas\_b, int size):

функция принимает на вход 2 указателя на массив типа float и размер массива типа int, записывает элементы массива mas\_a в массив mas\_b

int compare(const void\* a, const void\* b):

функция принимает на вход 2 указателя типа const void, сравнивает \*a и \*b, возвращает значения: -1, 0, 1, в зависимости от правила, по которому нужно сортировать (вспомогательная функция)

int check(float\* mas\_a, float\* mas\_b, int size):

функция принимает на вход 2 указателя на массив типа float и размер массива типа int, сравнивает 2 массива одинаковой длины n. Один отсортирован встроенной функцией qsort, а другой - предложенным выше способом.

mas\_a – массив, отсортированный qsort-ом.

mas\_b – массив, отсортированный одним из предложенных выше способов.

void sign(float\* input, int size):

функция принимает на вход указатель на массив типа float, размер массива типа int, переставляет отрицательные и положительные числа в массиве, является вспомогательной функцией для сортировки LSD, не выполняет перестановки, если в исходном массиве отсутствуют отрицательные числа.

void radix(float\* input, int size):

функция принимает на вход указатель на массив типа float, размер массива типа int, сортирует массив методом LSD, описанным выше.

void shell(float\* input, int size, int\* k\_p, int\* k\_s):

функция принимает на вход 3 указателя: один - на массив типа float, два других – на счетчик перестановок и сравнений типа int, размер массива типа int, сортирует массив методом Шелла, описанным выше, считает количество сделанных перестановок и сравнений.

void bubble(float\* input, int size, int\*k\_p, int\*k\_s):

функция принимает на вход 3 указателя: один - на массив типа float, два других – на счетчик перестановок и сравнений типа int, размер массива типа int, сортирует массив методом Пузырька, описанным выше, считает количество сделанных перестановок и сравнений.

void general(float\* input, int size):

функция принимает на вход указатель на массив типа float, размер массива типа int, заполняет массив псевдослучайными числами так, чтобы не получились не числа (NaN), также учтен случай получения «-0», т.к. это альтернативный вид «0», то в генераторе исключена возможность получить такое значение.

int main():

основная функция, ничего не принимает и не возвращает (фактически возвращает всегда 0), она отвечает за корректную работу программы, перенаправление в нужные подпрограммы и взаимодействие с пользователем.

# Подтверждение корректности

Для подтверждения корректности в программе используется функция check. Она принимает на вход 2 массива, один из которых является отсортированным одним из методов, предложенных выше, второй же отсортирован встроенной функцией qsort. qsort принимает 2-й массив, который является неотсортированным, тип данных его элементов – float, также для корректной работы требуется специальная функция (компоратор), которая является критерием сортировки. Далее идет сравнение поэлементно. Если хотя бы 1 элемент на месте i в обоих массивах не совпал, то функция возвращает 0. Иначе вернется 1, а значит массивы равны.

# Результаты экспериментов

По данным экспериментов видно, что сортировка пузырьком показала самый плохой результат. Чем больше элементов, тем больше времени она тратит на сортировку массива, ее график вычерчивает одну из ветвей параболы (не трудно заметить данное соответствие). Это неудивительно, ведь у нее самая плохая сложность .

Значительно быстрее работает сортировка Шелла. Она начала показывать время с 5 миллионов элементов, сортировка заняла 6 секунд. Далее можно заметить рост времени у сортировки поразрядной. Она оторвалась от точки 0 на 20 миллионах элементов, затратив 1 секунду на сортировку всего массива.

Для тестирования сортировок использовались массивы размером

1. 1000 элементов
2. 10 000 элементов
3. 25 000 элементов
4. 50 000 элементов
5. 100 000 элементов
6. 1 000 000 элементов
7. 5 000 000 элементов
8. 10 000 000 элементов
9. 20 000 000 элементов
10. 50 000 000 элементов

На основе этих данных была построена диаграмма

# Заключение

Из тестов мы можем сказать, что самая эффективная сортировка – это сортировка поразрядная. Она показала самый хороший результат. Начала рост с 20 миллионов элементов и затратила 1 секунду на полную сортировку. Далее по эффективности идет сортировка Шелла, а на последнем месте сортировка пузырьком. (Уточнение: в данном эксперименте учитывалось только целое значение времени в секундах.)

Для реализации данной работы мы создали свою систему тестирования, изучили и написали алгоритмы сортировки, а также экспериментально подтвердили теоретическую оценку сложности сортировок. (Уточнение: для подтверждения мы делили время в микросекундах (т.к. в секундах значения слишком малы) на заявленную теорией сложность алгоритма, если с какого-либо момента все последующие значения мало отличались друг от друга и были примерно равны константе, то оценка подтверждалась. Как видно из графика: для пузырька C ~ 0,005; для сортировки Шелла C ~ 0,03; для сортировки поразрядной C ~ 0,055. Отсюда делаем вывод, что теоретическая сложность соответствует действительности.)

# Приложение

void swap(float\* a, float\* b) {

float tmp = \*a;

\*a = \*b;

\*b = tmp;

}

void sign(float\* input, int size) {

float\* output;

int key, i, j;

key = -1;

output = (float\*)malloc(size \* sizeof(float));

for (i = 0; i < size; i++)

if (input[i] < 0) {

key = i;

break;

}

if (key != -1) {

for (j = size - 1; j >= key; j--)

output[size - j - 1] = input[j];

for (j = 0; j < key; j++)

output[j + size - key] = input[j];

for (j = 0; j < size; j++)

input[j] = output[j];

}

}

void radix(float\* input, int size) {

int i, j;

int step = 4;

int number;

unsigned char\* mas;

float\* output;

int count[256];

int sum[256];

for (number = 0; number < step; number++) {

mas = (unsigned char\*)input;

output = (float\*)malloc(size \* sizeof(float));

for (i = 0; i < 256; i++) {

count[i] = 0;

sum[i] = 0;

}

for (i = number; i < step \* size; i += step)

count[mas[i]]++;

for (i = 0; i < 256; i++)

for (j = 0; j < i; j++)

if (count[i] != 0)

sum[i] += count[j];

for (i = number; i < step \* size; i += step) {

output[sum[mas[i]]] = input[i / step];

sum[mas[i]]++;

}

for (i = 0; i < size; i++)

input[i] = output[i];

}

sign(input, size);

}

void shell(float\* input, int size, long long int\* k\_p, long long int\* k\_s) {

int i, j, k;

for (i = size / 2; i > 0; i /= 2)

for (j = i; j < size; j++)

for (k = j - i; (k > -1) && (++\*k\_s && (input[k] > input[k + i])); k -= i) {

swap(&input[k], &input[k + i]);

++\*k\_p;

}

}

void bubble(float\* input, int size, long long int\*k\_p, long long int\*k\_s) {

int i, j, swapped;

for (i = 0; i < size - 1; i++) {

swapped = 0;

for (j = 0; j < size - i - 1; j++) {

if (++\*k\_s && (input[j] > input[j + 1])) {

swap(&input[j], &input[j + 1]);

++\*k\_p;

swapped = 1;

}

}

if (swapped == 0) break;

}

}

void general(float\* input, int size)

{

int i;

for (i = 0; i < size; i++) {

input[i] = ((float)rand()) /(0.01 + (float)(rand()));

if (rand() % 2 == 0 && input[i] != 0)

input[i] = -input[i];

}

}