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# 

# Введение

В жизни зачастую возникает необходимость вычислить то или иное арифметическое выражение. Некоторые, весьма простые, мы можем посчитать в уме, другие - на листке бумаги. Однако есть и такие выражения, которые можно посчитать, только потратив на это огромное количество времени. Для этого на помощь нам приходит компьютер. Персональные компьютеры уже давно не являются чем-то необычным, и мы активно используем их в повседневной жизни. А какой алгоритм даст нам наиболее быстрый результат и позволит считать большие выражения? Данный вопрос достаточно сложен, ведь алгоритмов можно придумать огромное количество. Один из них – вычисление арифметических выражений с использованием стека.

# 

# 1 .Постановка учебно-практической задачи

*Формулировка задачи:*

Требуется разработать программу, выполняющую вычисление арифметического выражения с вещественными числами. Выражение в качестве операндов может содержать вещественные числа. Допустимые операции известны: +, -, /, \*. Допускается наличие знака "-" в начале выражения или после открывающей скобки. Программа должна выполнять предварительную проверку корректности выражения и сообщать пользователю вид ошибки.

# 2.Руководство пользователя

Необходимо запустить на выполнение файл “Sample.exe”, находящийся в папке “Debug”. Перед пользователем открывается прикладная программа.

![](data:image/png;base64,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)Рис. 1. Главное меню программы

Для того чтобы ввести выражение, необходимо выбрать пункт 1. Для выхода из программы необходимо выбрать пункт 2.

После выбора пункта 1 пользователю необходимо ввести арифметическое выражение, используя цифры (целые и дробные) и операции: «+», «-», «\*», «/», «(» , «)». После выполнения расчетов программа выведет полученный результат и предложит повторный ввод или завершение работы программы. Если в выражении будет допущена синтаксическая ошибка, программа выведет вид ошибки пользователю и также предложит повторный ввод или выход.

# 

# 3.Руководство программиста

## *Структура программы*

Программа включает в себя следующие файлы:

* **Arithmetic.h** - содержит объявление класса «Lexem» и прототипы функций;
* **Arithmetic.cpp** – содержит реализацию методов класса «Lexem», а также функции перевода в обратную польскую запись, вычисления результата и поиска конкретных ошибок;
* **Stack.h** - содержит объявление класса «Stack» и реализацию его методов;
* **main\_arithmetic.cpp** - включает в себя прикладное приложение, демонстрирующее работу вышеназванных классов;
* **test\_stack.cpp** - содержит тесты для класса «Stack»;
* **test\_arithmetic.cpp** - содержит тесты для класса «Lexem», а также тесты для функций вычисления результата и поиска конкретных ошибок;
* **test\_main.cpp** - необходим для запуска Google tests.

## *Структура данных*

**Шаблонный класс Stack**

Стек — абстрактный тип данных, представляющий собой список элементов, организованных по принципу LIFO (англ. last in — first out, «последним пришёл — первым вышел»).

const int MaxStackSize = 10; // Максимальный размер памяти для стека

Поля класса:

* + ValType \* stack; //указатель на массив
  + int end; //вершина стека
  + int n; //размер стека

Методы класса:

* Stack(int n1 = MaxStackSize); //конструктор (создает стек, указанного размера)
* ~Stack(); //деструктор
* ValType pop(); //извлечение элемента (из ячейки, содержащей последний добавленный элемент)
* void push(ValType val); //вставка элемента (в то место, куда указывает вершина стека, т.е. указатель на первый свободный элемент стека)
* bool IsEmpty(); //проверка на пустоту
* void Clean(); //очистка стека
* ValType Front(); //просмотр верхнего элемента (без удаления)
* int Size(); //получение количества элементов в стеке

**Класс Lexem**

Поля класса:

* double IsNumber; //переменная для хранения числа
* char IsOperation; //переменная для хранения операции
* int k; //переменная для определения типа лексемы (1-IsOperation, 2- IsNumber)

Методы класса:

* Lexem() {}; //конструктор без параметров
* ~Lexem() {}; //деструктор
* Lexem(char, int); // конструктор для операции
* Lexem(double, int); // конструктор для числа
* void set(char, int); //записывает значение лексемы для операции
* void set(double, int); //записывает значение лексемы для числа
* int sign(); //возвращает значение k
* double number(); //возвращает числовое значение лексемы
* char operation(); //возвращает тип операции лексемы

## *Алгоритмы вычисления арифметических выражений*

В программе были реализованы следующие алгоритмы:

1) Lexem\* PolishRecord(string stroka, int & k) - функция необходима для перевода выражения в обратную польскую запись.

1. Создаем массив лексем
2. С помощью цикла последовательно проверяем каждый элемент строки

* Если встречается цифра, то все элементы записываем в массив, до тех пор, пока не встретится арифметический знак
* Этот массив переводится в число (double), которое записывается в массив лексем (IsNumber=значение числа; k=2)
* Если встречается арифметический знак, то
* он записывается в стек (если до него не было других арифметических знаков)
* его приоритет сравнивается с приоритетом знака, расположенного на вершине стека (если до него были другие арифметические знаки)
* если его приоритет выше, то знак кладется в стек
* если его приоритет ниже или равен, то из стека извлекаются все знаки, чей приоритет выше или равен приоритета текущего. Эти знаки записываются в массив лексем, а текущий знак кладется в стек
* Если встречается скобка, то
* она кладется в стек (если эта скобка открывающая)
* из стека извлекаются все операции до открывающей скобки и в том числе она сама (если эта скобка закрывающая)

1. Осуществляем подсчет количества подряд идущих знаков (k). Последующее число умножаем на -1 k-ое число раз.

2)double result(Lexem \*x, int k)- функция необходима для вычисления выражения.

1. Идем в цикле по массиву лексем

* если лексема - число, то она кладется в стек
* если лексема – знак арифметической операции, то два последних числа из стека извлекаются, над ними выполняется текущая операция, а полученный результат опять складывается в стек

b. После разбора всей строки в стеке остается одно число, которое и будет результатом данного выражения. Это число функция возвращает в качестве результата.

3)bool errors(string stroka)- функция необходима для проверки корректности выражения.

1. В цикле все элементы строки последовательно сравниваем с допустимыми символами, если хотя бы один не совпадает с допустимым списком, то программа выводит сообщение об ошибке (The symbol is wrong)
2. С помощью цикла последовательно проверяем каждый элемент, складывая все открывающие скобки в специально созданный стек. После того, как встречается закрывающая скобка, открывающую извлекаем из стека. В случае если стек окажется пустым, программа выводит сообщение об ошибке (Brackets are wrong)
3. С помощью еще одного цикла осуществляем проверку арифметических знаков, которые идут друг за другом, а также проверку знака перед закрывающей скобкой. Если такие нашлись, то программа выдает сообщение об ошибке (Sequence of symbols is wrong). Исключение знак «-».
4. Функция также проверяет корректность начала (конца) выражения, которое по правилам может начинаться только с открывающей скобки, минуса или числа, а заканчиваться может только на закрывающую скобку или число. В противном случае программа выводит сообщение об ошибке (The expression starts with a wrong symbol (The expression ends with a wrong symbol))
5. Осуществляем проверку условия: перед открывающей скобкой может стоять открывающая скобка или арифметический знак. В противном случае программа выводит сообщение об ошибке (Sequence of symbols is wrong)
6. Осуществляем проверку условия: после закрывающей скобки может стоять еще одна закрывающая скобка или арифметический знак. В противном случае программа выводит сообщение об ошибке (Sequence of symbols is wrong)

# Заключение

В результате лабораторной работы была разработана программа, выполняющая вычисление арифметических выражений с вещественными числами. Данная работа позволила изучить структуру данных стек, а также алгоритм перевода заданной строки в вид обратной польской записи. Работа программы протестирована с помощью Google Tests.
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# Приложение

Lexem\* PolishRecord(string stroka, int & k) {

k = 0;

int a = 0;

int b = 0;

int с = 0;

char \*d;

double e;

Lexem \*x;

x = new Lexem[size(stroka)];

Stack<char> stc(size(stroka));

for (int i = 0; i < size(stroka); i++)

if ((stroka[i] != '+') && (stroka[i] != '-') && (stroka[i] != '\*') && (stroka[i] != '/') && (stroka[i] != '(') && (stroka[i] != ')') ) {

b = 0;

for (int j = i; (j < size(stroka)) && (stroka[j] != '+') && (stroka[j] != '-') && (stroka[j] != '\*') && (stroka[j] != '/') && (stroka[j] != '(') && (stroka[j] != ')'); j++)

b++;

d = new char[b + 1];

for (int j = i, n = 0; j < i + b; j++, n++)

d[n] = stroka[j];

d[b] = { '\0' };

e = atof(d);

for (int i = 1; i < с; i++)

e = -e;

с = 0;

x[k++].set(e, 2);

i += b - 1;

}

else {

if (a == 0) {

if ((stroka[i] == '-') && (i == 0)) {

с = 2;

}

else{

stc.push(stroka[i]);

a++;

с++;

}

}

else {

if (stroka[i] == ')') {

while (stc.Front() != '(') {

x[k++].set(stc.pop(), 1);

}

stc.pop();

}

else {

if ((stc.IsEmpty()==false) && ((priority(stc.Front()) < priority(stroka[i])) || (stroka[i] == '('))) {

if ((с == 0) || (stroka[i] == '('))

stc.push(stroka[i]);

if (stroka[i] != '(')

с++;

}

else {

if (с == 0) {

while ((stc.IsEmpty()==false) && (stc.Front() != '(') ) {

x[k++].set(stc.pop(), 1);

}

stc.push(stroka[i]);

}

else

с++;

}

}

}

}

while (stc.IsEmpty()==false)

x[k++].set(stc.pop(), 1);

return x;

}

double result(Lexem \*x, int k) {

Stack <double> stc(k);

double res;

for (int i = 0; i < k; i++) {

if (x[i].sign() == 2) {

stc.push(x[i].number());

}

else {

double a = stc.pop();

double b = stc.pop();

switch (x[i].operation()){

case '+':

res = b + a;

break;

case '-':

res = b - a;

break;

case '\*':

res = b \* a;

break;

case '/':

if (a != 0)

res = b / a;

else throw 1;

break;

}

stc.push(res);

}

}

if (k == 1)

res = stc.pop();

return res;

}

bool errors(string stroka) {

bool a = true;

int b = 0;

Stack <char> stc(size(stroka));

int t = 0;

char br;

char c[17] = { '0','1','2','3','4','5','6','7','8','9','-','+','\*','/','.','(',')' };

for (int i = 0; i < size(stroka); i++) {

for (int j = 0; j < 17; j++)

if (stroka[i] == c[j]) {

b++;

}

if (b == 0) {

cout << endl << "The symbol is wrong";

a = false;

}

b = 0;

}

for (int i = 0; i < size(stroka); i++){

if (stroka[i] == '(')

stc.push('(');

else

if (stroka[i] == ')'){

if (stc.IsEmpty()==false)

br = stc.pop();

else

t++;

}

}

if (t != 0) {

a = false;

cout << endl << "Brackets are wrong";

}

for (int j = 11; j < 15; j++)

if ((stroka[0] == c[j]) || (stroka[0] == ')')) {

a = false;

cout << endl << "The expression starts with a wrong symbol";

}

for (int j = 10; j < 16; j++)

if (stroka[size(stroka) - 1] == c[j]) {

a = false;

cout << endl << "The expression ends with a wrong symbol";

}

for (int i = 0; i < size(stroka); i++) {

for (int j = 10; j < 17; j++)

if (stroka[i] == c[j])

if ((i + 1) < size(stroka)) {

for (int l = 11; l < 15; l++)

if (((stroka[i + 1] == c[l]) || ((stroka[i + 1] == '-') && (stroka[i + 2]) == '(')) && (stroka[i] != ')')) {

a = false;

cout << endl << "Sequence of symbols is wrong";

}

}

}

for (int i = 1; i < size(stroka); i++) {

if (stroka[i] == '(') {

for (int j = 10; j < 14; j++)

if ((stroka[i - 1] == c[j]) || (stroka[i - 1] == '(')) {

b++;

}

if (b == 0) {

a = false;

cout << endl << "Sequence of symbols is wrong";

}

}b = 0;

}

for (int i = 0; i < size(stroka) - 1; i++) {

if (stroka[i] == ')') {

for (int j = 10; j < 14; j++)

if ((stroka[i + 1] ==c[j]) || (stroka[i + 1] == ')')) {

b++;

}

if (b == 0){

a = false;

cout << endl << "Sequence of symbols is wrong";

}

}

b = 0;

}

return a;

}