1 Bootstrap

Bootstrap server radi na fiksnom portu koji je definisan u konfiguracionoj datoteci. On može da primi dve vrste poruka:

1. Oblik poruke: Hail\n<listener\_port-ipadresa>\n
   1. Oblik odgovora: <listener\_port-ipadresa >\n
2. New\n<listener\_port-ipadresa>\n
   1. Nema odgovora.
3. Exit
   1. Nema odgovora.

-Prva poruka se koristi kada se čvor prvi put startuje. Poruka sadrži tekst “Hail” u prvom redu, i u drugom redu sadrži jedan int, koji predstavlja port na kojem sluša novi čvor. Odgovor na ovu poruku treba da bude jedan red teksta u kojem se nalazi -1 ako nema aktivnih čvorova, ili port od nekog nasumično izabranog aktivnog čvora. Odgovor se šalje preko istog soketa pre kojeg je stigla “Hail” poruka.

-Druga poruka se koristi kada Chord sistem utvrdi da novi čvor ima dobar ID, tj. da se njegov ID ne poklapa sa nekim drugim aktivnim čvorom. Kao reakciju na drugu poruku Bootstrap server dodaje port čvora u svoju listu portova aktivnih čvorova i ne šalje nikakav odgovor.

- Treća poruka se koristi kada čvor želi da izađe iz sistema. Poruka sadrži tekst “Exit” u prvom redu, a drugom se šalje port-ipadresa čvora koji želi da se ugasi. BootstrapServer briše informacije o čvoru iz svojih listi.

2 Uključivanje čvora u sistem

Chord ID čvora se određuje na osnovu funkcije heširanja koja ima sledeći oblik:

![](data:image/png;base64,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)

Gde je:

* forHash - string koji se hešira (broj porta i IP adresa na kojem čvor sluša).
* CHORD\_SIZE - maksimalna vrednost za Chord ID.

Kada čvor želi da se uključi u sistem, prvo treba da se javi čvoru kojeg je dobio od Bootstrap servera sa NEW\_NODE porukom.

Čvor koji primi NEW\_NODE poruku prvo treba da proveri da li je novi čvor u koliziji sa nekim već aktivnim čvorom. Ako je to slučaj, novom čvoru se šalje SORRY poruka. Ako ovo nije slučaj, onda postoje dve opcije:

1. Ako je trenutni čvor direktan sledbenik čvora koji je poslao NEW\_NODE, onda šalje WELCOME poruku novom čvoru, u kojoj će se nalaziti i podaci koje taj novi čvor preuzima i lista objekata koji predstavlja sve potrebne informacije o fajlovima koji treba da se upišu u njegovo skladište.
2. Ako trenutni čvor nije direktan sledbenik čvora koji je poslao NEW\_NODE, onda se identična NEW\_NODE poruka šalje čvoru koji je najbliži novom čvoru po Chord pretrazi.

Novi čvor će kad-tad dobiti WELCOME poruku od svog direktnog sledbenika kada sve fajlove upisuje u svoje skladište. Nakon toga ulazi u drugu fazu inicijalizacije, koja se sastoji od osvežavanje tabela sledbenika za ceo sistem. Ovo se obavlja pomoću UPDATE poruke koju novi čvor šalje svom direktnom sledbeniku. Svaki čvor koji primi ovu poruku je šalje dalje svom prvom sledbeniku, i ažurira svoju tabelu sledbenika. Ovo se ponavlja dok UPDATE poruka ne napravi ceo krug oko sistema i vrati se nazad do čvora koji ju je isprva poslao. UPDATE poruka u svom tekstu treba da sadrži brojeve slušalačkih portova od svih čvorova koji su je primili i prosledili dalje, tako da na kraju ciklusa čvor koji ju je isprva poslao može da dobije informaciju koji su slušalački portovi od svih trenutno aktivnih čvorova. Tekst UPDATE poruke je formatiran kao string koji sadrži brojeve slušalačkih portova razdvojene zarezom.

3 Operacije

3.1 **pull name [version]**

Ako se traženi ključ nalazi na trenutnom čvoru, preuzima fajl iz skladišta i prepisuje ga u radni koren. Ukoliko je navedena verzija, ćvor će preuzeti fajl odgovarajuće verzije, a ukoliko nije navedena, preuzima se fajl sa najvećom verzijom. Ukoliko fajl nije pronađen, ispisuje se poruka da fajl ne postoji, ili je izbrisan. Ako to nije slučaj, šalje se PULL poruka ka narednom čvoru, izabranom na osnovu Chord pretrage. PULL poruka u svom telu treba da sadrži broj koji predstavlja traženi ključ i verzija koja će biti -1 ili više u zavisnosti od toga da li je navedena.

Kada neki čvor primi PULL poruku, on ponavlja istu proceduru - ako je on vlasnik tog ključa, onda će vratiti rezultat pomoću PULL\_ANSWER poruke, koja sadrži objekat koji sadrži sve bitne informacije vezane za fajl. Ukoliko fajl nije pronađen unjegovom skladištu, ispisuje se poruka da je fajl izbrisan, ili ne postoji. U tom slučaju šalje se UNLOCK poruka, koja će otpustiti lokalni i distributivni ključ kako bi drugi čvorovi mogli da izvršavaju operacije. Ako nije vlasnik, onda prosleđuje PULL poruku ka narednom čvoru, izabranom na osnovu Chord pretrage.

Kad-tad će čvor koji je originalno poslao PULL poruku dobiti TELL\_GET poruku sa traženim fajl, koji će je onda upisati u svoj radni koren i ispisati poruku da se PULL operacija uspešno izvršila.

3.2 **add name**

Ako se ključ za koji se upisuje vrednost nalazi na trenutnom čvoru, onda prepisujemo fajl i njegov sadržaj u skladište sa početnom verzijom 0. Hash fajla se smešta u naše vrednosti. Ako to nije slučaj, šalje se ADD poruka ga narednom čvoru, izabranom na osnovu Chord pretrage. ADD poruka u svom telu sadrži id čvora koji je zatražio ADD operaciju. Takođe sadrži hash tražene vrednosti i objekat koji sadrži sve informacije bitne za fajl koji želimo da uskladištimo.

Kada neki čvor primi ADD poruku, on ponavlja istu proceduru - ako je on vlasnik tog ključa, onda izvrši upis u svoju mapu i prepisuje fajl i njegov sadržaj u skladište sa početnom verzijom 0. Takođe šalje se UNLOCK poruka, koja će otpustiti lokalni i distributivni ključ kako bi drugi čvorovi mogli da izvršavaju operacije. Ako nije vlasnik, onda prosleđuje ADD poruku ka narednom čvoru, izabranom na osnovu Chord pretrage.

3.3 **commit name**

Ako se ključ za koji se upisuje vrednost nalazi na trenutnom čvoru, onda poredimo verzije fajla (čiji heš odgovara traženom ključu) sa najvećom verzijom i skladišta i fajla koji mi šaljemo. Ukoliko ne dođe do konflikta, upisujemo fajl i povećavamo verziju za jedan. Ukoliko dođe do konflikta, informacije o fajlu sa najvećom verzijom se smeštaju u listu konflikata, i korisniku nudimo opciju da reši konflikte iz svoje liste. Ako to nije slučaj, šalje se COMMIT poruka ga narednom čvoru, izabranom na osnovu Chord pretrage. ADD poruka u svom telu sadrži id čvora koji je zatražio ADD operaciju. Takođe sadrži hash tražene vrednosti i objekat koji sadrži sve informacije bitne za fajl koji želimo da uskladištimo.

COMMIT poruka u svom telu treba da id čvora koji je zatražio COMMIT operaciju. Takođe sadrži hash tražene vrednosti i objekat koji sadrži sve informacije bitne za fajl sa najvećom verzijom koji šaljemo u slučaju da je došlo do konflikta, kao i version polje koji predstavlja trenutno najveću verziju fajla.

Kada neki čvor primi COMMIT poruku, on ponavlja istu proceduru - ako je on vlasnik tog ključa, onda poredimo verzije fajla (čiji heš odgovara traženom ključu) sa najvećom verzijom i skladišta i fajla koji mi šaljemo. Ukoliko ne dođe do konflikta, upisujemo fajl i povećavamo verziju za jedan. Ukoliko dođe do konflikta, smeštamo informacije o fajlu sa najvećom verzijom se smeštaju u odgovarajući objekat. Šalje se poruka COMMIT\_RESPONSE, u kojoj se šalje objekat sa informacijama o fajlu najveće verzija, kao i Boolean vrednost koja kaže da li se desio konflikt. Odgovor na ovu poruku jeste da je fajl ili uspešno komitovan, ili da se razreši konflikt ukoliko je nastao, tako što se korisniku ispisuje lista konflikata i nudi mu se opcija da raszreši neki od konflikata. Ukoliko je čvor vlasnik ključa, ali ključ nije pronašao šalje se UNLOCK poruka, koja će otpustiti lokalni i distributivni ključ kako bi drugi čvorovi mogli da izvršavaju operacije. Ako nije vlasnik, onda prosleđuje ADD poruku ka narednom čvoru, izabranom na osnovu Chord pretrage.

3.4 **remove name**

Ako se ključ za traženi fajl nalazi na trenutnom čvoru, onda brišemo fajl iz skladišta. Ukoliko fajl nije pronađen, ispisuje se poruka. Ukoliko se fajl uspešno izbriše, obaveštavamo korisnika. Ako to nije slučaj, šalje se REMOVE poruka ga narednom čvoru, izabranom na osnovu Chord pretrage. REMOVE poruka u svom telu sadrži id čvora koji je zatražio REMOVE operaciju. Takođe sadrži hash tražene vrednosti.

Kada neki čvor primi REMOVE poruku, on ponavlja istu proceduru - ako je on vlasnik tog ključa, briše fajl iz skladišta. Kao odgovor šalje UNLOCK poruku, koja će otpustiti lokalni i distributivni ključ kako bi drugi čvorovi mogli da izvršavaju operacije. Ako nije vlasnik, onda prosleđuje REMOVE poruku ka narednom čvoru, izabranom na osnovu Chord pretrage.

3.5 **quit**

Šalje se Bootstrapu poruka. Poruka sadrži tekst “Quit” u prvom redu, i u drugom redu sadrži jedan int, koji predstavlja port na kojem sluša novi čvor, i string koji predstavlja našu IP adresu. Stopiramo CLIParser, kako ne bismo više čitali komande sa komandne linije. Prolazimo kroz naše vrednosti sadržane u valueMap i pravimo HandOverValuesObject, koji predstavlja sve vrednosti koje naš sledbenik sada treba da upiše kod sebe. HandOverValuesObject sadrži sve bitne informacije o fajlovima. Šalje se HAND\_OVER\_VALUES poruka našem sledbeniku, koji, kada je primi, prepisaće naše fajlove iz skladišta u svoje i upisati nove vrednosti u svoju valueMap. HAND\_OVER\_VALUES sadrži mapu, koja predstavlja za određene heševe listu fajlova, koji predstavlaju različite verzija fajlova sa istim imenom. Naš sledbenik šalje SUCCESSOR\_ANSWER poruku, u kojoj se u telu poruku šalje moj chordId kako bi poruka došla do mene. Ukoliko je poruka došla do odgovarajućeg čvora, on će poslati QUIT poruku sledbeniku.

Ukoliko poruka nije došla do odgovarajučeg čvora, šalje se narednom čvoru, izabranom na osnovu Chord pretrage. EXIT poruka se prolazi kroz sve čovorove. Čvorovi koji nisu inijatori EXIT poruke, izbrisaće čvor koji je uradio quit iz svoje liste nodeInfo i osvežiti listu sledbenika. Takođe prosleđuju svom sledbniku. Na taj način, EXIT poruka će proći kroz svaki čvor i vratiće se inicijatoru. Kada je inicijator primi, on šalje svom sledbeniku UPDATE\_PREDECESSOR poruku, kako bi slednik promenio prethodnika, jer se njegov trenutni prethodnik isključuje iz sistema. Inicijator pravi pauzu od 5 sekundi, kako bi primio poruke, ukoliko su mu se slale, i na kraju gasi SimpleServentListener.

4 Razrešavanje konflikata

4.1 **view name**

Korisniku se za izabrani konflikt ispisuje sadržina fajla sa najvećom verzijom, i nakon toga mu se opet nudi opcija da razreši konflikte. Ukoliko je korisnik uneo ime pogrešnog fajla, ispisuje mu se greška. Pri view komande pristupa se lokalnom i distributivnom ključu, i nakon nje otpuštamo ključeve.

4.2 **pull\_confl name**

Korisniku se za izabrani konflikte upisuje novi sadržaj fajla sa največom verzijom u radni koren. Osvežava se verzija fajla koji imamo u random korenu najvećom verzijom i briše se izabrani konflikt iz verzije. Ukoliko je korisnik uneo pogrešan naziv fajla, ispisuje mu se greška.

4.3 **push name**

Ako se ključ za koji se upisuje vrednost nalazi na trenutnom čvoru, onda prepisujemo sadržaj fajl i njegov sadržaj u skladište i osvežavamo verziju. Konflikt se briše iz liste. Korisniku se ispisuje poruka o uspešnoj operaciji. Ako to nije slučaj, šalje se PUSH poruka ga narednom čvoru, izabranom na osnovu Chord pretrage. PUSH poruka u svom telu sadrži id čvora koji je zatražio PUSH operaciju. Takođe sadrži hash tražene vrednosti i objekat koji sadrži sve informacije bitne za fajl koji želimo da uskladištimo kao i najveću verziju.

Kada neki čvor primi PUSH poruku, on ponavlja istu proceduru - ako je on vlasnik tog ključa, onda izvrši upis u svoju mapu i prepisuje fajl i njegov sadržaj u skladište sa najnovijom verzijom. Kao odgovor šalje poruku UPDATE\_VERSION\_AFTER\_CONFLICT kako bi se na čvoru sa konfliktom osvežila najnovija verzija fajla i kako bi otpustio distributivni i lokalni ključ. Ako nije vlasnik, onda prosleđuje PUSH poruku ka narednom čvoru, izabranom na osnovu Chord pretrage.

4 Chord pretraga

Chord pretraga se obavlja pomoću tabele sledbenika. Ako je tražen ključ k (0 <= k <= N), obavljaju se sledeće provere:

1. Da li ja posedujem ključ k? Ako da, onda vrati svoj ID.
2. Da li moj prvi sledbenik poseduje ključ k? Ako da, onda vrati njegov ID.
3. Tražimo prvu stavku u tabeli sledbenika gde je ID veći od ključa, i onda vratimo prethodnu stavku u tabeli.

Treći korak se izvršava na ovaj način zato što nismo sigurni da je čvor u našoj tabeli sledbenika baš onaj koji poseduje ključ, čak i ako je on prvi koji ima ID veći od ključa. To je zbog toga što može da postoji čvor pre njega koji takođe ima ID veći od ključa, ali koji sasvim slučajno nije u našoj tabeli. Zato prosleđujemo upit prvom čvoru u našoj tabeli koji je pre pronađenog, i puštamo njega da utvrdi kome dalje treba proslediti poruku. Kad-tad će poruka stići do čvora čiji direktan sledbenik poseduje ključ, i onda ćemo sigurno znati tačnog vlasnika.

5 Poruke

Koristimo Java serijalizaciju za slanje poruka. Sledi spisak klasa koje opisuju poruke u našem sistemu.

**public enum MessageType {**

***NEW\_NODE*, *WELCOME*, *SORRY*, *UPDATE*, *ADD*, *HANDLE\_LOCK*, *UNLOCK*, *COMMIT*, *REMOVE*, *QUIT*, *HAND\_OVER\_VALUES*, *UPDATE\_PREDECESSOR*, *PUSH*, *PULL\_CONFLICT*, *PULL*,**

***PULL\_ANSWER*,*UPDATE\_VERSION\_AFTER\_CONFLICT*, *POISON*, *SUCCESSOR\_ANSWER*,**

***COMMIT\_RESPONSE***

**}**

public interface Message extends Serializable {

int getSenderPort();

int getReceiverPort();

String getReceiverIpAddress();

MessageType getMessageType();

String getMessageText();

int getMessageId();

}

public class BasicMessage implements Message {

private static final long serialVersionUID = -9075856313609777945L;

private final MessageType type;

private final int senderPort;

private final int receiverPort;

private final String messageText;

private final int messageId;

}

**public** **class** AddMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1448253009574569714L;

**private** **final** **int** hash;

**private** **final** FileObject addObject;

**public** AddMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** hash, FileObject addObject, **int** chordId) {

**super**(MessageType.***ADD***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.hash = hash;

**this**.addObject = addObject;

}

**public** **class** CommitMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = -2452874439664150424L;

**private** **final** FileObject commitObject;

**private** **final** **int** version, hash;

**public** CommitMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** hash,

FileObject commitObject, **int** version, **int** chordId) {

**super**(MessageType.***COMMIT***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.commitObject = commitObject;

**this**.hash = hash;

**this**.version = version;

}

**public** **class** CommitResponseMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** **final** **int** hash;

**private** CommitResponseObject conflictObject;

**private** **boolean** conflictHappened;

**public** CommitResponseMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** chordId, **int** hash,

CommitResponseObject conflictObject, **boolean** conflictHappened) {

**super**(MessageType.***COMMIT\_RESPONSE***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.hash = hash;

**this**.conflictObject = conflictObject;

**this**.conflictHappened = conflictHappened;

}

**public** **class** ExitMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**public** ExitMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp,

**int** chordId) {

**super**(MessageType.***QUIT***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

}

}

**public** **class** HandleLockMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**public** HandleLockMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp) {

**super**(MessageType.***HANDLE\_LOCK***, senderPort, senderIp, receiverPort, receiverIp);

}

}

**public** **class** HandOverValuesToSuccessor **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** **final** Map<Integer, ArrayList<HandOverValuesObject>> toSend;

**public** HandOverValuesToSuccessor(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp,

Map<Integer, ArrayList<HandOverValuesObject>> toSend, **int** chorId) {

**super**(MessageType.***HAND\_OVER\_VALUES***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chorId));

**this**.toSend = **new** HashMap<>(toSend);

}

**public** **class** NewNodeMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**public** NewNodeMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp) {

**super**(MessageType.***NEW\_NODE***, senderPort, senderIp, receiverPort, receiverIp);

}

}

**public** **class** PoisonMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = -5625132784318034900L;

**public** PoisonMessage() {

**super**(MessageType.***POISON***, 0, "", 0, "");

}

}

**public** **class** PullAnswerMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** FileObject addObject;

**private** **final** **int** newVersion;

**public** PullAnswerMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, FileObject addObject, **int** chordId, **int** newVersion) {

**super**(MessageType.***PULL\_ANSWER***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.addObject = addObject;

**this**.newVersion = newVersion;

}

**public** **class** PullMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = -4536785660919652205L;

**private** **final** **int** hash, version;

**public** PullMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** hash, **int** version, **int** chordId) {

**super**(MessageType.***PULL***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.hash = hash;

**this**.version = version;

}

**public** **class** PushMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** **final** CommitResponseObject conflictObject;

**private** **final** **int** hash, version;

**public** PushMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** hash,

CommitResponseObject conflictObject, **int** chordId, **int** version) {

**super**(MessageType.***PUSH***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.conflictObject = conflictObject;

**this**.hash = hash;

**this**.version = version;

}

**public** **class** RemoveMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** **final** Integer hash;

**public** RemoveMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** hash,**int** chordId) {

**super**(MessageType.***REMOVE***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.hash = hash;

}

**public** **class** UnlockMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** String print;

**public** UnlockMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, **int** chordId,

String print) {

**super**(MessageType.***UNLOCK***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.print = print;

}

**public** **class** SuccessorAnswerMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**public** SuccessorAnswerMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp,

**int** chordId) {

**super**(MessageType.***SUCCESSOR\_ANSWER***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

}

}

**public** **class** SorryMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 8866336621366084210L;

**public** SorryMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp) {

**super**(MessageType.***SORRY***, senderPort, senderIp, receiverPort, receiverIp);

}

}

**public** **class** UpdateMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 3586102505319194978L;

**public** UpdateMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, String text) {

**super**(MessageType.***UPDATE***, senderPort, senderIp, receiverPort, receiverIp, text);

}

}

**public** **class** UpdatePredecessorMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** String predecessorIp;

**private** **int** predecessorPort;

**public** UpdatePredecessorMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp,

String predecessorIp, **int** predecessorPort) {

**super**(MessageType.***UPDATE\_PREDECESSOR***, senderPort, senderIp, receiverPort, receiverIp, "");

**this**.predecessorIp =predecessorIp;

**this**.predecessorPort = predecessorPort;

}

**public** **class** UpdateVersionAfterConflict **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** **final** **int** version;

**private** **final** String file;

**public** UpdateVersionAfterConflict(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp, String file, **int** version, **int** chordId) {

**super**(MessageType.***UPDATE\_VERSION\_AFTER\_CONFLICT***, senderPort, senderIp, receiverPort, receiverIp, String.*valueOf*(chordId));

**this**.version = version;

**this**.file = file;

}

**public** **class** WelcomeMessage **extends** BasicMessage {

**private** **static** **final** **long** ***serialVersionUID*** = -8981406250652693908L;

**private** Map<Integer, ArrayList<File>> values;

**private** Map<Integer, ArrayList<HandOverValuesObject>> files;

**public** WelcomeMessage(**int** senderPort, String senderIp, **int** receiverPort, String receiverIp,

Map<Integer, ArrayList<File>> values, Map<Integer, ArrayList<HandOverValuesObject>> files) {

**super**(MessageType.***WELCOME***, senderPort, senderIp, receiverPort, receiverIp);

**this**.values = **new** HashMap<>(values);

**this**.files = **new** HashMap<>(files);

}