Lập trình

**C++**

# OVERVIEW

C++ is a statically typed, compiled, general-purpose, case-sensitive, free-form programming language that supports procedural, object-oriented, and generic programming.

C++ is regarded as a **middle-level** language, as it comprises a combination of both high-level and low-level language features.

C++ was developed by Bjarne Stroustrup starting in 1979 at Bell Labs in Murray Hill, New Jersey, as an enhancement to the C language and originally named C with Classes but later it was renamed C++ in 1983.

C++ is a superset of C, and that virtually any legal C program is a legal C++ program.

**Note** − A programming language is said to use static typing when type checking is performed during compile-time as opposed to run-time.

## **Object-Oriented Programming**

C++ fully supports object-oriented programming, including the four pillars of object-oriented development −

* Encapsulation
* Data hiding
* Inheritance
* Polymorphism

## **Standard Libraries**

Standard C++ consists of three important parts −

* The core language giving all the building blocks including variables, data types and literals, etc.
* The C++ Standard Library giving a rich set of functions manipulating files, strings, etc.
* The Standard Template Library (STL) giving a rich set of methods manipulating data structures, etc.

## **The ANSI Standard**

The ANSI standard is an attempt to ensure that C++ is portable; that code you write for Microsoft's compiler will compile without errors, using a compiler on a Mac, UNIX, a Windows box, or an Alpha.

The ANSI standard has been stable for a while, and all the major C++ compiler manufacturers support the ANSI standard.

## **Learning C++**

The most important thing while learning C++ is to focus on concepts.

The purpose of learning a programming language is to become a better programmer; that is, to become more effective at designing and implementing new systems and at maintaining old ones.

C++ supports a variety of programming styles. You can write in the style of Fortran, C, Smalltalk, etc., in any language. Each style can achieve its aims effectively while maintaining runtime and space efficiency.

## **Use of C++**

C++ is used by hundreds of thousands of programmers in essentially every application domain.

C++ is being highly used to write device drivers and other software that rely on direct manipulation of hardware under realtime constraints.

C++ is widely used for teaching and research because it is clean enough for successful teaching of basic concepts.

Anyone who has used either an Apple Macintosh or a PC running Windows has indirectly used C++ because the primary user interfaces of these systems are written in C++.

# ENVIRONMENT SETUP

## **Local Environment Setup**

If you are still willing to set up your environment for C++, you need to have the following two softwares on your computer.

### **Text Editor**

This will be used to type your program. Examples of few editors include Windows Notepad, OS Edit command, Brief, Epsilon, EMACS, and vim or vi.

Name and version of text editor can vary on different operating systems. For example, Notepad will be used on Windows and vim or vi can be used on windows as well as Linux, or UNIX.

The files you create with your editor are called source files and for C++ they typically are named with the extension .cpp, .cp, or .c.

A text editor should be in place to start your C++ programming.

### **C++ Compiler**

This is an actual C++ compiler, which will be used to compile your source code into final executable program.

Most C++ compilers don't care what extension you give to your source code, but if you don't specify otherwise, many will use .cpp by default.

Most frequently used and free available compiler is GNU C/C++ compiler, otherwise you can have compilers either from HP or Solaris if you have the respective Operating Systems.

## **Installing GNU C/C++ Compiler**

### **UNIX/Linux Installation**

If you are using **Linux or UNIX** then check whether GCC is installed on your system by entering the following command from the command line −

$ g++ -v

If you have installed GCC, then it should print a message such as the following −

Using built-in specs.

Target: i386-redhat-linux

Configured with: ../configure --prefix=/usr .......

Thread model: posix

gcc version 4.1.2 20080704 (Red Hat 4.1.2-46)

If GCC is not installed, then you will have to install it yourself using the detailed instructions available at <https://gcc.gnu.org/install/>

### **Mac OS X Installation**

If you use Mac OS X, the easiest way to obtain GCC is to download the Xcode development environment from Apple's website and follow the simple installation instructions.

Xcode is currently available at [developer.apple.com/technologies/tools/](https://developer.apple.com/technologies/tools/).

### **Windows Installation**

To install GCC at Windows you need to install MinGW. To install MinGW, go to the MinGW homepage, [www.mingw.org](http://www.mingw.org/), and follow the link to the MinGW download page. Download the latest version of the MinGW installation program which should be named MinGW-<version>.exe.

While installing MinGW, at a minimum, you must install gcc-core, gcc-g++, binutils, and the MinGW runtime, but you may wish to install more.

Add the bin subdirectory of your MinGW installation to your **PATH** environment variable so that you can specify these tools on the command line by their simple names.

When the installation is complete, you will be able to run gcc, g++, ar, ranlib, dlltool, and several other GNU tools from the Windows command line.

# BASIC SYNTAX

When we consider a C++ program, it can be defined as a collection of objects that communicate via invoking each other's methods. Let us now briefly look into what a class, object, methods, and instant variables mean.

* **Object** − Objects have states and behaviors. Example: A dog has states - color, name, breed as well as behaviors - wagging, barking, eating. An object is an instance of a class.
* **Class** − A class can be defined as a template/blueprint that describes the behaviors/states that object of its type support.
* **Methods** − A method is basically a behavior. A class can contain many methods. It is in methods where the logics are written, data is manipulated and all the actions are executed.
* **Instance Variables** − Each object has its unique set of instance variables. An object's state is created by the values assigned to these instance variables.

## **C++ Program Structure**

Let us look at a simple code that would print the words *Hello World*.

[Live Demo](http://tpcg.io/n4BVuS)

#include <iostream>

using namespace std;

// main() is where program execution begins.

int main() {

cout << "Hello World"; // prints Hello World

return 0;

}

Let us look at the various parts of the above program −

* The C++ language defines several headers, which contain information that is either necessary or useful to your program. For this program, the header **<iostream>** is needed.
* The line **using namespace std;** tells the compiler to use the std namespace. Namespaces are a relatively recent addition to C++.
* The next line '**// main() is where program execution begins.**' is a single-line comment available in C++. Single-line comments begin with // and stop at the end of the line.
* The line **int main()** is the main function where program execution begins.
* The next line **cout << "Hello World";** causes the message "Hello World" to be displayed on the screen.
* The next line **return 0;** terminates main( )function and causes it to return the value 0 to the calling process.

## **Compile and Execute C++ Program**

Let's look at how to save the file, compile and run the program. Please follow the steps given below −

* Open a text editor and add the code as above.
* Save the file as: hello.cpp
* Open a command prompt and go to the directory where you saved the file.
* Type 'g++ hello.cpp' and press enter to compile your code. If there are no errors in your code the command prompt will take you to the next line and would generate a.out executable file.
* Now, type 'a.out' to run your program.
* You will be able to see ' Hello World ' printed on the window.

$ g++ hello.cpp

$ ./a.out

Hello World

Make sure that g++ is in your path and that you are running it in the directory containing file hello.cpp.

You can compile C/C++ programs using makefile. For more details, you can check our ['Makefile Tutorial'](https://www.tutorialspoint.com/makefile/index.htm).

## **Semicolons and Blocks in C++**

In C++, the semicolon is a statement terminator. That is, each individual statement must be ended with a semicolon. It indicates the end of one logical entity.

For example, following are three different statements −

x = y;

y = y + 1;

add(x, y);

A block is a set of logically connected statements that are surrounded by opening and closing braces. For example −

{

cout << "Hello World"; // prints Hello World

return 0;

}

C++ does not recognize the end of the line as a terminator. For this reason, it does not matter where you put a statement in a line. For example −

x = y;

y = y + 1;

add(x, y);

is the same as

x = y; y = y + 1; add(x, y);

## **C++ Identifiers**

A C++ identifier is a name used to identify a variable, function, class, module, or any other user-defined item. An identifier starts with a letter A to Z or a to z or an underscore (\_) followed by zero or more letters, underscores, and digits (0 to 9).

C++ does not allow punctuation characters such as @, $, and % within identifiers. C++ is a case-sensitive programming language. Thus, **Manpower** and **manpower** are two different identifiers in C++.

Here are some examples of acceptable identifiers −

mohd zara abc move\_name a\_123

myname50 \_temp j a23b9 retVal

## **C++ Keywords**

The following list shows the reserved words in C++. These reserved words may not be used as constant or variable or any other identifier names.

|  |  |  |  |
| --- | --- | --- | --- |
| asm | else | new | this |
| auto | enum | operator | throw |
| bool | explicit | private | true |
| break | export | protected | try |
| case | extern | public | typedef |
| catch | false | register | typeid |
| char | float | reinterpret\_cast | typename |
| class | for | return | union |
| const | friend | short | unsigned |
| const\_cast | goto | signed | using |
| continue | if | sizeof | virtual |
| default | inline | static | void |
| delete | int | static\_cast | volatile |
| do | long | struct | wchar\_t |
| double | mutable | switch | while |
| dynamic\_cast | namespace | template |  |

## **Trigraphs**

A few characters have an alternative representation, called a trigraph sequence. A trigraph is a three-character sequence that represents a single character and the sequence always starts with two question marks.

Trigraphs are expanded anywhere they appear, including within string literals and character literals, in comments, and in preprocessor directives.

Following are most frequently used trigraph sequences −

|  |  |
| --- | --- |
| **Trigraph** | **Replacement** |
| ??= | # |
| ??/ | \ |
| ??' | ^ |
| ??( | [ |
| ??) | ] |
| ??! | | |
| ??< | { |
| ??> | } |
| ??- | ~ |

All the compilers do not support trigraphs and they are not advised to be used because of their confusing nature.

## **Whitespace in C++**

A line containing only whitespace, possibly with a comment, is known as a blank line, and C++ compiler totally ignores it.

Whitespace is the term used in C++ to describe blanks, tabs, newline characters and comments. Whitespace separates one part of a statement from another and enables the compiler to identify where one element in a statement, such as int, ends and the next element begins.

### **Statement 1**

int age;

In the above statement there must be at least one whitespace character (usually a space) between int and age for the compiler to be able to distinguish them.

### **Statement 2**

fruit = apples + oranges; // Get the total fruit

In the above statement 2, no whitespace characters are necessary between fruit and =, or between = and apples, although you are free to include some if you wish for readability purpose.

# COMMENTS

Program comments are explanatory statements that you can include in the C++ code. These comments help anyone reading the source code. All programming languages allow for some form of comments.

C++ supports single-line and multi-line comments. All characters available inside any comment are ignored by C++ compiler.

C++ comments start with /\* and end with \*/. For example −

/\* This is a comment \*/

/\* C++ comments can also

\* span multiple lines

\*/

A comment can also start with //, extending to the end of the line. For example −
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#include <iostream>

using namespace std;

main() {

cout << "Hello World"; // prints Hello World

return 0;

}

When the above code is compiled, it will ignore **// prints Hello World** and final executable will produce the following result −

Hello World

Within a /\* and \*/ comment, // characters have no special meaning. Within a // comment, /\* and \*/ have no special meaning. Thus, you can "nest" one kind of comment within the other kind. For example −

/\* Comment out printing of Hello World:

cout << "Hello World"; // prints Hello World

\*/

# DATA TYPES

While writing program in any language, you need to use various variables to store various information. Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

You may like to store information of various data types like character, wide character, integer, floating point, double floating point, boolean etc. Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory.

## **Primitive Built-in Types**

C++ offers the programmer a rich assortment of built-in as well as user defined data types. Following table lists down seven basic C++ data types −

|  |  |
| --- | --- |
| **Type** | **Keyword** |
| Boolean | bool |
| Character | char |
| Integer | int |
| Floating point | float |
| Double floating point | double |
| Valueless | void |
| Wide character | wchar\_t |

Several of the basic types can be modified using one or more of these type modifiers −

* signed
* unsigned
* short
* long

The following table shows the variable type, how much memory it takes to store the value in memory, and what is maximum and minimum value which can be stored in such type of variables.

|  |  |  |
| --- | --- | --- |
| **Type** | **Typical Bit Width** | **Typical Range** |
| char | 1byte | -127 to 127 or 0 to 255 |
| unsigned char | 1byte | 0 to 255 |
| signed char | 1byte | -127 to 127 |
| int | 4bytes | -2147483648 to 2147483647 |
| unsigned int | 4bytes | 0 to 4294967295 |
| signed int | 4bytes | -2147483648 to 2147483647 |
| short int | 2bytes | -32768 to 32767 |
| unsigned short int | 2bytes | 0 to 65,535 |
| signed short int | 2bytes | -32768 to 32767 |
| long int | 8bytes | -9223372036854775808 to 9223372036854775807 |
| signed long int | 8bytes | same as long int |
| unsigned long int | 8bytes | 0 to 18446744073709551615 |
| long long int | 8bytes | -(2^63) to (2^63)-1 |
| unsigned long long int | 8bytes | 0 to 18,446,744,073,709,551,615 |
| float | 4bytes |  |
| double | 8bytes |  |
| long double | 12bytes |  |
| wchar\_t | 2 or 4 bytes | 1 wide character |

The size of variables might be different from those shown in the above table, depending on the compiler and the computer you are using.

Following is the example, which will produce correct size of various data types on your computer.
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#include <iostream>

using namespace std;

int main() {

cout << "Size of char : " << sizeof(char) << endl;

cout << "Size of int : " << sizeof(int) << endl;

cout << "Size of short int : " << sizeof(short int) << endl;

cout << "Size of long int : " << sizeof(long int) << endl;

cout << "Size of float : " << sizeof(float) << endl;

cout << "Size of double : " << sizeof(double) << endl;

cout << "Size of wchar\_t : " << sizeof(wchar\_t) << endl;

return 0;

}

This example uses **endl**, which inserts a new-line character after every line and << operator is being used to pass multiple values out to the screen. We are also using **sizeof()** operator to get size of various data types.

When the above code is compiled and executed, it produces the following result which can vary from machine to machine −

Size of char : 1

Size of int : 4

Size of short int : 2

Size of long int : 4

Size of float : 4

Size of double : 8

Size of wchar\_t : 4

Following is another example:

#include <iostream>

#include <limits>

using namespace std;

int main() {

std::cout << "Int Min " << std::numeric\_limits<int>::min() << endl;

std::cout << "Int Max " << std::numeric\_limits<int>::max() << endl;

std::cout << "Unsigned Int Min " << std::numeric\_limits<unsigned int>::min() << endl;

std::cout << "Unsigned Int Max " << std::numeric\_limits<unsigned int>::max() << endl;

std::cout << "Long Int Min " << std::numeric\_limits<long int>::min() << endl;

std::cout << "Long Int Max " << std::numeric\_limits<long int>::max() << endl;

std::cout << "Unsigned Long Int Min " << std::numeric\_limits<unsigned long int>::min() <<endl;

std::cout << "Unsigned Long Int Max " << std::numeric\_limits<unsigned long int>::max() << endl;

}

## **typedef Declarations**

You can create a new name for an existing type using **typedef**. Following is the simple syntax to define a new type using typedef −

typedef type newname;

For example, the following tells the compiler that feet is another name for int −

typedef int feet;

Now, the following declaration is perfectly legal and creates an integer variable called distance −

feet distance;

## **Enumerated Types**

An enumerated type declares an optional type name and a set of zero or more identifiers that can be used as values of the type. Each enumerator is a constant whose type is the enumeration.

Creating an enumeration requires the use of the keyword **enum**. The general form of an enumeration type is −

enum enum-name { list of names } var-list;

Here, the enum-name is the enumeration's type name. The list of names is comma separated.

For example, the following code defines an enumeration of colors called colors and the variable c of type color. Finally, c is assigned the value "blue".

enum color { red, green, blue } c;

c = blue;

By default, the value of the first name is 0, the second name has the value 1, and the third has the value 2, and so on. But you can give a name, a specific value by adding an initializer. For example, in the following enumeration, **green** will have the value 5.

enum color { red, green = 5, blue };

Here, **blue** will have a value of 6 because each name will be one greater than the one that precedes it.

# KIỂU BIẾN

A variable provides us with named storage that our programs can manipulate. Each variable in C++ has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

The name of a variable can be composed of letters, digits, and the underscore character. It must begin with either a letter or an underscore. Upper and lowercase letters are distinct because C++ is case-sensitive −

There are following basic types of variable in C++ as explained in last chapter −

|  |  |
| --- | --- |
| **Sr.No** | **Type & Description** |
| 1 | **bool**  Stores either value true or false. |
| 2 | **char**  Typically a single octet (one byte). This is an integer type. |
| 3 | **int**  The most natural size of integer for the machine. |
| 4 | **float**  A single-precision floating point value. |
| 5 | **double**  A double-precision floating point value. |
| 6 | **void**  Represents the absence of type. |
| 7 | **wchar\_t**  A wide character type. |

C++ also allows to define various other types of variables, which we will cover in subsequent chapters like **Enumeration, Pointer, Array, Reference, Data structures,** and **Classes**.

Following section will cover how to define, declare and use various types of variables.

## **Variable Definition in C++**

A variable definition tells the compiler where and how much storage to create for the variable. A variable definition specifies a data type, and contains a list of one or more variables of that type as follows −

type variable\_list;

Here, **type** must be a valid C++ data type including char, w\_char, int, float, double, bool or any user-defined object, etc., and **variable\_list** may consist of one or more identifier names separated by commas. Some valid declarations are shown here −

int i, j, k;

char c, ch;

float f, salary;

double d;

The line **int i, j, k;** both declares and defines the variables i, j and k; which instructs the compiler to create variables named i, j and k of type int.

Variables can be initialized (assigned an initial value) in their declaration. The initializer consists of an equal sign followed by a constant expression as follows −

type variable\_name = value;

Some examples are −

extern int d = 3, f = 5; // declaration of d and f.

int d = 3, f = 5; // definition and initializing d and f.

byte z = 22; // definition and initializes z.

char x = 'x'; // the variable x has the value 'x'.

For definition without an initializer: variables with static storage duration are implicitly initialized with NULL (all bytes have the value 0); the initial value of all other variables is undefined.

## **Variable Declaration in C++**

A variable declaration provides assurance to the compiler that there is one variable existing with the given type and name so that compiler proceed for further compilation without needing complete detail about the variable. A variable declaration has its meaning at the time of compilation only, compiler needs actual variable definition at the time of linking of the program.

A variable declaration is useful when you are using multiple files and you define your variable in one of the files which will be available at the time of linking of the program. You will use **extern** keyword to declare a variable at any place. Though you can declare a variable multiple times in your C++ program, but it can be defined only once in a file, a function or a block of code.

### **Example**

Try the following example where a variable has been declared at the top, but it has been defined inside the main function −
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#include <iostream>

using namespace std;

// Variable declaration:

extern int a, b;

extern int c;

extern float f;

int main () {

// Variable definition:

int a, b;

int c;

float f;

// actual initialization

a = 10;

b = 20;

c = a + b;

cout << c << endl ;

f = 70.0/3.0;

cout << f << endl ;

return 0;

}

When the above code is compiled and executed, it produces the following result −

30

23.3333

Same concept applies on function declaration where you provide a function name at the time of its declaration and its actual definition can be given anywhere else. For example −

// function declaration

int func();

int main() {

// function call

int i = func();

}

// function definition

int func() {

return 0;

}

## **Lvalues and Rvalues**

There are two kinds of expressions in C++ −

* **lvalue** − Expressions that refer to a memory location is called "lvalue" expression. An lvalue may appear as either the left-hand or right-hand side of an assignment.
* **rvalue** − The term rvalue refers to a data value that is stored at some address in memory. An rvalue is an expression that cannot have a value assigned to it which means an rvalue may appear on the right- but not left-hand side of an assignment.

Variables are lvalues and so may appear on the left-hand side of an assignment. Numeric literals are rvalues and so may not be assigned and can not appear on the left-hand side. Following is a valid statement −

int g = 20;

But the following is not a valid statement and would generate compile-time error −

10 = 20;

# PHẠM VI CỦA BIẾN

A scope is a region of the program and broadly speaking there are three places, where variables can be declared −

* Inside a function or a block which is called local variables,
* In the definition of function parameters which is called formal parameters.
* Outside of all functions which is called global variables.

We will learn what is a function and it's parameter in subsequent chapters. Here let us explain what are local and global variables.

## **Local Variables**

Variables that are declared inside a function or block are local variables. They can be used only by statements that are inside that function or block of code. Local variables are not known to functions outside their own. Following is the example using local variables −
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#include <iostream>

using namespace std;

int main () {

// Local variable declaration:

int a, b;

int c;

// actual initialization

a = 10;

b = 20;

c = a + b;

cout << c;

return 0;

}

## **Global Variables**

Global variables are defined outside of all the functions, usually on top of the program. The global variables will hold their value throughout the life-time of your program.

A global variable can be accessed by any function. That is, a global variable is available for use throughout your entire program after its declaration. Following is the example using global and local variables −
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#include <iostream>

using namespace std;

// Global variable declaration:

int g;

int main () {

// Local variable declaration:

int a, b;

// actual initialization

a = 10;

b = 20;

g = a + b;

cout << g;

return 0;

}

A program can have same name for local and global variables but value of local variable inside a function will take preference. For example −
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#include <iostream>

using namespace std;

// Global variable declaration:

int g = 20;

int main () {

// Local variable declaration:

int g = 10;

cout << g;

return 0;

}

When the above code is compiled and executed, it produces the following result −

10

## **Initializing Local and Global Variables**

When a local variable is defined, it is not initialized by the system, you must initialize it yourself. Global variables are initialized automatically by the system when you define them as follows −

|  |  |
| --- | --- |
| **Data Type** | **Initializer** |
| int | 0 |
| char | '\0' |
| float | 0 |
| double | 0 |
| pointer | NULL |

It is a good programming practice to initialize variables properly, otherwise sometimes program would produce unexpected result.

# CONTRAINS / LITERALS

Constants refer to fixed values that the program may not alter and they are called **literals**.

Constants can be of any of the basic data types and can be divided into Integer Numerals, Floating-Point Numerals, Characters, Strings and Boolean Values.

Again, constants are treated just like regular variables except that their values cannot be modified after their definition.

## **Integer Literals**

An integer literal can be a decimal, octal, or hexadecimal constant. A prefix specifies the base or radix: 0x or 0X for hexadecimal, 0 for octal, and nothing for decimal.

An integer literal can also have a suffix that is a combination of U and L, for unsigned and long, respectively. The suffix can be uppercase or lowercase and can be in any order.

Here are some examples of integer literals −

212 // Legal

215u // Legal

0xFeeL // Legal

078 // Illegal: 8 is not an octal digit

032UU // Illegal: cannot repeat a suffix

Following are other examples of various types of Integer literals −

85 // decimal

0213 // octal

0x4b // hexadecimal

30 // int

30u // unsigned int

30l // long

30ul // unsigned long

## **Floating-point Literals**

A floating-point literal has an integer part, a decimal point, a fractional part, and an exponent part. You can represent floating point literals either in decimal form or exponential form.

While representing using decimal form, you must include the decimal point, the exponent, or both and while representing using exponential form, you must include the integer part, the fractional part, or both. The signed exponent is introduced by e or E.

Here are some examples of floating-point literals −

3.14159 // Legal

314159E-5L // Legal

510E // Illegal: incomplete exponent

210f // Illegal: no decimal or exponent

.e55 // Illegal: missing integer or fraction

## **Boolean Literals**

There are two Boolean literals and they are part of standard C++ keywords −

* A value of **true** representing true.
* A value of **false** representing false.

You should not consider the value of true equal to 1 and value of false equal to 0.

## **Character Literals**

Character literals are enclosed in single quotes. If the literal begins with L (uppercase only), it is a wide character literal (e.g., L'x') and should be stored in **wchar\_t** type of variable . Otherwise, it is a narrow character literal (e.g., 'x') and can be stored in a simple variable of **char** type.

A character literal can be a plain character (e.g., 'x'), an escape sequence (e.g., '\t'), or a universal character (e.g., '\u02C0').

There are certain characters in C++ when they are preceded by a backslash they will have special meaning and they are used to represent like newline (\n) or tab (\t). Here, you have a list of some of such escape sequence codes −

|  |  |
| --- | --- |
| **Escape sequence** | **Meaning** |
| \\ | \ character |
| \' | ' character |
| \" | " character |
| \? | ? character |
| \a | Alert or bell |
| \b | Backspace |
| \f | Form feed |
| \n | Newline |
| \r | Carriage return |
| \t | Horizontal tab |
| \v | Vertical tab |
| \ooo | Octal number of one to three digits |
| \xhh . . . | Hexadecimal number of one or more digits |

Following is the example to show a few escape sequence characters −

[Live Demo](http://tpcg.io/8RqQ5S)

#include <iostream>

using namespace std;

int main() {

cout << "Hello\tWorld\n\n";

return 0;

}

When the above code is compiled and executed, it produces the following result −

Hello World

## **String Literals**

String literals are enclosed in double quotes. A string contains characters that are similar to character literals: plain characters, escape sequences, and universal characters.

You can break a long line into multiple lines using string literals and separate them using whitespaces.

Here are some examples of string literals. All the three forms are identical strings.

"hello, dear"

"hello, \

dear"

"hello, " "d" "ear"

## **Defining Constants**

There are two simple ways in C++ to define constants −

* Using **#define** preprocessor.
* Using **const** keyword.

## **The #define Preprocessor**

Following is the form to use #define preprocessor to define a constant −

#define identifier value

Following example explains it in detail −

[Live Demo](http://tpcg.io/N6xxDP)

#include <iostream>

using namespace std;

#define LENGTH 10

#define WIDTH 5

#define NEWLINE '\n'

int main() {

int area;

area = LENGTH \* WIDTH;

cout << area;

cout << NEWLINE;

return 0;

}

When the above code is compiled and executed, it produces the following result −

50

## **The const Keyword**

You can use **const** prefix to declare constants with a specific type as follows −

const type variable = value;

Following example explains it in detail −

[Live Demo](http://tpcg.io/IA1cea)

#include <iostream>

using namespace std;

int main() {

const int LENGTH = 10;

const int WIDTH = 5;

const char NEWLINE = '\n';

int area;

area = LENGTH \* WIDTH;

cout << area;

cout << NEWLINE;

return 0;

}

When the above code is compiled and executed, it produces the following result −

50

Note that it is a good programming practice to define constants in CAPITALS.

# MODIFIER TYPES

C++ allows the **char, int,**and **double** data types to have modifiers preceding them. A modifier is used to alter the meaning of the base type so that it more precisely fits the needs of various situations.

The data type modifiers are listed here −

* signed
* unsigned
* long
* short

The modifiers **signed, unsigned, long,** and **short** can be applied to integer base types. In addition, **signed** and **unsigned** can be applied to char, and **long** can be applied to double.

The modifiers **signed** and **unsigned** can also be used as prefix to **long** or **short** modifiers. For example, **unsigned long int**.

C++ allows a shorthand notation for declaring **unsigned, short,** or **long** integers. You can simply use the word **unsigned, short,** or **long,** without **int**. It automatically implies **int**. For example, the following two statements both declare unsigned integer variables.

unsigned x;

unsigned int y;

To understand the difference between the way signed and unsigned integer modifiers are interpreted by C++, you should run the following short program −

[Live Demo](http://tpcg.io/nWAgjz)

#include <iostream>

using namespace std;

/\* This program shows the difference between

\* signed and unsigned integers.

\*/

int main() {

short int i; // a signed short integer

short unsigned int j; // an unsigned short integer

j = 50000;

i = j;

cout << i << " " << j;

return 0;

}

When this program is run, following is the output −

-15536 50000

The above result is because the bit pattern that represents 50,000 as a short unsigned integer is interpreted as -15,536 by a short.

## **Type Qualifiers in C++**

The type qualifiers provide additional information about the variables they precede.

|  |  |
| --- | --- |
| **Sr.No** | **Qualifier & Meaning** |
| 1 | **const**  Objects of type **const** cannot be changed by your program during execution. |
| 2 | **volatile**  The modifier **volatile** tells the compiler that a variable's value may be changed in ways not explicitly specified by the program. |
| 3 | **restrict**  A pointer qualified by **restrict** is initially the only means by which the object it points to can be accessed. Only C99 adds a new type qualifier called restrict. |

# STORAGE CLASSES

A storage class defines the scope (visibility) and life-time of variables and/or functions within a C++ Program. These specifiers precede the type that they modify. There are following storage classes, which can be used in a C++ Program

* auto
* register
* static
* extern
* mutable

## **The auto Storage Class**

The **auto** storage class is the default storage class for all local variables.

{

int mount;

auto int month;

}

The example above defines two variables with the same storage class, auto can only be used within functions, i.e., local variables.

## **The register Storage Class**

The **register** storage class is used to define local variables that should be stored in a register instead of RAM. This means that the variable has a maximum size equal to the register size (usually one word) and can't have the unary '&' operator applied to it (as it does not have a memory location).

{

register int miles;

}

The register should only be used for variables that require quick access such as counters. It should also be noted that defining 'register' does not mean that the variable will be stored in a register. It means that it MIGHT be stored in a register depending on hardware and implementation restrictions.

## **The static Storage Class**

The **static** storage class instructs the compiler to keep a local variable in existence during the life-time of the program instead of creating and destroying it each time it comes into and goes out of scope. Therefore, making local variables static allows them to maintain their values between function calls.

The static modifier may also be applied to global variables. When this is done, it causes that variable's scope to be restricted to the file in which it is declared.

In C++, when static is used on a class data member, it causes only one copy of that member to be shared by all objects of its class.

[Live Demo](http://tpcg.io/20HjiV)

#include <iostream>

// Function declaration

void func(void);

static int count = 10; /\* Global variable \*/

main() {

while(count--) {

func();

}

return 0;

}

// Function definition

void func( void ) {

static int i = 5; // local static variable

i++;

std::cout << "i is " << i ;

std::cout << " and count is " << count << std::endl;

}

When the above code is compiled and executed, it produces the following result −

i is 6 and count is 9

i is 7 and count is 8

i is 8 and count is 7

i is 9 and count is 6

i is 10 and count is 5

i is 11 and count is 4

i is 12 and count is 3

i is 13 and count is 2

i is 14 and count is 1

i is 15 and count is 0

## **The extern Storage Class**

The **extern** storage class is used to give a reference of a global variable that is visible to ALL the program files. When you use 'extern' the variable cannot be initialized as all it does is point the variable name at a storage location that has been previously defined.

When you have multiple files and you define a global variable or function, which will be used in other files also, then *extern* will be used in another file to give reference of defined variable or function. Just for understanding *extern*is used to declare a global variable or function in another file.

The extern modifier is most commonly used when there are two or more files sharing the same global variables or functions as explained below.

### **First File: main.cpp**

#include <iostream>

int count ;

extern void write\_extern();

main() {

count = 5;

write\_extern();

}

### **Second File: support.cpp**

#include <iostream>

extern int count;

void write\_extern(void) {

std::cout << "Count is " << count << std::endl;

}

Here, *extern* keyword is being used to declare count in another file. Now compile these two files as follows −

$g++ main.cpp support.cpp -o write

This will produce **write** executable program, try to execute **write** and check the result as follows −

$./write

5

## **The mutable Storage Class**

The **mutable** specifier applies only to class objects, which are discussed later in this tutorial. It allows a member of an object to override const member function. That is, a mutable member can be modified by a const member function.

# OPERATORS

An operator is a symbol that tells the compiler to perform specific mathematical or logical manipulations. C++ is rich in built-in operators and provide the following types of operators −

* Arithmetic Operators
* Relational Operators
* Logical Operators
* Bitwise Operators
* Assignment Operators
* Misc Operators

This chapter will examine the arithmetic, relational, logical, bitwise, assignment and other operators one by one.

## **Arithmetic Operators**

There are following arithmetic operators supported by C++ language −

Assume variable A holds 10 and variable B holds 20, then −

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_arithmatic_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two operands | A + B will give 30 |
| - | Subtracts second operand from the first | A - B will give -10 |
| \* | Multiplies both operands | A \* B will give 200 |
| / | Divides numerator by de-numerator | B / A will give 2 |
| % | Modulus Operator and remainder of after an integer division | B % A will give 0 |
| ++ | [Increment operator](https://www.tutorialspoint.com/cplusplus/cpp_increment_decrement_operators.htm), increases integer value by one | A++ will give 11 |
| -- | [Decrement operator](https://www.tutorialspoint.com/cplusplus/cpp_increment_decrement_operators.htm), decreases integer value by one | A-- will give 9 |

## **Relational Operators**

There are following relational operators supported by C++ language

Assume variable A holds 10 and variable B holds 20, then −

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_relational_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is true. |

## **Logical Operators**

There are following logical operators supported by C++ language.

Assume variable A holds 1 and variable B holds 0, then −

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_logical_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands is non-zero, then condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true, then Logical NOT operator will make false. | !(A && B) is true. |

## **Bitwise Operators**

Bitwise operator works on bits and perform bit-by-bit operation. The truth tables for &, |, and ^ are as follows −

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **p** | **q** | **p & q** | **p | q** | **p ^ q** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 | 1 |

Assume if A = 60; and B = 13; now in binary format they will be as follows −

A = 0011 1100

B = 0000 1101

-----------------

A&B = 0000 1100

A|B = 0011 1101

A^B = 0011 0001

~A  = 1100 0011

The Bitwise operators supported by C++ language are listed in the following table. Assume variable A holds 60 and variable B holds 13, then −

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_bitwise_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | A << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is 0000 1111 |

## **Assignment Operators**

There are following assignment operators supported by C++ language −

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_assignment_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand. | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand. | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand. | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand. | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand. | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand. | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator. | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator. | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator. | C &= 2 is same as C = C & 2 |
| ^= | Bitwise exclusive OR and assignment operator. | C ^= 2 is same as C = C ^ 2 |
| |= | Bitwise inclusive OR and assignment operator. | C |= 2 is same as C = C | 2 |

## **Misc Operators**

The following table lists some other operators that C++ supports.

|  |  |
| --- | --- |
| **Sr.No** | **Operator & Description** |
| 1 | **sizeof**  [sizeof operator](https://www.tutorialspoint.com/cplusplus/cpp_sizeof_operator.htm) returns the size of a variable. For example, sizeof(a), where ‘a’ is integer, and will return 4. |
| 2 | **Condition ? X : Y**  [Conditional operator (?)](https://www.tutorialspoint.com/cplusplus/cpp_conditional_operator.htm). If Condition is true then it returns value of X otherwise returns value of Y. |
| 3 | **,**  [Comma operator](https://www.tutorialspoint.com/cplusplus/cpp_comma_operator.htm) causes a sequence of operations to be performed. The value of the entire comma expression is the value of the last expression of the comma-separated list. |
| 4 | **. (dot) and -> (arrow)**  [Member operators](https://www.tutorialspoint.com/cplusplus/cpp_member_operators.htm) are used to reference individual members of classes, structures, and unions. |
| 5 | **Cast**  [Casting operators](https://www.tutorialspoint.com/cplusplus/cpp_casting_operators.htm) convert one data type to another. For example, int(2.2000) would return 2. |
| 6 | **&**  [Pointer operator &](https://www.tutorialspoint.com/cplusplus/cpp_pointer_operators.htm) returns the address of a variable. For example &a; will give actual address of the variable. |
| 7 | **\***  [Pointer operator \*](https://www.tutorialspoint.com/cplusplus/cpp_pointer_operators.htm) is pointer to a variable. For example \*var; will pointer to a variable var. |

## **Operators Precedence in C++**

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator −

For example x = 7 + 3 \* 2; here, x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_operators_precedence.htm)

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] -> . ++ - - | Left to right |
| Unary | + - ! ~ ++ - - (type)\* & sizeof | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | << >> | Left to right |
| Relational | < <= > >= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %=>>= <<= &= ^= |= | Right to left |
| Comma | , | Left to right |

# LOOP TYPES

There may be a situation, when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times and following is the general from of a loop statement in most of the programming languages −
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C++ programming language provides the following type of loops to handle looping requirements.

|  |  |
| --- | --- |
| **Sr.No** | **Loop Type & Description** |
| 1 | [while loop](https://www.tutorialspoint.com/cplusplus/cpp_while_loop.htm)  Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| 2 | [for loop](https://www.tutorialspoint.com/cplusplus/cpp_for_loop.htm)  Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| 3 | [do...while loop](https://www.tutorialspoint.com/cplusplus/cpp_do_while_loop.htm)  Like a ‘while’ statement, except that it tests the condition at the end of the loop body. |
| 4 | [nested loops](https://www.tutorialspoint.com/cplusplus/cpp_nested_loops.htm)  You can use one or more loop inside any another ‘while’, ‘for’ or ‘do..while’ loop. |

## **Loop Control Statements**

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

C++ supports the following control statements.

|  |  |
| --- | --- |
| **Sr.No** | **Control Statement & Description** |
| 1 | [break statement](https://www.tutorialspoint.com/cplusplus/cpp_break_statement.htm)  Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| 2 | [continue statement](https://www.tutorialspoint.com/cplusplus/cpp_continue_statement.htm)  Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |
| 3 | [goto statement](https://www.tutorialspoint.com/cplusplus/cpp_goto_statement.htm)  Transfers control to the labeled statement. Though it is not advised to use goto statement in your program. |

## **The Infinite Loop**

A loop becomes infinite loop if a condition never becomes false. The **for** loop is traditionally used for this purpose. Since none of the three expressions that form the ‘for’ loop are required, you can make an endless loop by leaving the conditional expression empty.

#include <iostream>

using namespace std;

int main () {

for( ; ; ) {

printf("This loop will run forever.\n");

}

return 0;

}

When the conditional expression is absent, it is assumed to be true. You may have an initialization and increment expression, but C++ programmers more commonly use the ‘for (;;)’ construct to signify an infinite loop.

**NOTE** − You can terminate an infinite loop by pressing Ctrl + C keys.

# DECISION MAKING

Decision making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages −
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C++ programming language provides following types of decision making statements.

|  |  |
| --- | --- |
| **Sr.No** | **Statement & Description** |
| 1 | [if statement](https://www.tutorialspoint.com/cplusplus/cpp_if_statement.htm)  An ‘if’ statement consists of a boolean expression followed by one or more statements. |
| 2 | [if...else statement](https://www.tutorialspoint.com/cplusplus/cpp_if_else_statement.htm)  An ‘if’ statement can be followed by an optional ‘else’ statement, which executes when the boolean expression is false. |
| 3 | [switch statement](https://www.tutorialspoint.com/cplusplus/cpp_switch_statement.htm)  A ‘switch’ statement allows a variable to be tested for equality against a list of values. |
| 4 | [nested if statements](https://www.tutorialspoint.com/cplusplus/cpp_nested_if.htm)  You can use one ‘if’ or ‘else if’ statement inside another ‘if’ or ‘else if’ statement(s). |
| 5 | [nested switch statements](https://www.tutorialspoint.com/cplusplus/cpp_nested_switch.htm)  You can use one ‘switch’ statement inside another ‘switch’ statement(s). |

## **The ? : Operator**

We have covered [conditional operator “? :”](https://www.tutorialspoint.com/cplusplus/cpp_conditional_operator.htm) in previous chapter which can be used to replace **if...else** statements. It has the following general form −

Exp1 ? Exp2 : Exp3;

Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

The value of a ‘?’ expression is determined like this: Exp1 is evaluated. If it is true, then Exp2 is evaluated and becomes the value of the entire ‘?’ expression. If Exp1 is false, then Exp3 is evaluated and its value becomes the value of the expression.

# FUNCTIONS

A function is a group of statements that together perform a task. Every C++ program has at least one function, which is **main()**, and all the most trivial programs can define additional functions.

You can divide up your code into separate functions. How you divide up your code among different functions is up to you, but logically the division usually is such that each function performs a specific task.

A function **declaration** tells the compiler about a function's name, return type, and parameters. A function **definition** provides the actual body of the function.

The C++ standard library provides numerous built-in functions that your program can call. For example, function **strcat()** to concatenate two strings, function **memcpy()** to copy one memory location to another location and many more functions.

A function is known with various names like a method or a sub-routine or a procedure etc.

## **Defining a Function**

The general form of a C++ function definition is as follows −

return\_type function\_name( parameter list ) {

body of the function

}

A C++ function definition consists of a function header and a function body. Here are all the parts of a function −

* **Return Type** − A function may return a value. The **return\_type** is the data type of the value the function returns. Some functions perform the desired operations without returning a value. In this case, the return\_type is the keyword **void**.
* **Function Name** − This is the actual name of the function. The function name and the parameter list together constitute the function signature.
* **Parameters** − A parameter is like a placeholder. When a function is invoked, you pass a value to the parameter. This value is referred to as actual parameter or argument. The parameter list refers to the type, order, and number of the parameters of a function. Parameters are optional; that is, a function may contain no parameters.
* **Function Body** − The function body contains a collection of statements that define what the function does.

## **Example**

Following is the source code for a function called **max()**. This function takes two parameters num1 and num2 and return the biggest of both −

// function returning the max between two numbers

int max(int num1, int num2) {

// local variable declaration

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

## **Function Declarations**

A function **declaration** tells the compiler about a function name and how to call the function. The actual body of the function can be defined separately.

A function declaration has the following parts −

return\_type function\_name( parameter list );

For the above defined function max(), following is the function declaration −

int max(int num1, int num2);

Parameter names are not important in function declaration only their type is required, so following is also valid declaration −

int max(int, int);

Function declaration is required when you define a function in one source file and you call that function in another file. In such case, you should declare the function at the top of the file calling the function.

## **Calling a Function**

While creating a C++ function, you give a definition of what the function has to do. To use a function, you will have to call or invoke that function.

When a program calls a function, program control is transferred to the called function. A called function performs defined task and when it’s return statement is executed or when its function-ending closing brace is reached, it returns program control back to the main program.

To call a function, you simply need to pass the required parameters along with function name, and if function returns a value, then you can store returned value. For example −

[Live Demo](http://tpcg.io/XuXfLz)

#include <iostream>

using namespace std;

// function declaration

int max(int num1, int num2);

int main () {

// local variable declaration:

int a = 100;

int b = 200;

int ret;

// calling a function to get max value.

ret = max(a, b);

cout << "Max value is : " << ret << endl;

return 0;

}

// function returning the max between two numbers

int max(int num1, int num2) {

// local variable declaration

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

I kept max() function along with main() function and compiled the source code. While running final executable, it would produce the following result −

Max value is : 200

## **Function Arguments**

If a function is to use arguments, it must declare variables that accept the values of the arguments. These variables are called the **formal parameters** of the function.

The formal parameters behave like other local variables inside the function and are created upon entry into the function and destroyed upon exit.

While calling a function, there are two ways that arguments can be passed to a function −

|  |  |
| --- | --- |
| **Sr.No** | **Call Type & Description** |
| 1 | [Call by Value](https://www.tutorialspoint.com/cplusplus/cpp_function_call_by_value.htm)  This method copies the actual value of an argument into the formal parameter of the function. In this case, changes made to the parameter inside the function have no effect on the argument. |
| 2 | [Call by Pointer](https://www.tutorialspoint.com/cplusplus/cpp_function_call_by_pointer.htm)  This method copies the address of an argument into the formal parameter. Inside the function, the address is used to access the actual argument used in the call. This means that changes made to the parameter affect the argument. |
| 3 | [Call by Reference](https://www.tutorialspoint.com/cplusplus/cpp_function_call_by_reference.htm)  This method copies the reference of an argument into the formal parameter. Inside the function, the reference is used to access the actual argument used in the call. This means that changes made to the parameter affect the argument. |

By default, C++ uses **call by value** to pass arguments. In general, this means that code within a function cannot alter the arguments used to call the function and above mentioned example while calling max() function used the same method.

## **Default Values for Parameters**

When you define a function, you can specify a default value for each of the last parameters. This value will be used if the corresponding argument is left blank when calling to the function.

This is done by using the assignment operator and assigning values for the arguments in the function definition. If a value for that parameter is not passed when the function is called, the default given value is used, but if a value is specified, this default value is ignored and the passed value is used instead. Consider the following example −

[Live Demo](http://tpcg.io/KoJLUN)

#include <iostream>

using namespace std;

int sum(int a, int b = 20) {

int result;

result = a + b;

return (result);

}

int main () {

// local variable declaration:

int a = 100;

int b = 200;

int result;

// calling a function to add the values.

result = sum(a, b);

cout << "Total value is :" << result << endl;

// calling a function again as follows.

result = sum(a);

cout << "Total value is :" << result << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Total value is :300

Total value is :120

# NUMBERS

Normally, when we work with Numbers, we use primitive data types such as int, short, long, float and double, etc. The number data types, their possible values and number ranges have been explained while discussing C++ Data Types.

## **Defining Numbers in C++**

You have already defined numbers in various examples given in previous chapters. Here is another consolidated example to define various types of numbers in C++ −

[Live Demo](http://tpcg.io/Q21eQX)

#include <iostream>

using namespace std;

int main () {

// number definition:

short s;

int i;

long l;

float f;

double d;

// number assignments;

s = 10;

i = 1000;

l = 1000000;

f = 230.47;

d = 30949.374;

// number printing;

cout << "short s :" << s << endl;

cout << "int i :" << i << endl;

cout << "long l :" << l << endl;

cout << "float f :" << f << endl;

cout << "double d :" << d << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

short s :10

int i :1000

long l :1000000

float f :230.47

double d :30949.4

## **Math Operations in C++**

In addition to the various functions you can create, C++ also includes some useful functions you can use. These functions are available in standard C and C++ libraries and called **built-in** functions. These are functions that can be included in your program and then use.

C++ has a rich set of mathematical operations, which can be performed on various numbers. Following table lists down some useful built-in mathematical functions available in C++.

To utilize these functions you need to include the math header file **<cmath>**.

|  |  |
| --- | --- |
| **Sr.No** | **Function & Purpose** |
| 1 | **double cos(double);**  This function takes an angle (as a double) and returns the cosine. |
| 2 | **double sin(double);**  This function takes an angle (as a double) and returns the sine. |
| 3 | **double tan(double);**  This function takes an angle (as a double) and returns the tangent. |
| 4 | **double log(double);**  This function takes a number and returns the natural log of that number. |
| 5 | **double pow(double, double);**  The first is a number you wish to raise and the second is the power you wish to raise it t |
| 6 | **double hypot(double, double);**  If you pass this function the length of two sides of a right triangle, it will return you the length of the hypotenuse. |
| 7 | **double sqrt(double);**  You pass this function a number and it gives you the square root. |
| 8 | **int abs(int);**  This function returns the absolute value of an integer that is passed to it. |
| 9 | **double fabs(double);**  This function returns the absolute value of any decimal number passed to it. |
| 10 | **double floor(double);**  Finds the integer which is less than or equal to the argument passed to it. |

Following is a simple example to show few of the mathematical operations −

[Live Demo](http://tpcg.io/qU7JSv)

#include <iostream>

#include <cmath>

using namespace std;

int main () {

// number definition:

short s = 10;

int i = -1000;

long l = 100000;

float f = 230.47;

double d = 200.374;

// mathematical operations;

cout << "sin(d) :" << sin(d) << endl;

cout << "abs(i) :" << abs(i) << endl;

cout << "floor(d) :" << floor(d) << endl;

cout << "sqrt(f) :" << sqrt(f) << endl;

cout << "pow( d, 2) :" << pow(d, 2) << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

sign(d) :-0.634939

abs(i) :1000

floor(d) :200

sqrt(f) :15.1812

pow( d, 2 ) :40149.7

## **Random Numbers in C++**

There are many cases where you will wish to generate a random number. There are actually two functions you will need to know about random number generation. The first is **rand()**, this function will only return a pseudo random number. The way to fix this is to first call the **srand()** function.

Following is a simple example to generate few random numbers. This example makes use of **time()** function to get the number of seconds on your system time, to randomly seed the rand() function −

[Live Demo](http://tpcg.io/Z1ZN0e)

#include <iostream>

#include <ctime>

#include <cstdlib>

using namespace std;

int main () {

int i,j;

// set the seed

srand( (unsigned)time( NULL ) );

/\* generate 10 random numbers. \*/

for( i = 0; i < 10; i++ ) {

// generate actual random number

j = rand();

cout <<" Random Number : " << j << endl;

}

return 0;

}

When the above code is compiled and executed, it produces the following result –

Random Number : 1748144778

Random Number : 630873888

Random Number : 2134540646

Random Number : 219404170

Random Number : 902129458

Random Number : 920445370

Random Number : 1319072661

Random Number : 257938873

Random Number : 1256201101

Random Number : 580322989

# ARRAYS

C++ provides a data structure, **the array**, which stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables. A specific element in an array is accessed by an index.

All arrays consist of contiguous memory locations. The lowest address corresponds to the first element and the highest address to the last element.

## **Declaring Arrays**

To declare an array in C++, the programmer specifies the type of the elements and the number of elements required by an array as follows −

type arrayName [ arraySize ];

This is called a single-dimension array. The **arraySize** must be an integer constant greater than zero and **type** can be any valid C++ data type. For example, to declare a 10-element array called balance of type double, use this statement −

double balance[10];

## **Initializing Arrays**

You can initialize C++ array elements either one by one or using a single statement as follows −

double balance[5] = {1000.0, 2.0, 3.4, 17.0, 50.0};

The number of values between braces { } can not be larger than the number of elements that we declare for the array between square brackets [ ]. Following is an example to assign a single element of the array −

If you omit the size of the array, an array just big enough to hold the initialization is created. Therefore, if you write −

double balance[] = {1000.0, 2.0, 3.4, 17.0, 50.0};

You will create exactly the same array as you did in the previous example.

balance[4] = 50.0;

The above statement assigns element number 5th in the array a value of 50.0. Array with 4th index will be 5th, i.e., last element because all arrays have 0 as the index of their first element which is also called base index. Following is the pictorial representaion of the same array we discussed above −
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## **Accessing Array Elements**

An element is accessed by indexing the array name. This is done by placing the index of the element within square brackets after the name of the array. For example −

double salary = balance[9];

The above statement will take 10th element from the array and assign the value to salary variable. Following is an example, which will use all the above-mentioned three concepts viz. declaration, assignment and accessing arrays −

[Live Demo](http://tpcg.io/QRe4fY)

#include <iostream>

using namespace std;

#include <iomanip>

using std::setw;

int main () {

int n[ 10 ]; // n is an array of 10 integers

// initialize elements of array n to 0

for ( int i = 0; i < 10; i++ ) {

n[ i ] = i + 100; // set element at location i to i + 100

}

cout << "Element" << setw( 13 ) << "Value" << endl;

// output each array element's value

for ( int j = 0; j < 10; j++ ) {

cout << setw( 7 )<< j << setw( 13 ) << n[ j ] << endl;

}

return 0;

}

This program makes use of **setw()** function to format the output. When the above code is compiled and executed, it produces the following result −

Element Value

0 100

1 101

2 102

3 103

4 104

5 105

6 106

7 107

8 108

9 109

## **Arrays in C++**

Arrays are important to C++ and should need lots of more detail. There are following few important concepts, which should be clear to a C++ programmer −

|  |  |
| --- | --- |
| **Sr.No** | **Concept & Description** |
| 1 | [Multi-dimensional arrays](https://www.tutorialspoint.com/cplusplus/cpp_multi_dimensional_arrays.htm)  C++ supports multidimensional arrays. The simplest form of the multidimensional array is the two-dimensional array. |
| 2 | [Pointer to an array](https://www.tutorialspoint.com/cplusplus/cpp_pointer_to_an_array.htm)  You can generate a pointer to the first element of an array by simply specifying the array name, without any index. |
| 3 | [Passing arrays to functions](https://www.tutorialspoint.com/cplusplus/cpp_passing_arrays_to_functions.htm)  You can pass to the function a pointer to an array by specifying the array's name without an index. |
| 4 | [Return array from functions](https://www.tutorialspoint.com/cplusplus/cpp_return_arrays_from_functions.htm)  C++ allows a function to return an array. |

# STRINGS

C++ provides following two types of string representations −

* The C-style character string.
* The string class type introduced with Standard C++.

## **The C-Style Character String**

The C-style character string originated within the C language and continues to be supported within C++. This string is actually a one-dimensional array of characters which is terminated by a **null** character '\0'. Thus a null-terminated string contains the characters that comprise the string followed by a **null**.

The following declaration and initialization create a string consisting of the word "Hello". To hold the null character at the end of the array, the size of the character array containing the string is one more than the number of characters in the word "Hello."

char greeting[6] = {'H', 'e', 'l', 'l', 'o', '\0'};

If you follow the rule of array initialization, then you can write the above statement as follows −

char greeting[] = "Hello";

Following is the memory presentation of above defined string in C/C++ −

![String Presentation in C/C++](data:image/jpeg;base64,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)

Actually, you do not place the null character at the end of a string constant. The C++ compiler automatically places the '\0' at the end of the string when it initializes the array. Let us try to print above-mentioned string −

[Live Demo](http://tpcg.io/OzjL2L)

#include <iostream>

using namespace std;

int main () {

char greeting[6] = {'H', 'e', 'l', 'l', 'o', '\0'};

cout << "Greeting message: ";

cout << greeting << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Greeting message: Hello

C++ supports a wide range of functions that manipulate null-terminated strings −

|  |  |
| --- | --- |
| **Sr.No** | **Function & Purpose** |
| 1 | **strcpy(s1, s2);**  Copies string s2 into string s1. |
| 2 | **strcat(s1, s2);**  Concatenates string s2 onto the end of string s1. |
| 3 | **strlen(s1);**  Returns the length of string s1. |
| 4 | **strcmp(s1, s2);**  Returns 0 if s1 and s2 are the same; less than 0 if s1<s2; greater than 0 if s1>s2. |
| 5 | **strchr(s1, ch);**  Returns a pointer to the first occurrence of character ch in string s1. |
| 6 | **strstr(s1, s2);**  Returns a pointer to the first occurrence of string s2 in string s1. |

Following example makes use of few of the above-mentioned functions −

[Live Demo](http://tpcg.io/oA6mP3)

#include <iostream>

#include <cstring>

using namespace std;

int main () {

char str1[10] = "Hello";

char str2[10] = "World";

char str3[10];

int len ;

// copy str1 into str3

strcpy( str3, str1);

cout << "strcpy( str3, str1) : " << str3 << endl;

// concatenates str1 and str2

strcat( str1, str2);

cout << "strcat( str1, str2): " << str1 << endl;

// total lenghth of str1 after concatenation

len = strlen(str1);

cout << "strlen(str1) : " << len << endl;

return 0;

}

When the above code is compiled and executed, it produces result something as follows −

strcpy( str3, str1) : Hello

strcat( str1, str2): HelloWorld

strlen(str1) : 10

## **The String Class in C++**

The standard C++ library provides a **string** class type that supports all the operations mentioned above, additionally much more functionality. Let us check the following example −

[Live Demo](http://tpcg.io/upuWFC)

#include <iostream>

#include <string>

using namespace std;

int main () {

string str1 = "Hello";

string str2 = "World";

string str3;

int len ;

// copy str1 into str3

str3 = str1;

cout << "str3 : " << str3 << endl;

// concatenates str1 and str2

str3 = str1 + str2;

cout << "str1 + str2 : " << str3 << endl;

// total length of str3 after concatenation

len = str3.size();

cout << "str3.size() : " << len << endl;

return 0;

}

When the above code is compiled and executed, it produces result something as follows −

str3 : Hello

str1 + str2 : HelloWorld

str3.size() : 10

# POINTERS

C++ pointers are easy and fun to learn. Some C++ tasks are performed more easily with pointers, and other C++ tasks, such as dynamic memory allocation, cannot be performed without them.

As you know every variable is a memory location and every memory location has its address defined which can be accessed using ampersand (&) operator which denotes an address in memory. Consider the following which will print the address of the variables defined −

[Live Demo](http://tpcg.io/fQ1InE)

#include <iostream>

using namespace std;

int main () {

int var1;

char var2[10];

cout << "Address of var1 variable: ";

cout << &var1 << endl;

cout << "Address of var2 variable: ";

cout << &var2 << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var1 variable: 0xbfebd5c0

Address of var2 variable: 0xbfebd5b6

## **What are Pointers?**

A **pointer** is a variable whose value is the address of another variable. Like any variable or constant, you must declare a pointer before you can work with it. The general form of a pointer variable declaration is −

type \*var-name;

Here, **type** is the pointer's base type; it must be a valid C++ type and **var-name** is the name of the pointer variable. The asterisk you used to declare a pointer is the same asterisk that you use for multiplication. However, in this statement the asterisk is being used to designate a variable as a pointer. Following are the valid pointer declaration −

int \*ip; // pointer to an integer

double \*dp; // pointer to a double

float \*fp; // pointer to a float

char \*ch // pointer to character

The actual data type of the value of all pointers, whether integer, float, character, or otherwise, is the same, a long hexadecimal number that represents a memory address. The only difference between pointers of different data types is the data type of the variable or constant that the pointer points to.

## **Using Pointers in C++**

There are few important operations, which we will do with the pointers very frequently. **(a)** We define a pointer variable. **(b)** Assign the address of a variable to a pointer. **(c)** Finally access the value at the address available in the pointer variable. This is done by using unary operator \* that returns the value of the variable located at the address specified by its operand. Following example makes use of these operations −

[Live Demo](http://tpcg.io/gTdFv7)

#include <iostream>

using namespace std;

int main () {

int var = 20; // actual variable declaration.

int \*ip; // pointer variable

ip = &var; // store address of var in pointer variable

cout << "Value of var variable: ";

cout << var << endl;

// print the address stored in ip pointer variable

cout << "Address stored in ip variable: ";

cout << ip << endl;

// access the value at the address available in pointer

cout << "Value of \*ip variable: ";

cout << \*ip << endl;

return 0;

}

When the above code is compiled and executed, it produces result something as follows −

Value of var variable: 20

Address stored in ip variable: 0xbfc601ac

Value of \*ip variable: 20

## **Pointers in C++**

Pointers have many but easy concepts and they are very important to C++ programming. There are following few important pointer concepts which should be clear to a C++ programmer −

|  |  |
| --- | --- |
| **Sr.No** | **Concept & Description** |
| 1 | [Null Pointers](https://www.tutorialspoint.com/cplusplus/cpp_null_pointers.htm)  C++ supports null pointer, which is a constant with a value of zero defined in several standard libraries. |
| 2 | [Pointer Arithmetic](https://www.tutorialspoint.com/cplusplus/cpp_pointer_arithmatic.htm)  There are four arithmetic operators that can be used on pointers: ++, --, +, - |
| 3 | [Pointers vs Arrays](https://www.tutorialspoint.com/cplusplus/cpp_pointers_vs_arrays.htm)  There is a close relationship between pointers and arrays. |
| 4 | [Array of Pointers](https://www.tutorialspoint.com/cplusplus/cpp_array_of_pointers.htm)  You can define arrays to hold a number of pointers. |
| 5 | [Pointer to Pointer](https://www.tutorialspoint.com/cplusplus/cpp_pointer_to_pointer.htm)  C++ allows you to have pointer on a pointer and so on. |
| 6 | [Passing Pointers to Functions](https://www.tutorialspoint.com/cplusplus/cpp_passing_pointers_to_functions.htm)  Passing an argument by reference or by address both enable the passed argument to be changed in the calling function by the called function. |
| 7 | [Return Pointer from Functions](https://www.tutorialspoint.com/cplusplus/cpp_return_pointer_from_functions.htm)  C++ allows a function to return a pointer to local variable, static variable and dynamically allocated memory as well. |

# REFERENCES

A reference variable is an alias, that is, another name for an already existing variable. Once a reference is initialized with a variable, either the variable name or the reference name may be used to refer to the variable.

## **References vs Pointers**

References are often confused with pointers but three major differences between references and pointers are −

* You cannot have NULL references. You must always be able to assume that a reference is connected to a legitimate piece of storage.
* Once a reference is initialized to an object, it cannot be changed to refer to another object. Pointers can be pointed to another object at any time.
* A reference must be initialized when it is created. Pointers can be initialized at any time.

## **Creating References in C++**

Think of a variable name as a label attached to the variable's location in memory. You can then think of a reference as a second label attached to that memory location. Therefore, you can access the contents of the variable through either the original variable name or the reference. For example, suppose we have the following example −

int i = 17;

We can declare reference variables for i as follows.

int& r = i;

Read the & in these declarations as **reference**. Thus, read the first declaration as "r is an integer reference initialized to i" and read the second declaration as "s is a double reference initialized to d.". Following example makes use of references on int and double −

[Live Demo](http://tpcg.io/SS8zU0)

#include <iostream>

using namespace std;

int main () {

// declare simple variables

int i;

double d;

// declare reference variables

int& r = i;

double& s = d;

i = 5;

cout << "Value of i : " << i << endl;

cout << "Value of i reference : " << r << endl;

d = 11.7;

cout << "Value of d : " << d << endl;

cout << "Value of d reference : " << s << endl;

return 0;

}

When the above code is compiled together and executed, it produces the following result −

Value of i : 5

Value of i reference : 5

Value of d : 11.7

Value of d reference : 11.7

References are usually used for function argument lists and function return values. So following are two important subjects related to C++ references which should be clear to a C++ programmer −

|  |  |
| --- | --- |
| **Sr.No** | **Concept & Description** |
| 1 | [References as Parameters](https://www.tutorialspoint.com/cplusplus/passing_parameters_by_references.htm)  C++ supports passing references as function parameter more safely than parameters. |
| 2 | [Reference as Return Value](https://www.tutorialspoint.com/cplusplus/returning_values_by_reference.htm)  You can return reference from a C++ function like any other data type. |

# DATE & TIME

The C++ standard library does not provide a proper date type. C++ inherits the structs and functions for date and time manipulation from C. To access date and time related functions and structures, you would need to include <ctime> header file in your C++ program.

There are four time-related types: **clock\_t, time\_t, size\_t**, and **tm**. The types - clock\_t, size\_t and time\_t are capable of representing the system time and date as some sort of integer.

The structure type **tm** holds the date and time in the form of a C structure having the following elements −

struct tm {

int tm\_sec; // seconds of minutes from 0 to 61

int tm\_min; // minutes of hour from 0 to 59

int tm\_hour; // hours of day from 0 to 24

int tm\_mday; // day of month from 1 to 31

int tm\_mon; // month of year from 0 to 11

int tm\_year; // year since 1900

int tm\_wday; // days since sunday

int tm\_yday; // days since January 1st

int tm\_isdst; // hours of daylight savings time

}

Following are the important functions, which we use while working with date and time in C or C++. All these functions are part of standard C and C++ library and you can check their detail using reference to C++ standard library given below.

|  |  |
| --- | --- |
| **Sr.No** | **Function & Purpose** |
| 1 | **time\_t time(time\_t \*time);**  This returns the current calendar time of the system in number of seconds elapsed since January 1, 1970. If the system has no time, .1 is returned. |
| 2 | **char \*ctime(const time\_t \*time);**  This returns a pointer to a string of the form *day month year hours:minutes:seconds year\n\0*. |
| 3 | **struct tm \*localtime(const time\_t \*time);**  This returns a pointer to the **tm** structure representing local time. |
| 4 | **clock\_t clock(void);**  This returns a value that approximates the amount of time the calling program has been running. A value of .1 is returned if the time is not available. |
| 5 | **char \* asctime ( const struct tm \* time );**  This returns a pointer to a string that contains the information stored in the structure pointed to by time converted into the form: day month date hours:minutes:seconds year\n\0 |
| 6 | **struct tm \*gmtime(const time\_t \*time);**  This returns a pointer to the time in the form of a tm structure. The time is represented in Coordinated Universal Time (UTC), which is essentially Greenwich Mean Time (GMT). |
| 7 | **time\_t mktime(struct tm \*time);**  This returns the calendar-time equivalent of the time found in the structure pointed to by time. |
| 8 | **double difftime ( time\_t time2, time\_t time1 );**  This function calculates the difference in seconds between time1 and time2. |
| 9 | **size\_t strftime();**  This function can be used to format date and time in a specific format. |

## **Current Date and Time**

Suppose you want to retrieve the current system date and time, either as a local time or as a Coordinated Universal Time (UTC). Following is the example to achieve the same −

[Live Demo](http://tpcg.io/DHKMA9)

#include <iostream>

#include <ctime>

using namespace std;

int main() {

// current date/time based on current system

time\_t now = time(0);

// convert now to string form

char\* dt = ctime(&now);

cout << "The local date and time is: " << dt << endl;

// convert now to tm struct for UTC

tm \*gmtm = gmtime(&now);

dt = asctime(gmtm);

cout << "The UTC date and time is:"<< dt << endl;

}

When the above code is compiled and executed, it produces the following result −

The local date and time is: Sat Jan 8 20:07:41 2011

The UTC date and time is:Sun Jan 9 03:07:41 2011

## **Format Time using struct tm**

The **tm** structure is very important while working with date and time in either C or C++. This structure holds the date and time in the form of a C structure as mentioned above. Most of the time related functions makes use of tm structure. Following is an example which makes use of various date and time related functions and tm structure −

While using structure in this chapter, I'm making an assumption that you have basic understanding on C structure and how to access structure members using arrow -> operator.

[Live Demo](http://tpcg.io/SMnO0N)

#include <iostream>

#include <ctime>

using namespace std;

int main() {

// current date/time based on current system

time\_t now = time(0);

cout << "Number of sec since January 1,1970 is:: " << now << endl;

tm \*ltm = localtime(&now);

// print various components of tm structure.

cout << "Year:" << 1900 + ltm->tm\_year<<endl;

cout << "Month: "<< 1 + ltm->tm\_mon<< endl;

cout << "Day: "<< ltm->tm\_mday << endl;

cout << "Time: "<< 5+ltm->tm\_hour << ":";

cout << 30+ltm->tm\_min << ":";

cout << ltm->tm\_sec << endl;

}

When the above code is compiled and executed, it produces the following result −

Number of sec since January 1,1970 is:: 1588485717

Year:2020

Month: 5

Day: 3

Time: 11:31:57

# BASIC INPUT / INPUT

The C++ standard libraries provide an extensive set of input/output capabilities which we will see in subsequent chapters. This chapter will discuss very basic and most common I/O operations required for C++ programming.

C++ I/O occurs in streams, which are sequences of bytes. If bytes flow from a device like a keyboard, a disk drive, or a network connection etc. to main memory, this is called **input operation** and if bytes flow from main memory to a device like a display screen, a printer, a disk drive, or a network connection, etc., this is called **output operation**.

## **I/O Library Header Files**

There are following header files important to C++ programs −

|  |  |
| --- | --- |
| **Sr.No** | **Header File & Function and Description** |
| 1 | **<iostream>**  This file defines the **cin, cout, cerr** and **clog** objects, which correspond to the standard input stream, the standard output stream, the un-buffered standard error stream and the buffered standard error stream, respectively. |
| 2 | **<iomanip>**  This file declares services useful for performing formatted I/O with so-called parameterized stream manipulators, such as **setw** and **setprecision**. |
| 3 | **<fstream>**  This file declares services for user-controlled file processing. We will discuss about it in detail in File and Stream related chapter. |

## **The Standard Output Stream (cout)**

The predefined object **cout** is an instance of **ostream** class. The cout object is said to be "connected to" the standard output device, which usually is the display screen. The **cout** is used in conjunction with the stream insertion operator, which is written as << which are two less than signs as shown in the following example.

[Live Demo](http://tpcg.io/qFaiKd)

#include <iostream>

using namespace std;

int main() {

char str[] = "Hello C++";

cout << "Value of str is : " << str << endl;

}

When the above code is compiled and executed, it produces the following result −

Value of str is : Hello C++

The C++ compiler also determines the data type of variable to be output and selects the appropriate stream insertion operator to display the value. The << operator is overloaded to output data items of built-in types integer, float, double, strings and pointer values.

The insertion operator << may be used more than once in a single statement as shown above and **endl** is used to add a new-line at the end of the line.

## **The Standard Input Stream (cin)**

The predefined object **cin** is an instance of **istream** class. The cin object is said to be attached to the standard input device, which usually is the keyboard. The **cin** is used in conjunction with the stream extraction operator, which is written as >> which are two greater than signs as shown in the following example.

[Live Demo](http://tpcg.io/NDGHmy)

#include <iostream>

using namespace std;

int main() {

char name[50];

cout << "Please enter your name: ";

cin >> name;

cout << "Your name is: " << name << endl;

}

When the above code is compiled and executed, it will prompt you to enter a name. You enter a value and then hit enter to see the following result −

Please enter your name: cplusplus

Your name is: cplusplus

The C++ compiler also determines the data type of the entered value and selects the appropriate stream extraction operator to extract the value and store it in the given variables.

The stream extraction operator >> may be used more than once in a single statement. To request more than one datum you can use the following −

cin >> name >> age;

This will be equivalent to the following two statements −

cin >> name;

cin >> age;

## **The Standard Error Stream (cerr)**

The predefined object **cerr** is an instance of **ostream** class. The cerr object is said to be attached to the standard error device, which is also a display screen but the object **cerr** is un-buffered and each stream insertion to cerr causes its output to appear immediately.

The **cerr** is also used in conjunction with the stream insertion operator as shown in the following example.

[Live Demo](http://tpcg.io/3xp5lM)

#include <iostream>

using namespace std;

int main() {

char str[] = "Unable to read....";

cerr << "Error message : " << str << endl;

}

When the above code is compiled and executed, it produces the following result −

Error message : Unable to read....

## **The Standard Log Stream (clog)**

The predefined object **clog** is an instance of **ostream** class. The clog object is said to be attached to the standard error device, which is also a display screen but the object **clog** is buffered. This means that each insertion to clog could cause its output to be held in a buffer until the buffer is filled or until the buffer is flushed.

The **clog** is also used in conjunction with the stream insertion operator as shown in the following example.

[Live Demo](http://tpcg.io/Dewejb)

#include <iostream>

using namespace std;

int main() {

char str[] = "Unable to read....";

clog << "Error message : " << str << endl;

}

When the above code is compiled and executed, it produces the following result −

Error message : Unable to read....

You would not be able to see any difference in cout, cerr and clog with these small examples, but while writing and executing big programs the difference becomes obvious. So it is good practice to display error messages using cerr stream and while displaying other log messages then clog should be used.

# DATA STRUCTES

C/C++ arrays allow you to define variables that combine several data items of the same kind, but **structure** is another user defined data type which allows you to combine data items of different kinds.

Structures are used to represent a record, suppose you want to keep track of your books in a library. You might want to track the following attributes about each book −

* Title
* Author
* Subject
* Book ID

## **Defining a Structure**

To define a structure, you must use the struct statement. The struct statement defines a new data type, with more than one member, for your program. The format of the struct statement is this −

struct [structure tag] {

member definition;

member definition;

...

member definition;

} [one or more structure variables];

The **structure tag** is optional and each member definition is a normal variable definition, such as int i; or float f; or any other valid variable definition. At the end of the structure's definition, before the final semicolon, you can specify one or more structure variables but it is optional. Here is the way you would declare the Book structure −

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

} book;

## **Accessing Structure Members**

To access any member of a structure, we use the **member access operator (.)**. The member access operator is coded as a period between the structure variable name and the structure member that we wish to access. You would use **struct** keyword to define variables of structure type. Following is the example to explain usage of structure −

[Live Demo](http://tpcg.io/zvIEi0)

#include <iostream>

#include <cstring>

using namespace std;

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

int main() {

struct Books Book1; // Declare Book1 of type Book

struct Books Book2; // Declare Book2 of type Book

// book 1 specification

strcpy( Book1.title, "Learn C++ Programming");

strcpy( Book1.author, "Chand Miyan");

strcpy( Book1.subject, "C++ Programming");

Book1.book\_id = 6495407;

// book 2 specification

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Yakit Singha");

strcpy( Book2.subject, "Telecom");

Book2.book\_id = 6495700;

// Print Book1 info

cout << "Book 1 title : " << Book1.title <<endl;

cout << "Book 1 author : " << Book1.author <<endl;

cout << "Book 1 subject : " << Book1.subject <<endl;

cout << "Book 1 id : " << Book1.book\_id <<endl;

// Print Book2 info

cout << "Book 2 title : " << Book2.title <<endl;

cout << "Book 2 author : " << Book2.author <<endl;

cout << "Book 2 subject : " << Book2.subject <<endl;

cout << "Book 2 id : " << Book2.book\_id <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Book 1 title : Learn C++ Programming

Book 1 author : Chand Miyan

Book 1 subject : C++ Programming

Book 1 id : 6495407

Book 2 title : Telecom Billing

Book 2 author : Yakit Singha

Book 2 subject : Telecom

Book 2 id : 6495700

## **Structures as Function Arguments**

You can pass a structure as a function argument in very similar way as you pass any other variable or pointer. You would access structure variables in the similar way as you have accessed in the above example −

[Live Demo](http://tpcg.io/xvb7BQ)

#include <iostream>

#include <cstring>

using namespace std;

void printBook( struct Books book );

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

int main() {

struct Books Book1; // Declare Book1 of type Book

struct Books Book2; // Declare Book2 of type Book

// book 1 specification

strcpy( Book1.title, "Learn C++ Programming");

strcpy( Book1.author, "Chand Miyan");

strcpy( Book1.subject, "C++ Programming");

Book1.book\_id = 6495407;

// book 2 specification

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Yakit Singha");

strcpy( Book2.subject, "Telecom");

Book2.book\_id = 6495700;

// Print Book1 info

printBook( Book1 );

// Print Book2 info

printBook( Book2 );

return 0;

}

void printBook( struct Books book ) {

cout << "Book title : " << book.title <<endl;

cout << "Book author : " << book.author <<endl;

cout << "Book subject : " << book.subject <<endl;

cout << "Book id : " << book.book\_id <<endl;

}

When the above code is compiled and executed, it produces the following result −

Book title : Learn C++ Programming

Book author : Chand Miyan

Book subject : C++ Programming

Book id : 6495407

Book title : Telecom Billing

Book author : Yakit Singha

Book subject : Telecom

Book id : 6495700

## **Pointers to Structures**

You can define pointers to structures in very similar way as you define pointer to any other variable as follows −

struct Books \*struct\_pointer;

Now, you can store the address of a structure variable in the above defined pointer variable. To find the address of a structure variable, place the & operator before the structure's name as follows −

struct\_pointer = &Book1;

To access the members of a structure using a pointer to that structure, you must use the -> operator as follows −

struct\_pointer->title;

Let us re-write above example using structure pointer, hope this will be easy for you to understand the concept −

[Live Demo](http://tpcg.io/P8IeUE)

#include <iostream>

#include <cstring>

using namespace std;

void printBook( struct Books \*book );

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

int main() {

struct Books Book1; // Declare Book1 of type Book

struct Books Book2; // Declare Book2 of type Book

// Book 1 specification

strcpy( Book1.title, "Learn C++ Programming");

strcpy( Book1.author, "Chand Miyan");

strcpy( Book1.subject, "C++ Programming");

Book1.book\_id = 6495407;

// Book 2 specification

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Yakit Singha");

strcpy( Book2.subject, "Telecom");

Book2.book\_id = 6495700;

// Print Book1 info, passing address of structure

printBook( &Book1 );

// Print Book1 info, passing address of structure

printBook( &Book2 );

return 0;

}

// This function accept pointer to structure as parameter.

void printBook( struct Books \*book ) {

cout << "Book title : " << book->title <<endl;

cout << "Book author : " << book->author <<endl;

cout << "Book subject : " << book->subject <<endl;

cout << "Book id : " << book->book\_id <<endl;

}

When the above code is compiled and executed, it produces the following result −

Book title : Learn C++ Programming

Book author : Chand Miyan

Book subject : C++ Programming

Book id : 6495407

Book title : Telecom Billing

Book author : Yakit Singha

Book subject : Telecom

Book id : 6495700

## **The typedef Keyword**

There is an easier way to define structs or you could "alias" types you create. For example −

typedef struct {

char title[50];

char author[50];

char subject[100];

int book\_id;

} Books;

Now, you can use *Books* directly to define variables of *Books* type without using struct keyword. Following is the example −

Books Book1, Book2;

You can use **typedef** keyword for non-structs as well as follows −

typedef long int \*pint32;

pint32 x, y, z;

x, y and z are all pointers to long ints.