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# Введение

Обратная польская запись — форма записи математических и логических выражений, в которой операнды расположены перед знаками операций. Из-за отсутствия скобок обратная польская запись короче инфиксной. За этот счёт при вычислениях на калькуляторах повышается скорость работы оператора (уменьшается количество нажимаемых клавиш), а в программируемых устройствах сокращается объём тех частей программы, которые описывают вычисления. Последнее может быть немаловажно для портативных и встроенных вычислительных устройств, имеющих жёсткие ограничения на объём памяти.

# Постановка задачи

Разработать и реализовать многофайловую программу на языке С++, состоящую из следующих файлов:

1. Шаблонного класса TStack
2. Класса TPostfix для работы с постфиксной формой.
3. Набора тестов для классов TStack и TPostfix на базе Google Test.
4. Примера выполнения программы для работы с выражением.

# Руководство пользователя

1. При запуске программы будет предложено ввести арифметическое выражение, придерживаясь некоторых правил ввода:

**Доступные операции:**

* +
* -
* /
* \*
* (
* )
* sin()
* cos()
* tg()
* ctg()
* sqrt()

**Символы, доступные при вводе операндов:**

* ‘a’-‘z’
* ‘A’-‘Z’
* ‘0’-‘9’
* ‘.’

1. После завершения ввода программой будет проведена проверка корректности ввода и, в случае положительного результата, на экран будет выведена постфиксная форма записи введенного арифметического выражения.

![](data:image/png;base64,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)

1. На экран выводятся все найденные в арифметическом уравнении операнды для ввода их значений. Значение числовых операндов будут заполнены автоматически.
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1. Программа завершит подсчёт значения выражения при данных значениях операндов и выведет ответ на экран
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# Руководство программиста

## Описание структуры программы

Программа состоит из 4 основных частей:

* Класс TPostfix. Включается в себя 2 файла postfix.h и postfix.cpp
* Шаблонный класс TStack, реализованный в файле stack.h
* Тесты для классов TStack и TPostfix на базе Google Test. Состоит из файлов test\_main.cpp, test\_tpostfix.cpp, test\_track.cpp, а также фреймворка gtest.
* Образец программы, представленный файлом sample\_postfix.cpp

## Описание структур данных

Для хранения данных во время работы методов класса TPostfix разработан шаблонный класс TStack, представляющий собой список элементов, организованных по принципу LIFO. В классе реализованы автоматические проверки на пустоту и заполненность стека, а также автоматическое увеличение размера стека при его заполнении.

## Описание алгоритмов

1. **Преобразование выражения в ОПЗ**

Пока есть элементы:

Читаем очередной символ.

* Если элемент является операндом, добавляем его в постфиксную форму (также единственный раз добавляется в вектор операндов).
* Если элемент является открывающей скобкой, помещаем его в стек.
* Если символ является оператором о1, тогда:

1) пока приоритет текущего оператора меньше или равен приоритету оператора, находящегося на вершине стека

… выталкиваем верхний элемент стека в выходную строку

2) иначе помещаем оператор o1 в стек.

* Если символ является закрывающей скобкой:

До тех пор, пока верхним элементом стека не станет открывающая скобка, выталкиваем элементы из стека в выходную строку. При этом открывающая скобка удаляется из стека, но в выходную строку не добавляется.

Извлечение из стека оставшихся операций.

1. **Проверка введённой строки на корректность**

Проверка выражения на корректность происходит в несколько этапов:

* Строка проверяется на наличие недопустимых символов
* Проверка на недопустимые сочетания символов
* Сравнение количества открывающих и закрывающих скобок
* Проверка на соответствие количества операций и операндов

1. **Подсчёт значения выражения**
2. Ввод значения переменных:

Для каждого операнда, не являющегося числом, предлагается ввести его значение.

1. Поэлементное считывание из постфиксной формы записи.

Если элемент является числом, помещение его в стек

Иначе выполнение операции, используя необходимое количество операндов, взятых с вершины стека. Результат выполнения операции помещается на вершину стека

1. Единственный оставшийся в стеке элемент является значением выражения при указанных значениях переменных.

# Заключение

В результате выполнения лабораторной работы были разработаны классы TStack и TPostfix, соответствующие поставленной задачи. Были разработаны и реализованы тесты для классов TStack и TPostfix на базе Google Test Framework. Для ручного тестирования классов реализован пример.

# Литература

1. [http://www.cplusplus.com/reference/string/basic\_string/](https://msdn.microsoft.com/ru-ru/library/ydd54a6t.aspx%20wikipedia.org) - справочный материал по базовому классу string.
2. [http://www.cplusplus.com/reference/vector/vector/?kw=vector](http://www.cplusplus.com/reference/vector/vector/?kw=vector%20) - справочный материал по базовому классу vector.
3. <https://ru.wikipedia.org/wiki/Обратная_польская_запись/> – обратная польская запись.
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# Приложения

## Код программы

***Класс TStack***

template <class T>

class TStack

{

T \*pMem;

int Size;

int top;

void AddSize(); //увеличение размера стека

public:

TStack();

TStack(int s);

~TStack();

bool IsEmpty(); //проверка на пустоту

bool IsFull(); //проверка на заполненность

void PutIn(T val); //добавление элемента в стек

T PutOut(); //извлечение элемента из стека

T GetValue(); //получить значение последнего в стеке элемента без извлечения

};

template <class T>

TStack<T>::TStack()

{

pMem = new T[START\_SIZE];

if (pMem == nullptr)

throw("Memory allocation error");

Size = START\_SIZE;

top = -1;

}

template <class T>

TStack<T>::TStack(int s)

{

if (s < 1 || s > MAX\_SIZE)

throw("Invalid size of the stack");

pMem = new T[s];

if (pMem == nullptr)

throw("Memory allocation error");

Size = s;

top = -1;

}

template <class T>

TStack<T>::~TStack()

{

delete[] pMem;

}

template <class T>

void TStack<T>::AddSize()

{

int tmpSize = 0;

if (Size \* 2 > MAX\_SIZE){

if (Size < MAX\_SIZE)

tmpSize = MAX\_SIZE;

else

throw("Exceeding maximum size of the stack");

}

else

tmpSize = Size \* 2;

T\* tmp = new T[tmpSize];

if (tmp == nullptr)

throw("Memory allocation error");

for (int i = 0; i < Size; i++)

tmp[i] = pMem[i];

delete[] pMem;

pMem = tmp;

Size = tmpSize;

}

template <class T> //пустота

bool TStack<T>::IsEmpty()

{

return top == -1;

}

template <class T> //заполненность

bool TStack<T>::IsFull()

{

return top == Size - 1;

}

template <class T> //добавление

void TStack<T>::PutIn(T val)

{

if (IsFull() )

AddSize();

pMem[++top] = val;

}

template <class T> //извлечение

T TStack<T>::PutOut()

{

if (IsEmpty() )

throw("Extraction error. The stack is empty");

return pMem[top--];

}

template <class T> //получение значения

T TStack<T>::GetValue()

{

if (IsEmpty())

throw("Extraction error. The stack is empty");

return pMem[top];

}

***Класс TPostfix***

class TPostfix

{

string infix;

string postfix;

vector<string> OpTable; //вектор переменных

//служебные методы

bool IsNumber(string &str); //является ли операнд числом

bool IsCorrect(string &str); //проверка на корректность введённой строки

void ToOpTable(string &str);

void ToStack(TStack<string> &stack, string &str); //работа со стеком операций

void ToPostfix();

int TheTable(const string &str, int IsNeed); //таблица операций, их приоритетов, количество операндов

public:

TPostfix() { infix = "String is empty"; };

TPostfix& operator=(string &str);

string GetInfix() { return infix; }

string GetPostfix() { return postfix; }

double Calculate(); // Ввод переменных, вычисление по постфиксной форме

};

const int OPER\_IN\_ALL = 11; //всего операций

const int PROH\_ALL = 25; //всего проверок

bool TPostfix::IsCorrect(string &str)

{

if (!(str[0] == 40 || str[0] == 41 || 65 <= str[0] <= 90 || 97 <= str[0] <= 122)) // '(' ')' 'A'-'Z' 'a'-'z'

return 0;

int a = (str.length() - 1);

if (!(str[a] == 40 || str[a] == 41 || 65 <= str[a] <= 90 || 97 <= str[a] <= 122))

return 0;

int left = 0;

int right = 0;

for (int i = 0; i < str.length(); i++)

{

if (str[i] == '(')

left++;

if (str[i] == ')')

right++;

}

if (left != right)

return 0;

string proh[PROH\_ALL];

proh[0] = "(+";

proh[1] = "(-";

proh[2] = "(\*";

proh[3] = "(/";

proh[4] = "()";

proh[5] = "++";

proh[6] = "+-";

proh[7] = "+\*";

proh[8] = "+/";

proh[9] = "+)";

proh[10] = "-+";

proh[11] = "--";

proh[12] = "-\*";

proh[13] = "-/";

proh[14] = "-)";

proh[15] = "\*+";

proh[16] = "\*-";

proh[17] = "\*\*";

proh[18] = "\*/";

proh[19] = "\*)";

proh[20] = "/+";

proh[21] = "/-";

proh[22] = "/\*";

proh[23] = "//";

proh[24] = "/)";

for (int i = 0; i < PROH\_ALL; i++)

if (str.find(proh[i]) != -1)

return 0;

return 1;

}

bool TPostfix::IsNumber(string &str)

{

int dots = 0;

for (int i = 0; i < str.length(); i++)

{

if (str[i] == '.')

dots++;

if (!(str[i] >= '.' && str[i] <= '9'))

return 0;

}

if (dots > 1)

return 0;

return 1;

}

int TPostfix::TheTable(const string &str, int IsNeed) {

/\* Таблица операций

IsNeed = 0 - является ли переименной, 1 - приоритет \*/

if (str == "")

return 0;

string TOperations[OPER\_IN\_ALL]; //операции

TOperations[0] = '+';

TOperations[1] = '-';

TOperations[2] = '\*';

TOperations[3] = '/';

TOperations[4] = '(';

TOperations[5] = ')';

TOperations[6] = "sin";

TOperations[7] = "cos";

TOperations[8] = "tg";

TOperations[9] = "ctg";

TOperations[10] = "sqrt";

int TPriority[OPER\_IN\_ALL]; //приоритет

TPriority[0] = 1;

TPriority[1] = 1;

TPriority[2] = 2;

TPriority[3] = 2;

TPriority[4] = 0;

TPriority[5] = -1;

TPriority[6] = 3;

TPriority[7] = 3;

TPriority[8] = 3;

TPriority[9] = 3;

TPriority[10] = 3;

switch ( IsNeed )

{

case 0:

for (int i = 0; i < OPER\_IN\_ALL; i++)

if (str.compare(TOperations[i]) == 0)

return 1;

return 0;

break;

case 1:

for (int i = 0; i < OPER\_IN\_ALL; i++)

if (str.compare(TOperations[i]) == 0)

return TPriority[i];

return -1; //не является операцией

break;

default:

throw("Invalid second variable in the function TheTable"); //assert???

break;

}

}

TPostfix& TPostfix::operator=(string &str) {

if (!IsCorrect(str))

throw("String is not correct");

infix = str;

ToPostfix();

}

void TPostfix::ToOpTable(string &str)

{

for (int i = 0; i < OpTable.size(); i++)

if (OpTable[i].compare(str) == 0)

return;

OpTable.push\_back(str);

}

void TPostfix::ToStack(TStack<string> &stack, string &str) //стек операций

{

if (str[0] == '(')

{

stack.PutIn(str);

return;

}

if (stack.IsEmpty() == 1)

{

stack.PutIn(str);

return;

}

string LastOp = stack.GetValue();

if (TheTable(str, 1) <= TheTable(LastOp, 1))

{

while (TheTable(str, 1) <= TheTable(LastOp, 1))

{

if (LastOp[0] == '(')

return;

postfix = postfix + LastOp + " ";

stack.PutOut();

if (!stack.IsEmpty())

LastOp = stack.GetValue();

else

{

break;

}

}

stack.PutIn(str);

}

else

{

stack.PutIn(str);

return;

}

}

void TPostfix::ToPostfix()

{

TStack<string> stack;

string str, tmp;

for (int i = 0; i < infix.length(); i++)

{

tmp = infix[i];

if (TheTable(str, 0) == 1)

{

ToStack(stack, str);

str.clear();

}

if (TheTable(tmp, 0) == 1)

{

if (str.length() != 0)

{

ToOpTable(str);

postfix = postfix + str + " ";

str.clear();

}

ToStack(stack, tmp);

}

else

str = str + tmp;

tmp.clear();

}

if (str.length() != 0)

{

if (TheTable(str, 0) == 1)

throw("Invalid string");

else

{

ToOpTable(str);

postfix = postfix + str + " ";

}

}

while (!stack.IsEmpty())

{

if (stack.GetValue()[0] == '(')

{

stack.PutOut();

continue;

}

postfix = postfix + stack.PutOut() + " ";

}

}

double TPostfix::Calculate()

{

double\* OpValue = new double[OpTable.size()];

cout << "Значения переменных" << endl;

setlocale(LC\_ALL, "C");

for (int i = 0; i < OpTable.size(); i++)

{

if (IsNumber(OpTable[i]))

{

cout << OpTable[i] << " = ";

cout << stod(OpTable[i]) << endl;

OpValue[i] = stod(OpTable[i]);

}

else

{

cout << OpTable[i] << " = ";

cin >> OpValue[i];

}

}

setlocale(LC\_ALL, "Russian");

string str;

TStack<double> calc;

for (int i = 0; i < postfix.length() - 1; i++)

{

str.clear();

while (postfix[i] != ' ')

str = str + postfix[i++];

if (!TheTable(str, 0))

{

for (int j = 0; j < OpTable.size(); j++)

if (OpTable[j] == str)

{

calc.PutIn(OpValue[j]);

break;

}

}

else

{

if (calc.IsEmpty())

throw("String is not correct");

if (str == "+")

{

calc.PutIn(calc.PutOut() + calc.PutOut());

continue;

}

if (str == "-")

{

double right = calc.PutOut();

double left = calc.PutOut();

calc.PutIn(left - right);

continue;

}

if (str == "\*")

{

calc.PutIn(calc.PutOut() \* calc.PutOut());

continue;

}

if (str == "/")

{

double right = calc.PutOut();

double left = calc.PutOut();

calc.PutIn(left / right);

continue;

}

if (str == "sin")

{

calc.PutIn(sin(calc.PutOut()));

continue;

}

if (str == "cos")

{

calc.PutIn(cos(calc.PutOut()));

continue;

}

if (str == "tg")

{

calc.PutIn(sin(calc.GetValue()) / cos(calc.PutOut()));

continue;

}

if (str == "ctg")

{

calc.PutIn(cos(calc.GetValue()) / sin(calc.PutOut()));

continue;

}

if (str == "sqrt")

{

calc.PutIn(sqrt(calc.PutOut()));

continue;

}

}

}

delete[] OpValue;

double res = calc.PutOut();

if (!calc.IsEmpty())

throw("String is not correct");

return res;

}