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**Aim**

Data preprocessing

**Procedure**

# Setup

!pip install -q wordcloud

import wordcloud

import nltk

nltk.download('stopwords')

nltk.download('wordnet')

nltk.download('punkt')

nltk.download('averaged\_perceptron\_tagger')

import pandas as pd

import matplotlib.pyplot as plt

import io

import unicodedata

import numpy as np

import re

import string
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from collections import Counter

import nltk

text = "Guru99 is one of the best sites to learn WEB, SAP, Ethical Hacking and much more online."

lower\_case = text.lower()

tokens = nltk.word\_tokenize(lower\_case)

tags = nltk.pos\_tag(tokens)

counts = Counter( tag for word,  tag in tags)

print(counts)
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import nltk

text = "Guru99 is a totally new kind of learning experience."

Tokens = nltk.word\_tokenize(text)

output = list(nltk.trigrams(Tokens))

print(output)

[('Guru99', 'is', 'a'), ('is', 'a', 'totally'), ('a', 'totally', 'new'), ('totally', 'new', 'kind'), ('new', 'kind', 'of'), ('kind', 'of', 'learning'), ('of', 'learning', 'experience'), ('learning', 'experience', '.')]

import nltk

text = "learn php from guru99"

tokens = nltk.word\_tokenize(text)

print(tokens)

tag = nltk.pos\_tag(tokens)

print(tag)

grammar = "NP: {<DT>?<JJ>\*<NN>}"

cp  =nltk.RegexpParser(grammar)

result = cp.parse(tag)

print(result)

![](data:image/png;base64,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)

from nltk.corpus import stopwords

print(stopwords.words('english'))

['i', 'me', 'my', 'myself', 'we', 'our', 'ours', 'ourselves', 'you', "you're", "you've", "you'll", "you'd", 'your', 'yours', 'yourself', 'yourselves', 'he', 'him', 'his', 'himself', 'she', "she's", 'her', 'hers', 'herself', 'it', "it's", 'its', 'itself', 'they', 'them', 'their', 'theirs', 'themselves', 'what', 'which', 'who', 'whom', 'this', 'that', "that'll", 'these', 'those', 'am', 'is', 'are', 'was', 'were', 'be', 'been', 'being', 'have', 'has', 'had', 'having', 'do', 'does', 'did', 'doing', 'a', 'an', 'the', 'and', 'but', 'if', 'or', 'because', 'as', 'until', 'while', 'of', 'at', 'by', 'for', 'with', 'about', 'against', 'between', 'into', 'through', 'during', 'before', 'after', 'above', 'below', 'to', 'from', 'up', 'down', 'in', 'out', 'on', 'off', 'over', 'under', 'again', 'further', 'then', 'once', 'here', 'there', 'when', 'where', 'why', 'how', 'all', 'any', 'both', 'each', 'few', 'more', 'most', 'other', 'some', 'such', 'no', 'nor', 'not', 'only', 'own', 'same', 'so', 'than', 'too', 'very', 's', 't', 'can', 'will', 'just', 'don', "don't", 'should', "should've", 'now', 'd', 'll', 'm', 'o', 're', 've', 'y', 'ain', 'aren', "aren't", 'couldn', "couldn't", 'didn', "didn't", 'doesn', "doesn't", 'hadn', "hadn't", 'hasn', "hasn't", 'haven', "haven't", 'isn', "isn't", 'ma', 'mightn', "mightn't", 'mustn', "mustn't", 'needn', "needn't", 'shan', "shan't", 'shouldn', "shouldn't", 'wasn', "wasn't", 'weren', "weren't", 'won', "won't", 'wouldn', "wouldn't"

en\_stopwords = stopwords.words('english')

def remove\_stopwords(text):

    result = []

    for token in text:

        if token not in en\_stopwords:

            result.append(token)

    return result

#Test

text = "this is the only solution of that question".split()

remove\_stopwords(text

from nltk.stem import PorterStemmer

from nltk.tokenize import word\_tokenize

ps = PorterStemmer()

sentence = "Programmers program with programming languages"

words = word\_tokenize(sentence)

for w in words:

    print(w, " : ", ps.stem(w))

Programmers : programm

program : program

with : with

programming : program

languages : languag