Assignment 234

Global Airports Management System

**Please read this document carefully and thoroughly.**

For this assignment, you will be expected to submit a single C file that includes the implementation for all of the following questions. This assignment is marked for 100 marks and will be scaled down according to the department policy.

**Your marks are subject to your implementation, please read all the questions, the rules, and the submission format related sections carefully.**

The problem statement is regarding a Global Airports Management System. There are different airports characterized by a unique ID (integer) and an Airport Name (String). These airports are represented by the structure airport as can be seen below:

struct airport

{

int num\_id;

const char\* airport\_name;

};

typedef struct airport airport\_t;

You will be provided with an array of structures (of type airport\_t). This represents all the airports and their respective information.

**For Example:**

airport\_t airports[] = {{0,"BLR"}, {1,"MUM"}, {{2,"DEL"}};

In this above array of structures, airports[0] represent information about the 1st airport that has the num\_id - 0 and airport\_name - “BLR”.

The different airports are connected to each other by means of edges. These form a graph where the airports are the nodes and the edges between the airports represent the connections. The connection between two airports is characterized by the distance between the airports and the time taken to travel from one airport to another. The edges between the airports are represented by the structure connection as shown below:

struct connection

{

int distance;

int time;

};

typedef struct connection connection\_t;

The graph itself will be represented by an adjacency matrix. It must be noted that the num\_id field of the airport will be contiguous (It will range from 0 to the (Total number of Airports - 1)). **The num\_id field acts as indices in this adjacency matrix. Please look at the table below.**

Connection from an airport to itself (self loop) will be represented by **{0,0}** in the adjacency matrix. **Self loops are not to be considered as edges in all the algorithms that you write.**

**If a particular airport cannot be reached from an airport**, that connection will be represented by **{INT\_MAX, INT\_MAX}**. This represents that the distance between the airports is infinite and the time taken to reach the airport is infinite. Hence, this signifies that you cannot travel from the former to the latter airport.

**For Example:** Consider the following adjacency matrix representing a graph where there are 3 airports. The num\_id fields of the 3 airports will be 0,1,2 respectively. The first row of this adjacency matrix represents the edges of airport 0 with other airports and so on for the remaining rows. For instance, adj\_mat[0][1] represents the connection from airport with id 0 to airport with id 1. The distance between the 2 is 1 unit and the time taken is 2 units. Here, {0, 0} values in the adjacency matrix represent the self loops which should not be considered as edges in the algorithms you write. It should also be noted here that it is not possible to reach airport 2 **from** airport 0 as the value of adj\_mat[0][2] is {INT\_MAX, INT\_MAX}.

connection\_t adj\_mat[3][3] = {

{{0,0},{1,2},{INT\_MAX,INT\_MAX}},

{{1,1},{0,0},{2,4}},

{{2,3},{2,3},{0,0}}

};

| To -->  From  |  V | BLR | | MUM | | DEL | |
| --- | --- | --- | --- | --- | --- | --- |
| Distance | Time | Distance | Time | Distance | Time |
| BLR | 0 | 0 | 1 | 2 | INT\_MAX | INT\_MAX |
| MUM | 1 | 1 | 0 | 0 | 2 | 4 |
| DEL | 2 | 3 | 2 | 3 | 0 | 0 |

We will be using the following structure as the return type for some of the questions.

struct pair

{

int first;

int second;

};

typedef struct pair pair\_t

**General Constraints for the input graph**

* Edges are non negative in terms of both distance and time
* Unless explicitly stated otherwise in the constraints section of a question, you should assume that the graph is **directed, not necessarily connected, and not necessarily complete**

# 

# Problem Statements

## Q1

People love to travel. So when designing connections between airports we need to make sure we can cater to the wanderlust of all travelers. So given the airport connections graph, write a function to check if a traveler can start at any airport and reach any other airport in the given graph, either directly or indirectly. This should be true for all the airports in the given graph.

### **Input**

* connections: A 2-D adjacency matrix which is a graph representing the connections between the airports
* n: the number of airports in the graph

### Output

If it is possible for a traveler to be able to go from any airport to any other airport, directly or indirectly, and this being true for all airports, return 1, else return 0.

### Constraints

* 1 <= n <= 10^3

### Interface

/\*

\* @param n: Total number of airports

\* @param connections: Adjacency matrix which is a graph representing the connections between the airports

\*

\* @return value: 1 if it is possible for a traveler to be able to go from any airport to any other airport, directly or indirectly, and this being true for all airports, else 0

\*/

int q1(int n, const connection\_t connections[n][n]);

### Question Samples

1. **Sample Input**:

connection\_t connections[3][3] = {

{{0,0}, {1,2}, {2,3}},

{{1,2}, {0,0}, {2,3}},

{{2,3}, {2,3}, {0,0}}

};

n = 3

**Sample Output**: 1

**Explanation:** For the given graph, it is possible to start at a given airport and reach all other airports, either directly or indirectly. This is true for all the airports shown as part of the graph. Therefore, the output is 1.

1. **Sample Input:**

connection\_t connections[3][3] = {

{{0,0}, {INT\_MAX, INT\_MAX}, {3,3}},

{{INT\_MAX, INT\_MAX}, {0,0}, {2,3}},

{{INT\_MAX, INT\_MAX}, {2,3}, {0,0}}

};

n = 3

**Sample output**: 0

**Explanation:** For the given graph, it is not possible to go to an airport with id 0 from any airport.

## Q2

As an airline, we need to ensure smooth travel for our customers. So we have decided to check if from a given source airport to a destination airport, the traveler will need to change more than some “k” flights. Write a function which returns if at most k flights are sufficient to travel between the source and destination airports.

**Note:** Flights here refer to the edges in the connection matrix.

### Input

* connections: A 2-D adjacency matrix which is a graph representing the connections between the airports
* n: the number of airports in the graph
* k: The maximum number of flights
* src: The airport from where we start
* dest: The airport which we expect to reach

### Output

Return a boolean value. Return 1 if you can go from source airport to destination airport using at most k flights, otherwise return 0.

### Constraints

* 1 <= n <= 10^3
* 1 <= k <= N
* src is never equal to dest

### Interface

/\*

\* @param src: The source airport

\* @param dest: The destination airport

\* @param n: Total number of airports

\* @param k: The maximum number of flights

\* @param connections: Adjacency matrix which is a

graph representing the connections between the airports

\*

\* @return value: boolean variable indicating if it is possible to reach dest from src using at most k flights

\*/

int q2(const airport\_t \*src, const airport\_t \*dest, int n, int k, const connection\_t connections[n][n]);

### Question Samples

1. **Sample Input:**

connection\_t connections[3][3] = {

{{0,0},{INT\_MAX, INT\_MAX},{1,5}},

{{1,2}, {0,0}, {4,3}},

{{2,3}, {2,3}, {0,0}}

};

n = 3

k = 2

src = {0,"BLR"}

dest = {1,”MUM”}

**Sample output**: 1

**Explanation:** For the given graph, it is possible to start at source airport “BLR” and reach the destination airport “MUM” with just 2 flights via airport {2,”DEL”}. Therefore, the output is 1.

1. **Sample Input:**

connection\_t connections[4][4] = {

{{0,0},{INT\_MAX, INT\_MAX},{1,5}, {INT\_MAX, INT\_MAX}},

{{1,2}, {0,0}, {4,3}, {1, 4}},

{{INT\_MAX, INT\_MAX}, {INT\_MAX, INT\_MAX}, {0,0}, {2, 3}}

{{1,3}, {2,4}, {INT\_MAX, INT\_MAX}, {0, 0}}

};

n = 4

k = 2

src = {0,"BLR"}

dest = {1, "MUM”}

Sample output: 0

Explanation:

For the given graph, it is only possible to start at source airport “BLR” and reach the destination airport “MUM” with at least 3 flights via 0 -> 2 -> 3 -> 1, therefore, the output is 0.

## Q3

As an airport management system, it is our duty to not only make our customers travel smoothly, but also to ensure that they can reach back to the airport from which they started. After all, everyone wants to go back home!!

Write a function that checks if for a given source airport, a traveler can return to their source airport.

### Input

* connections: A 2-D adjacency matrix which is a graph representing the connections between the airports
* n: the number of airports in the graph
* src: The airport from where we start

### Output

Return a boolean value. Return 1 if you can start from a given airport and come back to the same airport, otherwise return 0.

### Constraints

* 1 <= n <= 10^3

### Interface

/\*

\* @param src: Start and end airport

\* @param n: Total number of airports

\* @param connections: Adjacency matrix which is a

graph representing the connections between the airports

\*

\* @return value: boolean variable indicating if it is possible to start at the src airport and return to the src airport

\*

\*/

int q3(const airport\_t \*src, int n, const connection\_t connections[n][n]);

### Question Samples

1. **Sample input:**

connection\_t connections[3][3] = {

{{0,0},{1, 2},{2,3}},

{{1,2}, {0,0}, {2,3}},

{{2,3}, {2,3}, {0,0}}

};

n = 3

src = {0,"BLR"}

**Sample output:**

1

**Explanation:** For the given graph, one possible route is to start at airport “BLR” (num\_id = 0), go to the airport with num\_id = 1, then go to the airport with num\_id = 2 and then finally go back to the airport with num\_id = 0 which is the source airport “BLR”. Therefore, it is possible to start at source airport “BLR” and return to the same airport “BLR”. Hence, output is 1.

## Q4

As a large airport management system, we will always find ourself in the need for being able to sort the airports based on various criteria. Write a function that uses a given predicate and sorts the given array of airports based on the predicate. Make sure the sort is **in-place**. Use an algorithm that takes O(n\*logn) time in the average case.

### Input

* airport\_list: An array of type airport\_t
* n: The number of airports in airports\_list
* predicate\_func: A function pointer that compares 2 airports. If predicate(A,B) is true(not equal to 0), then A will appear before B in the sorted array.

### Output

The array should be sorted in-place.

### Constraints

* 1 <= n <= 10^6
* predicate\_func will be O(1)

### Interface

/\*

\* @param n: Total number of airports

\* @param predicate\_func: Function pointer to the comparator function

\* @param airport\_list: list of all airports

\*

\* The array must be sorted \*in-place\* according to the predicate after the function call

\*/

void q4(int n, int (\*predicate\_func)(const airport\_t\*, const airport\_t\*), airport\_t airport\_list[n]);

### Question Samples

1. **Sample Input:**

airport\_list = {{0, “BLR”}, {1, “SUR”}, {2, “DEL”}, {3, “NEL”}, {4, “MUM”}};

n = 5

int predicate\_func(airport\_t\* x, airport\_t\* y)

{

return strcmp(x->airport\_name, y->airport\_name) < 0;

}

**Sample Output:**

airport\_list = {{0, “BLR”},{2, “DEL”}, {4, “MUM”}, {3, “NEL”}, {1, “SUR”}};

**Explanation:**

The predicate sorts the names of airports in ascending order.

1. **Sample Input:**

airport\_list = {{0, “BLR”}, {1, “SUR”}, {2, “DEL”},{3, “NEL”}, {4, “MUM”}};

n = 5

int predicate\_func(const airport\_t\* x, const airport\_t\* y)

{

return strcmp(x->airport\_name, y->airport\_name) > 0;

}

**Sample Output:**

airport\_list = {{1, “SUR”}, {3, “NEL”}, {4, “MUM”}, {2, “DEL”}, {0, “BLR”}};

**Explanation:**

The predicate sorts the names of airports in descending order.

1. **Sample Input:**

airport\_list = {{0, “BLR”}, {4, “MUM”}, {10, “NEL”}, {11, “SUR”}, {22, “DEL”}}

n = 5

int predicate\_func(const airport\_t\* x, const airport\_t\* y)

{

return (x->num\_id % 10) < (y->num\_id %10);

}

**Sample Output:**

airport\_list = {{0, “BLR”}, {10, “NEL”}, {11, “SUR”}, {22, “DEL”}, {4, “MUM”}}

or

airport\_list = {{10, “NEL”}, {0, “BLR”}, {11, “SUR”}, {22, “DEL”}, {4, “MUM”}}

**Explanation:**

The predicate sorts by the least significant digit of the id in ascending order.

## Q5

Airports around the world have different names. Air Traffic Control needs to reference airports carefully and hence avoid any possible confusion. We would like to give Air Traffic Control the functionality to know which airports share the longest common prefix. Given the entire list of airports with their names and num\_id. Find the longest common prefix shared between 2 airports. It may be unwise to check every possible pair of airports.

### Input

* airports: An array of type struct airport\_t
* n: The number of airports

### Output

Return a pair containing the num\_ids of the 2 airports that have the longest common prefix. The ids may be stored in any order within the pair. If none of the names have a common prefix return {-1,-1}.

### Constraints

* 1 <= n <= 10^5
* 1 <= |airports[i].airport\_name| <= 10^5

### Interface

/\*

\* @param n: The number of airports in the array airports

\* @param airports: An array of type airport containing the details of various airports

\*

\* @return value: A pair containing the num\_ids of the 2 airports that have the longest common prefix names, return {-1,-1} if no names have a common prefix. The IDs may be in any order within the pair.

\*/

pair\_t q5(int n, airport\_t airports[n]);

### Question Samples

1. **Sample Input**:

airport\_t airports[] = {{0,"KOC"}, {1,"KIA"}, {2,"KOL"}};

n = 3

**Sample Output**: 0, 2 or 2, 0

**Explanation:** In the given set of airports, Airport 0 (“KOC”) and Airport 1 (“KIA”) have a common prefix (“K”) of length 1. Airport 0 (“KOC”) and Airport 2 (“KOL”) have a common prefix (“KO”) of length 2. Airport 1 (“KIA”) and Airport 2 (“KOL”) have a common prefix (“K”) of length 1. Thus, “KO” is the longest common prefix of length 2. Therefore, it is expected to return a pair with first field as 0 and second field as 2 or a pair with first field as 2 and second field as 0.

1. **Sample Input:**

airport\_t airports[] = {{0,"BLR"}, {1,"MUM"}, {2,"KOL"}};

n = 3

**Sample Output**: -1, -1

**Explanation:** In the given set of airports, it can be seen that no pair of airports have a common prefix. Therefore, it is expected to return a pair with the first and second field as -1 and -1.

## Q6

To manage crowds in an airport, we have decided to introduce an entry fee for every airport. While we want to reduce crowds in airports, we would also like to make airports accessible to people. So, we want you to write a function, given a **sorted** array of entry fees and an amount of money, return the number of airports that could be visited. A brute force solution is not advised.

**Note: The visitor visits only one airport. Do not count the number of airports they can simultaneously visit. Do not accumulate the costs.**

### Input

* entry\_fee: An **sorted** array of entry fees
* n: The number of airports
* amount: The money that a visitor has

### Output

The number of airports that you may be able to visit given the amount of money available to you.

### Constraints

* 1 <= n <= 10^6

### Interface

/\*

\* @param n: Total number of airports

\* @param amount: Amount of money you have

\* @param entry\_fee: Sorted array containing entry fee of all airports

\*

\* @return\_value: Number of airports you may be able to visit given the amount of money available to you

\*/

int q6(int n, int amount, const int entry\_fee[n]);

### Question Samples

1. **Sample Input**:

int entry\_fee[] = {1, 2, 5, 10, 20, 25};

n = 6

amount = 10

**Sample Output**: 4

**Explanation:** Any one Airport with entry fee 1, 2, 5 and 10 can be visited.

1. **Sample Input:**

int entry\_fee[] = {1, 2, 5, 10, 20, 25};

n = 6

amount = 30

**Sample Output**: 6

**Explanation:** Any one airport can be visited.

## Q7

Travellers need to book their air travel, and to do this they first need to search the airports they would like to be their source and destination airports. Given a string typed by a traveller, find what airport names contain that string.

**NOTE: Do not use brute force substring matching. Use a more optimized string matching algorithm that you have learnt in your DAA theory class. Using Horspool’s pattern matching algorithm is a good idea.**

### Input

* airports: An array of type struct airport\_t
* n: The number of airports in the array
* pat: A string pattern to look for in the names of the airport

### Output

An array of size N, *contains*, will be passed by reference, all initialized to 0. You will need to set the value to 1 if the airport does contain the pattern pat in its name. Thus, if contains[i]=1, then airport with num\_id=i contains pat in its name.

### Constraints

* 1 <= n <= 10^3
* 1 <= |airports[i].airport\_name| <= 10^5
* 0 <= |pat| <= 10^5

### Interface

/\*

\* @param n: Total number of airports

\* @param pat: Pattern to search in the list of airport names

\* @param contains: array of size n initialized to 0

\* @param airports: list of all airports

\*

\* At the end of the function, contains[i] should be 1 if the airport with num\_id i contains pat as a substring in its name

\*/

void q7(int n, const char \*pat, int contains[n], const airport\_t airports[n]);

### Question Samples

1. **Sample Input**:

airport\_t airports[] = {{0,"KOCHI"}, {1,"KIA"}, {2,"KOLKATA"}};

n = 3

pat = “KO”

**Sample Output**: [1, 0, 1]

**Explanation:** In the given set of airports, Airport 0 (“KOCHI”) contains the pattern “KO”, Airport 1 (“KIA”) does not contain the pattern “KO”, Airport 2 (“KOLKATA”) contains the pattern “KO”. Therefore, it is expected to modify the *contains* array such that the index 0 and index 2 representing Airports 0 and 2 contain the value 1. Therefore, the resultant array should be [1, 0, 1].

1. **Sample Input:**

airport\_t airports[] = {{0,"BLR"}, {1,"MUM"}, {2,"KOL"}};

n = 3

pat = “U”

**Sample Output**: [0, 1, 0]

**Explanation:** In the given set of airports, Airport 0 (“BLR”) does not contain the pattern “U”, Airport 1 (“MUM”) contains the pattern “U”, Airport 2 (“KOL”) does not contain the pattern “U”. Therefore, it is expected to modify the *contains* array such that the index 1 representing Airport 1 contains the value 1. Therefore, the resultant array should be [0, 1, 0].

## Q8

International Air Transport Association (IATA), an international regulatory body, has asked the airport management systems team to provide them with answers to a few questions. Can a traveler travel to every airport in the world **once** and return to their start airport? However, there is one restriction, **one airport must be exempted** from this trip. You are expected to find the shortest **distance** that needs to be traveled to complete this trip, while following all the mentioned restrictions. **There is no restriction on which airport is exempted** (In other words, any airport can be chosen to be exempted from this). Return the **least total distance** possible for this trip.If there exists no path at all such that all but one airport can be reached, return -1.

**NOTE:**

* **Only one airport can be exempted, no more and no less. There is no restriction on which airport is exempted**
* **There is no restriction on which airport the traveler needs to start from**

### Input

* connections: An adjacency matrix which is a graph representing the connections between the airports
* n: The number of airports

### Output

An array of size n-1, *trip\_order*, which will be passed to function by reference which is initialized to -1’s. You must fill up this array in the order in which you will visit the airports, you need not fill the last element of the trip which would be a return to the start point.

You must return the minimum cost of this round trip. If there are multiple round trips that have the same cost, any trip is accepted. If no trip exists, return -1.

### Constraints

* 1 <= n <= 7
* The given graph is connected. All other general constraints of the graph still hold.

### Interface

/\*

\* @param n: Total number of airports

\* @param connections: Adjacency matrix which is a

graph representing the connections between the airports

\* @param trip\_order: An array of size n-1 which contains the trip order initialized to -1s.

\*

\* @return value: The minimum cost of the round trip. If no such trip exists, return -1.

\*

\* At the end of the function, trip order must contain the trip in the minimum sequence.

\*/

int q8(int n, int trip\_order[n - 1], const connection\_t connections[n][n]);

### Question Samples

1. **Sample Input**:

connection\_t connections[4][4] = {

{ {0,0}, {7,2}, {3,5}, {INT\_MAX, INT\_MAX} },

{ {INT\_MAX, INT\_MAX}, {0,0}, {INT\_MAX, INT\_MAX}, {1,3} },

{ {INT\_MAX, INT\_MAX}, {2,4}, {0,0}, {4,7} },

{ {4,5}, {INT\_MAX, INT\_MAX}, {6,3}, {0,0} }

};

n = 4

trip\_order = [-1, -1, -1]

**Sample Output**:

Minimum Cost: 9

trip\_order: [1,3,2] or [2,1,3]

**Explanation:**

The trip order of 1 -> 3 -> 2 -> 1 (here the numbers represent the Airport IDs) has a total distance of 9 units (1 + 6 + 2). The trip order of 2 -> 1 -> 3 -> 2 has a total distance of 9 units as well (2 + 1 + 6). It can be seen that 9 units is the least distance that needs to be traveled such that you follow all the restrictions of the given problem statement (starting from any airport and returning to the same airport, visiting all other airports except one). As there are 2 such trips that have the same minimum distance, either of the trips are accepted as the answer.
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1. **Sample Input:**

connection\_t connections[3][3] = {

{ {0,0}, {1,2}, {INT\_MAX, INT\_MAX} },

{ {INT\_MAX, INT\_MAX}, {0,0}, {2,3} },

{ {3,4}, {INT\_MAX, INT\_MAX}, {0,0} }

};

n = 3

trip\_order = [-1,-1]

**Sample Output:**

Minimum Cost: -1

trip\_order : [-1,-1]

**Explanation:**

In this graph, it is not possible to start at an airport and return to the same airport, visiting all other airports **except one**. Therefore, the minimum cost is -1 and the *trip\_order* array remains unmodified.
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## Q9

International Air Transport Association (IATA), an international regulatory body, has asked the airport management systems team to provide them with answers to a few questions. They want to know if in a war scenario, where air travel is highly restricted, what would be the paths that are needed to be kept open such that **every airport is connected to one another** while **reducing the total time to be the minimum possible** to have these connections active? You are expected to return the minimum value and the list of connections that need to be kept active such that the total time of these edges is minimum.

### Input

* connections: An adjacency matrix which is an **undirected graph** representing the connections between the airports.
* n: The number of airports

### Output

An array of pairs of length n-1 will be passed by reference to the function, where each element contains the two vertices the edge connects. This array should contain all the edges that need to be kept active when the war scenario is in effect. If a connection from airport i to airport j must be kept active, the edges array must contain pair({i,j}). **The edges may be present in any order. All equivalently minimal solutions are also accepted.**

You must also return the minimum sum of the total time.

### Constraints

* The given graph will be undirected and connected. All other general constraints hold.
* 1 <= n <= 10^3

### Interface

/\*

\* @param n: Total number of airports

\* @param edges: Array of type pair\_t of length n-1 initialized to {-1,-1}.

\* @param connections: Adjacency matrix which is an undirected

graph representing the connections between the airports

\*

\* @return value: Minimum total time

\*

\* At the end of the function must be filled with the edges belonging to the solution. The edges are represented by a pair with the start node and end node of the edge. The edges may be in any order. The start and end order in the pair

is not important as it is undirected. All equivalent solutions are accepted.

\*/

int q9(int n, pair\_t edges[n - 1], const connection\_t connections[n][n]);

### Question Samples

1. **Sample Input:**

connection\_t connections[4][4] = {

{ {0,0}, {1,2}, {2,6}, {INT\_MAX, INT\_MAX} },

{ {1,2}, {0,0}, {3,5}, {4,1} },

{ {2,6}, {3,5}, {0,0}, {5,7} },

{ {INT\_MAX, INT\_MAX}, {4,1}, {5,7}, {0,0} }

};

n = 4

edges = { {-1, -1}, {-1,-1}, {-1,-1} }

**Sample Output:**

Minimum Total Time: 8

edges = { {0,1}, {1,2}, {1,3} } (Any order of edges is accepted as the solution)

**Explanation:**

It can be seen that the paths 0 – 1, 1 – 2 and 1 – 3 need to be kept open such that every airport is connected to one another and such that the total time taken across these connections is minimum - 8 units (2 + 5 + 1). Therefore, the minimum total time that needs to be returned is 8 units and the edges array is as shown above. Note that any ordering of the edges is accepted as a solution. For example, { {1,3}, {0,1}, {1,2} } is also accepted as a valid solution. It should also be noted that the ordering within the pair can be anything as well. That is, as it is an undirected graph, edge 0 – 1 can either be represented as {0,1} or {1,0} in the solution array. Both the orders will be accepted.
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## Q10

Our customers love to travel, and when deciding where to plan their next holiday they would like to compare the travel time for different possible destinations. We would like to aid our customers in this search for a destination. So for a given source and a set of destinations, return the minimum time required to travel to these destinations.

### Input

* connections: An adjacency matrix which is a graph representing the connections between the airports.
* n: The number of airports
* destinations: An array of integers of length k which indicates the airports that must be visited with minimal cost
* k: The number of destinations
* src: A variable of type airport\_t which acts as the source to the destinations

### Output

An array costs of length k, initialized to INT\_MAX will be passed by reference. This array must be filled with the minimum time for the corresponding airport destination.

### Constraints

* 1 <= n <= 10^3
* 1 <= k <= n

### Interface

/\*

\* @param n: Total number of airports

\* @param k: Number of destination airports

\* @param src: The source of travel to the destinations

\* @param connections: Adjacency matrix which is a

graph representing the connections between the airports

\* @param destinations: Array of airport IDs that you will need to find the

minimum time for.

\* @param costs: An integer array of length k that will be initialized to

INT\_MAX

\*

\* At the end of the function, costs must be filled with the minimum cost for

the corresponding destination airport. costs[i] must be the minimum time taken

to travel to destination[i].

\*/

void q10(int n, int k, const airport\_t\* src, const connection\_t connections[n][n], const int destinations[k], int costs[k]);

### Question Samples

1. **Sample Input**

src = {0,”BLR”}

connection\_t connections[4][4] = {

{ {0,0}, {1,2}, {2,6}, {INT\_MAX, INT\_MAX} },

{ {1,2}, {0,0}, {3,5}, {4,1} },

{ {2,6}, {3,5}, {0,0}, {5,7} },

{ {INT\_MAX, INT\_MAX}, {4,1}, {5,7}, {0,0} }

};

n = 4

k = 2

destinations = [0, 2]

costs = [INT\_MAX, INT\_MAX]

**Sample Output**

costs = [3, 6]

**Explanation**

Starting from airport 3, the fastest time to reach airport 0 is via airport 1. 3->1->0 takes a time of 3 units. To reach airport 2, the direct travel time is 7, whereas via airport 1 it is reduced to 6. 3->1->2 costs 6 time units. Hence the cost for 0 is 3 and the cost for 2 is 6.

Please understand the costs array, destination[0] is 0, hence costs[0] is the cost for destination[0](which is airport 0) and it is 3. costs[1] is the cost for destination[1](which is airport 2) and it is 6.
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# 

# Build process

You will be provided with a header file (header.h), a client file, (client.c) and an implementation stub file (<SRN>.c).

* The header file will contain the definition of the required structures and the signatures of the functions that you are expected to implement
* The implementation stub file will contain the functions and some dummy return values from each of these functions to ensure that the interface is maintained
* The client file will contain sample test cases that you can use as a sanity check. **Please note that we will be running your programs against other hidden test cases that will determine the marks that you will be given**
* It should also be noted that the three files given to you (header, implementation stub and client files) are such that they can be compiled

Compile your submission file as follows:

$ gcc -c -Wall -pedantic <SRN>.c

The -Wall and -pedantic options display helpful information/warnings regarding good programming practices and can help you catch some subtle bugs. **Replace <SRN> with your SRN.**  Finally run the program as:

$ gcc -c client.c

$ gcc client.o <SRN>.o

$ ./a.out

You may find using the given Makefile provided to be more efficient. Please note to **change the SRN variable** in the Makefile provided. Run the Makefile as:

$ make

$ ./a.out

To clean your directory of object files, run:

$ make clean

# Rules

1. **Plagiarism Policy**

**You will lose all marks for the assignment if the code is found to be plagiarized**

1. Do \***not**\* modify the given header file
2. Programming guidelines:

* Do \*not\* use global variables
* Do \*not\* use any libraries other than stdlib.h, limits.h
* Do \*not\* use goto statements
* Do \*not\* use break statements unless in a switch-case clause
* Do \*not\* use continue statements
* If you define any helper functions that are not in the header, mark the functions as static
* Do \*not\* write a main function in the submission files
* Document your code with helpful comments

1. Do \***not**\* print anything in your functions, you will be penalized in this case
2. Follow the function signatures given in the header file. Do \***not**\* modify the function signatures, you will be awarded 0 in this case
3. Follow the naming convention for the submissions correctly. **FAILING TO FOLLOW THE NAMING CONVENTION WILL LEAD TO 0 MARKS**
4. **We will not allow for re-submissions, so please be careful**

# Submission

The deadline for submission is **11:59 PM 24th April 2022 (SUNDAY) IST**. You will not be granted any extension for the deadline.

You are expected to submit 1 “.c” file. The file must be named as your SRN followed by “.c”. For example: “PES1UG20CS000.c”.

Please do not send pdfs, docx files, zip, jpeg, png, etc. We will be using automated systems to evaluate each submission, we will be rejecting all files that do not follow the above conventions.

We will be using google forms as the mode for submissions, be aware, **we will \*not\* be accepting multiple submissions**.

So ensure that the files you submit are correct, and make sure to check that there are no compilation errors. Use the -Wall, -pedantic flags of the compiler to help you catch bugs. We will be compiling your programs on GNU/Linux Machines with gcc compiler version 9 or clang version 13.

You will be awarded marks based on the correctness of all your programs and you will lose marks if you have not followed any of the above rules. You will lose all your marks if the naming conventions are not followed.

**The form link for submission:** [**https://forms.gle/BCy7f5Vua5o98CyS7**](https://forms.gle/BCy7f5Vua5o98CyS7)

# Resources

* A Drive folder named “Assignment 234” containing all the aforementioned files is inside [www.tinyurl.com/UE20CS251](http://www.tinyurl.com/UE20CS251)
* A [Doubt Sheet](https://docs.google.com/spreadsheets/d/1TmflQe9DvMNHOtyC1DrfnQoAO3T8MI-YWrlrecPMry0/edit?usp=sharing) to post queries regarding the assignment

# Footnotes/Tips

* You may not need to malloc/free anything in the implementation of any of the above questions. Try to avoid it as much as possible because memory leaks are a serious threat to computers around the world.
* Regarding the function signatures, if you have never come across something like int f(int n, int mat[n][n]), these are variable length arrays(VLAs). Although their use is [discouraged](https://lore.kernel.org/all/CA+55aFzCG-zNmZwX4A2FQpadafLfEzK6CC=qPXydAacU1RqZWA@mail.gmail.com/T/#u), we feel that it would be most comfortable for you.
* Please document your code.
* Keep visiting the doubt sheet regularly. Feel free to ask questions there.