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# Постановка задачи

В данной работе необходимо реализовать умножение матриц с помощью блочного алгоритма Фокса. На вход поступает две матрицы А и В со значениями типа double, на выходе – матрица С = А\*В.

Таким образом, для достижения поставленной задачи необходимо: реализовать параллельный алгоритм Фокса, а также последовательное умножение матриц для проверки корректности работы параллельного алгоритма и оценки эффективности.

# Метод решения

Алгоритм Фокса предполагает разбиение исходных матриц (**А** и **В)** и результирующую матрицу (**С**) на блоки. Будем предполагать, что матрицы являются квадратными размера **N\*N**. Тогда количество блоков(**q**), по вертикали и горизонтали равно. Размер блока (**k)** равен **N/q.**

Разделим решение на подзадачи. Каждая подзадача будет отвечать за вычисление блока **Сij**. В качестве нумерации подзадач будем использовать индексы размещаемых в ней блоков. То есть в ходе вычислений на каждой подзадаче (**i**, **j**) располагается 4 блока:

1. **Сij –** блок результата
2. **A`ij -**  блок, получаемый в ходе вычислений.
3. **B`ij -**  блок, получаемый в ходе вычислений (в нем же размещается блок матрицы В перед началом вычислений)
4. **Aij –** блок, получаемый до начала вычислений, остается неизменным.

В соответствии с алгоритмом:

1. Блоки **Aij** и **Bij** рассылаются по подзадачам (**i**, **j**), блоки **Cij** обнуляются.
2. На каждой итерации **i=1, 2, …, q** выполняется:
   1. Блок **Alm** пересылается всем подзадачам строки **l**, где **m = (i + l ) mod q**
   2. К блоку **Сij** добавляется произведение блоков **A`ij** и **B`ij**
   3. Блок **B`ij** пересылается подзадаче, расположенной выше (блоки подзадач из первой строки посылаются блокам подзадач из последней строки).

Предположим есть матрицы А и В, количество блоков равно 3 и количество процессов равно 9, тогда после первой итерации цикла процессы будут иметь следующие блоки (каждая клеточка таблицы отвечает за один процесс):
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После выполнения второй итерации цикла:
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После выполнения третьей итерации:
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# Схема распараллеливания

Алгоритм Фокса предполагает, что каждый процесс должен иметь доступ ко всем соответствующим наборам строк матрицы А и столбцов матрицы В. Таким образом за схему распараллеливания удобно взять двумерную сетку, при этом количество процессов должно быть равно **p=q2**.

То есть общение между процессами будет происходить следующим образом, каждый процесс будет иметь возможность:

* отправить данные всем процессам своей строки (отправление блока матрица А, первый шаг итерации цикла).
* отправить данные соседу сверху и получить данные от соседа снизу (обмен блоками матрицы В, заключительный шаг итерации).

# Описание программной реализации

**Последовательный алгоритм**

1. Создается три массива (**A, B, C**) размера **N\*N**.

2. **A** и **B** заполняются случайными значениями.

3. Заполняем ***C*** на основе следующей формулы

**Параллельный алгоритм**

1. Создается три массива (**A, B, C**) размера **N\*N,** и четыре массива (**bА, bА`, bC, bВ**) размера **q\*q.**
2. На нулевом процессе **A** и **B** заполняются случайными значениями.
3. В соответствии со схемой распараллеливания рассылаются данные по процессам с помощью функции **MPI\_Send()**.
4. На каждом процессе организуется цикл от **i =0** до **q** (количество блоков).

* для каждой строчки определяется блок матрицы **А**, и рассылается всем процессам строки с помощью функции **MPI\_Bcast()**.
* Выполняется умножение блоков **bА`** и **bВ** в соответствии с формулой
* Соседние процессы обмениваются блоками матрицы **В** с помощью функции **MPI\_Sendrecv\_replace()**.

1. На нулевом процессе собираются все блоки матрицы **С** с помощью функции **MPI\_Recv()** на нулевом и **MPI\_Send()** на остальных процессах.

Код программы можно просмотреть в разделе «[Приложение](#_Приложение)».

# Подтверждение корректности

Для подтверждения корректности в программе осуществляется сравнение результатов, полученных параллельным путем и последовательным. После выполнения выводится соответствующее сообщение: в случае совпадения «OK. Matrices are equal», в случае ошибки «ERROR. Matrices are not equal».

Запустим программу для матрицы 4 на 4, для 4 процессов.

![](data:image/png;base64,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)

Видим, что результаты одинаковы, а это значит, что алгоритм работает корректно.

# Результаты экспериментов

Данные результаты получены при умножении двух квадратных матриц четырех размеров: 500, 1000, 1500 и 2000 элементов. Эксперименты проводились на 1, 4, 9, 16 и 36 процессах. Время, представленное в таблице, среднее за 10 экспериментов.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **1** | **4** | **9** | **16** | **36** |
| **500** | 1,32 | 0,63 | 0,69 | 0,8 | 0,48 |
| **1000** | 9,35 | 2,47 | 1,74 | 2,11 | 3,73 |
| **1500** | 27,7 | 9,29 | 8,5 | 5,9 | 5,6 |
| **2000** | 66,62 | 17,13 | 21,79 | 18,05 | 10,19 |

По данным экспериментов видно, что при малом порядке матриц последовательная версия работает примерно так же. Когда порядок матриц увеличивается, возрастает и разница во времени, параллельный алгоритм работает быстрее.

По графику ускорения видно, что чем больше процессов задействовано, тем ускорение выше, однако зависимость не линейная, что можно объяснить накладными расходами (затраты на пересылку данных между процессами).

# Заключение

В результате работы была написана программа, позволяющая вычислять произведение матриц двумя способами: последовательным и параллельным (алгоритм Фокса). Из проведенных экспериментов можно сделать вывод, что алгоритм имеет хорошо распараллеливаемую вычислительную часть. Использование параллельного метода существенно сокращает время при перемножении матриц больших размеров.

# Приложение

#include <iostream>

#include <time.h>

#include <mpi.h>

#include <cmath>

using namespace std;

double\* CreateRandMatrix(int size)

{

double\* tmp = new double[size\*size];

srand(time(0));

for(int i=0; i< size\*size; i++)

tmp[i] = (rand()%10000)/1000.0f;

return tmp;

}

void MultiMatrix(double\* A, double\* B, double\* C, int n)

{

for(int i = 0; i < n; ++i)

for(int j = 0; j < n; ++j)

for(int k = 0; k < n; ++k)

C[i \* n + j] += A[i \* n + k] \* B[k \* n + j];

}

int PrintMatrix(double\* A,int N)

{

for(int i=0; i<N\*N; i+=N)

{

for(int j=0; j< N; j++)

cout<<A[i+j] << " ";

cout << endl;

}

cout << endl;

return 1;

}

int CheckEqual(double \*A, double \*C, int N)

{

for(int i=0; i<N\*N; i++)

if(abs(A[i] - C[i]) > 0.000001)

return 0;

return 1;

}

typedef struct Grid

{

int rank;

int rank\_grid;

MPI\_Comm Comm\_grid;

MPI\_Comm Comm\_Row;

int procNum;

int rank\_row;

int root;

int up;

int down;

int q;

int coord[2];

}GRID;

int CreateGrid(GRID \* grid, int N)

{

MPI\_Comm\_size(MPI\_COMM\_WORLD, &grid->procNum);

MPI\_Comm\_rank(MPI\_COMM\_WORLD, &grid->rank);

int const ndims =2;

int dims[ndims], periods[ndims], reorder =1;

grid->q=dims[0]=dims[1] = sqrt((double)grid->procNum);

if((dims[0]\*dims[0] != grid->procNum) || (N % dims[0] != 0))

{

MPI\_Finalize();

cout << " Error num of proc. It must be a perfect square!" << endl;

return 1;

}

periods[0]=periods[1] = 1;

MPI\_Cart\_create(MPI\_COMM\_WORLD, ndims, dims, periods, reorder, &grid->Comm\_grid);

int coords[2] = { 0, 0 };

MPI\_Cart\_rank(grid->Comm\_grid, coords, &grid->root);

MPI\_Cart\_shift(grid->Comm\_grid, 0, 1, &grid->up, &grid->down);

MPI\_Comm\_rank(grid->Comm\_grid, &grid->rank\_grid);

MPI\_Cart\_coords(grid->Comm\_grid, grid->rank\_grid, 2, grid->coord);

int remain\_dims[2]={0,1};

MPI\_Cart\_sub(grid->Comm\_grid, remain\_dims, &grid->Comm\_Row);

MPI\_Comm\_rank(grid->Comm\_Row, &grid->rank\_row);

return 0;

}

int main(int argc, char\*\* argv)

{

double \*A = nullptr, \*B = nullptr, \*C = nullptr;

double \*blokA = nullptr, \*blokA1 = nullptr, \*blokB = nullptr, \*blokC = nullptr;

int N, sizeBlok, time;

GRID \*grid = new GRID;

MPI\_Status status;

MPI\_Datatype TypeBlok;

if(argc>1)

N=atoi(argv[1]);

else

{

cout << "Enter Matrix size. Example: Matrix.exe 4" << endl;

return 2;

}

MPI\_Init(&argc, &argv);

if ( CreateGrid(grid, N) == 1)

return 1;

sizeBlok = N/sqrt((double)grid->procNum);

blokA = new double[sizeBlok\*sizeBlok];

blokA1 = new double[sizeBlok\*sizeBlok];

blokB = new double[sizeBlok\*sizeBlok];

blokC = new double[sizeBlok\*sizeBlok];

C = new double[N\*N];

for(int i=0; i<sizeBlok\*sizeBlok; i++)

blokC[i]=0;

MPI\_Datatype temptype;

MPI\_Type\_vector(sizeBlok, sizeBlok, N, MPI\_DOUBLE, &temptype);

MPI\_Type\_create\_resized(temptype, 0, sizeBlok\*sizeBlok\*sizeof(double), &TypeBlok);

MPI\_Type\_commit(&TypeBlok);

if(grid->rank\_grid == grid->root)

{

A = CreateRandMatrix(N);

B = CreateRandMatrix(N);

for (int i = 0; i < sizeBlok; ++i)

for (int j = 0; j < sizeBlok; j++)

{

blokA[i \* sizeBlok + j] = A[i \* N + j];

blokB[i \* sizeBlok + j] = B[i \* N + j];

}

time = MPI\_Wtime();

for(int i=0; i< grid->q; i++ )

for(int j=0; j<grid->q; j++)

if((i!=0) || (j!=0))

{

int rank, coord[2] = {i,j};

MPI\_Cart\_rank(grid->Comm\_grid, coord, &rank);

MPI\_Send(&A[i\*sizeBlok\*N + j\* sizeBlok], 1, TypeBlok, rank, 0, grid->Comm\_grid);

MPI\_Send(&B[i\*sizeBlok\*N + j\* sizeBlok], 1, TypeBlok, rank, 1, grid->Comm\_grid);

}

}

else

{

MPI\_Recv(blokA, sizeBlok \* sizeBlok, MPI\_DOUBLE, 0, 0, grid->Comm\_grid, &status);

MPI\_Recv(blokB, sizeBlok \* sizeBlok, MPI\_DOUBLE, 0, 1, grid->Comm\_grid, &status);

}

for(int i=0; i<grid->q; i++)

{

int sourse = (grid->coord[0]+i)%(grid->q);

if(sourse == grid->rank\_row)

for(int j=0; j<sizeBlok\*sizeBlok; j++)

blokA1[j] = blokA[j];

MPI\_Bcast(blokA1, sizeBlok\*sizeBlok , MPI\_DOUBLE, sourse, grid->Comm\_Row);

MultiMatrix(blokA1, blokB, blokC, sizeBlok);

MPI\_Sendrecv\_replace(blokB, sizeBlok \* sizeBlok, MPI\_DOUBLE, grid->up, 1, grid->down, 1, grid->Comm\_grid, &status);

}

if(grid->rank\_grid == grid->root)

{

for (int i = 0; i < sizeBlok; ++i)

for (int j = 0; j < sizeBlok; ++j)

C[i \* N + j] = blokC[i \* sizeBlok + j];

for (int i = 0; i < grid->q; ++i)

for (int j = 0; j < grid->q; ++j)

if ((i != 0) || (j != 0))

{

int source, block\_coords[2] = { i, j };

MPI\_Cart\_rank(grid->Comm\_grid, block\_coords, &source);

MPI\_Recv(&C[i \* N \* sizeBlok + j \* sizeBlok], 1, TypeBlok, source, 4, grid->Comm\_grid, &status);

}

printf("Time parallel = %.10f\n", MPI\_Wtime() - time);

double \*res = new double [N\*N];

for(int i=0; i<N\*N; i++)

res[i]=0;

time = MPI\_Wtime();

MultiMatrix(A, B, res, N);

printf("Time linear = %.10f\n", MPI\_Wtime() - time);

if(CheckEqual(C, res, N) == 1)

cout <<"OK. Matrices are equal"<< endl;

else

cout <<"ERROR. Matrices are not equal"<<endl;

delete res;

}

else MPI\_Send(blokC, sizeBlok \* sizeBlok, MPI\_DOUBLE, grid->root, 4, grid->Comm\_grid);

MPI\_Type\_free(&TypeBlok);

MPI\_Comm\_free(&grid->Comm\_grid);

MPI\_Comm\_free(&grid->Comm\_Row);

MPI\_Finalize();

delete A;

delete B;

delete C;

delete blokA;

delete blokB;

delete blokC;

delete blokA1;

delete grid;

return 0;

}