# Exercises: Basic Algorithms

Problems for exercises and homework for the ["Java Advanced" course @ SoftUni](https://softuni.bg/trainings/2246/java-advanced-january-2019).

You can check your solutions here: <https://judge.softuni.bg/Contests/1558>.

## Reverse Array

Write a program that reverses and prints an array. Use **recursion**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1 2 3 4 5 6 | 6 5 4 3 2 1 |

## Nested Loops To Recursion

Write a program that simulates the execution of n nested loops **from 1 to n** which prints the values of all its iteration variables at any given time on a single line. **Use recursion.**

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Solution with nested loops**  **(assuming n is positive)** |
| 2 | 1 1  1 2  2 1  2 2 | **int** n = 2;  **for** (**int** f = 1; f <= n; f++) {  **for** (**int** s = 1; s <= n; s++) {  System.***out***.printf(**"%d %d%n"**, f, s);  } } |
| 3 | 1 1 1 1 1 2  1 1 3  1 2 1  1 2 2  …  3 2 3  3 3 1  3 3 2  3 3 3 | **int** n = 3;  **for** (**int** f = 1; f <= n; f++) {  **for** (**int** s = 1; s <= n; s++) {  **for** (**int** t = 1; t <= n; t++) {  System.***out***.printf(**"%d %d %d%n"**, f, s, t);  }  } } |

## Connected Areas in a Matrix

Let’s define a **connected area** in a matrix as an area of cells in which there is a **path between every two cells**.

Write a program to find **all** connected areas in a matrix.

On the console, print the **total number of areas found**, and on a separate line some info about each of the areas – its position (top-left corner) and size.

**Order** the areas by size (in descending order) so that the **largest area is printed first**. If several areas have the same size, order them **by their position**, first by the row, then by the column of the top-left corner. So, if there are two connected areas with the same size, the one which is above and/or to the left of the other will be printed first.

On the first line, you will get the **number of rows**.

On the second line, you will get the **number of columns**.

The rest of the input will be the **actual matrix**.

### Examples

|  |  |
| --- | --- |
| **Example Layout** | **Output** |
| 4  9   |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | | - | - | - | \* | - | - | - | \* | - | | - | - | - | \* | - | - | - | \* | - | | - | - | - | \* | - | - | - | \* | - | | - | - | - | - | \* | - | \* | - | - | | Total areas found: 3  Area #1 at (0, 0), size: 13  Area #2 at (0, 4), size: 10  Area #3 at (0, 8), size: 5 |
| 5  10   |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | \* | - | - | \* | - | - | - | \* | - | - | | \* | - | - | \* | - | - | - | \* | - | - | | \* | - | - | \* | \* | \* | \* | \* | - | - | | \* | - | - | \* | - | - | - | \* | - | - | | \* | - | - | \* | - | - | - | \* | - | - | | Total areas found: 4  Area #1 at (0, 1), size: 10  Area #2 at (0, 8), size: 10  Area #3 at (0, 4), size: 6  Area #4 at (3, 4), size: 6 |

### Hints

* Create a method to find the first traversable cell which hasn’t been visited. This would be the top-left corner of a connected area. If there is no such cell, this means all areas have been found.
* You can create a class to hold info about a connected area (its position and size). Additionally, you can implement IComparable and store all areas found in a SortedSet.

## The Matrix

You are given a matrix (2D array) of lowercase alphanumeric characters (a-z, 0-9), a starting position – defined by a start row startRow and a start column startCol – and a filling symbol fillChar. Let’s call the symbol originally at startRow and startCol the startChar. Write a program, which, starting from the symbol at startRow and startCol, changes to fillChar every symbol in the matrix which:

* is equal to startChar AND
* can be reached from startChar by going up (row – 1), down (row + 1), left (col – 1) and right (col + 1) and “stepping” ONLY on symbols equal startChar

So, you basically start from startRow and startCol and can move either by changing the row OR column (not both at once, i.e. you can’t go diagonally) by 1, and can only go to positions which have the startChar written on them. Once you find all those positions, you change them to fillChar.

In other words, you need to implement something like the Fill tool in MS Paint, but for a 2D char array instead of a bitmap.

### Input

On the first line, two integers will be entered – the number R of rows and number C of columns.

On each of the next R lines, C characters separated by single spaces will be entered – the symbols of the Rth row of the matrix, starting from the 0th column and ending at the C-1 column.

On the next line, a single character – the fillChar – will be entered.

On the last line, two integers – startRow and startCol – separated by a single space, will be entered.

### Output

The output should consist of R lines, each consisting of exactly C characters, **NOT SEPARATED** by spaces, representing the matrix after the fill operation has been finished.

### Constraints

0 < R, C < 20   
0 <= startRow < R   
0 <= startCol < C

All symbols in the input matrix will be lowercase alphanumerics (a-z, 0-9). The fillChar will also be alphanumeric and lowercase.

The total running time of your program should be no more than 0.1s

The total memory allowed for use by your program is 5MB

### Examples

|  |  |
| --- | --- |
| Example Input | Expected Output |
| 5 3  a a a  a a a  a b a  a b a  a b a  x  0 0 | xxx  xxx  xbx  xbx  xbx |
| 5 3  a a a  a a a  a b a  a b a  a b a  x  2 1 | aaa  aaa  axa  axa  axa |
| 5 6  o o 1 1 o o  o 1 o o 1 o  1 o o o o 1  o 1 o o 1 o  o o 1 1 o o  3  2 1 | oo11oo  o1331o  133331  o1331o  oo11oo |
| 5 6  o o o o o o  o o o 1 o o  o o 1 o 1 1  o 1 1 w 1 o  1 o o o o o  z  4 1 | oooooo  ooo1oo  oo1o11  o11w1z  1zzzzz |
| 5 6  o 1 o o 1 o  o 1 o o 1 o  o 1 1 1 1 o  o 1 o w 1 o  o o o o o o  z  4 0 | z1oo1z  z1oo1z  z1111z  z1zw1z  zzzzzz |

## Longest Increasing Subsequence

Let’s have a sequence of numbers **S = {a1, a2, … an}**. An **increasing** subsequence is a sequence of numbers within S where each number is **larger** than the previous. We **do not change the relative positions** of the numbers, e.g. we do not move smaller elements to the left to obtain longer sequences. If several sequences with equal length exist, find the left-most of them

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1 2 5 3 4 | 1 2 3 4 |
| 4 3 2 1 | 4 |
| 4 2 -1 3 5 5 | 2 3 5 |

### Solution

### Dynamic Programming Approach

The LIS problem can be solved by dividing it into sub-problems – for each element at **index** i of the **sequence** S, find the LIS in the range [**S0** … **Si**].

Example for S = { 3, 14, 5, 12, 15, 7, 8, 9, 11, 10, 1 }:

* LIS { 3 } => { 3 }
* LIS { 3, 14 } => { 3, 14 }
* LIS { 3, 14, 5 } => { 3, 5 }
* LIS { 3, 14, 5, 12 } => { 3, 5, 12 }
* etc.

For each index, we’ll **keep track of the length of the LIS up to that index** and the **previous index** of the LIS. E.g., the length of the LIS at index **5** is **3**, the longest sequence ending in seq[5] is {3, 5, 7} and the index of the previous element of the subsequence (the number 5) is 2. The table below illustrates these computations:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| index | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| S[] | **3** | **14** | **5** | **12** | **15** | **7** | **8** | **9** | **11** | **10** | **1** |
| len[] | 1 | 2 | 2 | 3 | 4 | 3 | 4 | 5 | 6 | 6 | 1 |
| prev[] | -1 | 0 | 0 | 2 | 3 | 2 | 5 | 6 | 7 | 7 | -1 |
| LIS | {3} | {3,14} | {3,5} | {3,5,12} | {3,5,12,15} | {3,5,7} | {3,5,7,8} | {3,5,7,8,9} | {3,5,7,8,9,11} | {3,5,7,8,9,10} | {1} |

We need to calculate the info in the above table for every element of the original sequence S, so we’ll need two additional arrays with length equal to the length of S. Translating this into code within our method, we get:

![](data:image/png;base64,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)

### Calculate LIS at Each Index

To obtain the longest increasing sequence up to a given index, we just have to find the LIS up to that point to which the current element can be appended as the largest. That is why, when considering the sequence {3, 14, 5} we obtained {3, 5}; we want to know the longest sequence in which the current number (5) participates.

We’ll do the following:

* loop through each number in the sequence;
* find the longest sequence up to that point which ends with a number which is smaller than the current.

Remember that we keep track of the length of each LIS in the len[] array. Restore the sequence.