# Adatbázis dokumentáció:

## ’actings’ táblázat:

Adatkapcsolótáblázat az ’actors’ és ’games’ táblázathoz. Azt mutatja, hogy melyik játékokban milyen színészek játszottak, kiegészítve ezt a színész által eljátszott szereppel.

CREATE TABLE `actings` (

  `id` int(10) UNSIGNED NOT NULL,

  `role` varchar(100) DEFAULT NULL COMMENT 'A színész által eljátszott karakter',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `ActorId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A szénészek és játékokat kapcsolja össze kiegészítve a színész által eljátszott szereppel';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A role a színész által eljátszott karakter, karakterlánc, maximum 100 karakter, lehet üres is, mert van, olyan eset mikor a színész fel van tűntetve, de nincs tisztázva a szerepe. A GameId játék azonosítója a games táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. Az ActorId színész azonosítója az actors táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `actings`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Actings\_ActorId\_GameId\_unique` (`GameId`,`ActorId`),

  ADD KEY `ActorId` (`ActorId`);

Az id oszlopot elsődleges kulccsá tesszük. Megadjuk, hogy egy színész játék kapcsolat egyedi legyen, így nem ismétlődhet. Az ActorId-hez hozzárendeljük, hogy kulcs legyen.

ALTER TABLE `actings`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `actings`

  ADD CONSTRAINT `actings\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `actings\_ibfk\_2` FOREIGN KEY (`ActorId`) REFERENCES `actors` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. A GameId-hez és ActorId-hez hozzárendeljük, hogy hogy idegen kulcsként működjenek, előbbinél a games táblázat id oszlopának, az utóbbi esetén az actors tábla id oszlopához. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’actors’ táblázat:

Tárolja a játékokban megjelenő színészek nevét, illetve egy képet róluk.

CREATE TABLE `actors` (

  `id` int(10) UNSIGNED NOT NULL,

  `firstName` varchar(100) DEFAULT NULL COMMENT 'A színész keresztneve',

  `lastName` varchar(100) DEFAULT NULL COMMENT 'A színész vezetékneve',

  `profilePicture` varchar(255) DEFAULT NULL COMMENT 'A színészről tárolt kép elérési útvonala'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A színészek adatait tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A firstName a színész keresztneve, ami karakterlánc, maximum 100 karakter, lehet üres. A lastName a színész vezetékneve, ami karakterlánc, maximum 100 karakter, lehet üres. A profilePicture a színész profilképének az elérési útvonala, ami, karakterlánc, maximum 255 karakter, lehet üres.

ALTER TABLE `actors`

  ADD PRIMARY KEY (`id`);

Megadjuk az id-nek, hogy elsődleges kulcs legyen.

ALTER TABLE `actors`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=62;

Az id-nek megadjuk, hogy az értékét automatikusan növelje.

## ‘agerating’ táblázat:

Korhatár besorolás a játékokhoz, mivel több intézet foglalkozik ezzel, ezért egy játéknak lehet több, akár különböző besorolása az intézményektől.

CREATE TABLE `ageratings` (

  `id` int(10) UNSIGNED NOT NULL,

  `rating` varchar(10) NOT NULL COMMENT 'A korhatár besorolás',

  `institution` varchar(4) NOT NULL COMMENT 'A korhatár besorolást intéző intézmény',

  `url` varchar(255) NOT NULL COMMENT 'A korhatár besorolás képének az elérési útvonala'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Korhatár besorolások adatait tartalmazó tábla';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A rating a korhatár besorolás, ami karakterlánc, maximum 10 karakter, nem lehet üres, mert kötelező adat. Az institution a korhatár besorolást adó szervezet, ami karakterlánc, maximum 4 karakter, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a ’games’ táblázatból, ami egész szám, nem lehet üres, mert kötelező adat.

ALTER TABLE `ageratings`

  ADD PRIMARY KEY (`id`);

Megadjuk, hogy az id legyen elsődleges kulcs.

ALTER TABLE `ageratings`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

Az azonosítónak megadjuk, hogy az értékét automatikusan növelje.

## ’creations’ táblázat:

A ’creators’ és ’games’ táblázatot köti össze kiegészítve ezt azzal, hogy a fejlesztő milyen területen járult hozzá a játék elkészítéséhez.

CREATE TABLE `creations` (

  `id` int(10) UNSIGNED NOT NULL,

  `field` varchar(50) DEFAULT NULL COMMENT 'A személy munkaterületét írja le',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `CreatorId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Összeköti a készítőket az általuk részt vett játékokkal és hogy milyen téren vett részt';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A field azt mutatja, hogy a készítő milyen területen dolgozott az adott játékon, karakterlánc, maximum 50 karakter, lehet üres az olyan esetek miatt, ahol nem tisztázott a személy szerepe. A GameId a játék azonosítója a ’games’ táblázatból, egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A CreatorId a készítő azonosítója a ’creator’ táblázatból, egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, kötelező adat.

ALTER TABLE `creations`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Creations\_CreatorId\_GameId\_unique` (`GameId`,`CreatorId`),

  ADD KEY `CreatorId` (`CreatorId`);

Megadjuk, hogy az azonosító legyen az elsődleges kulcs. Egy adott játék és fejlesztő kapcsolat egyedi, így nem ismétlődhet. Végül kulcsokká alakítjuk a GameId és CreatorId oszlopokat.

ALTER TABLE `creations`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `creations`

  ADD CONSTRAINT `creations\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `creations\_ibfk\_2` FOREIGN KEY (`CreatorId`) REFERENCES `creators` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötéseket hozunk létre, hogy a GameId oszlop a games tábla id oszlopának az idegen kulcsa legyen. Hasonlóan a CreatorId oszlop pedig a creators tábla id oszlop idegen kulcsa legyen. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’creators’ táblázat:

A játék fejlesztőit tartalmazza, és hogy milyen területen dolgoznak, bele értve a producereket, rendezőket és zeneszerzőket.

CREATE TABLE `creators` (

  `id` int(10) UNSIGNED NOT NULL,

  `firstName` varchar(100) DEFAULT NULL COMMENT 'A készítő keresztneve',

  `lastName` varchar(100) DEFAULT NULL COMMENT 'A készítő vezetékneve'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokban részvevő készítőket tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A firstName a személy keresztneve, ami karakterlánc, maximum 100 karakter, lehet üres. A lastName a személy vezetékneve, ami karakterlánc, maximum 100 karakter, lehet üres.

ALTER TABLE `creators`

  ADD PRIMARY KEY (`id`);

ALTER TABLE `creators`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

Az id oszlopot elsődleges kulcsra alakítjuk, majd megadjuk, hogy az értékét automatikusan növelje.

## ’favourites’ táblázat:

A felhasználók által kedvencekbe elmentett játékok.

CREATE TABLE `favourites` (

  `id` int(10) UNSIGNED NOT NULL,

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `UserId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A felhasználók által a kedvencekbe mentett játékaikat tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A UserId a felhasználó azonosítója a users tábla id oszlopából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a games tábla id oszlopából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `favourites`

  ADD PRIMARY KEY (`id`),

  ADD KEY `GameId` (`GameId`),

  ADD KEY `UserId` (`UserId`);

Az id-nek megadjuk, hogy elsődleges kulcs. A UserId és GameId oszlopokat kulcsokká alakítjuk.

ALTER TABLE `favourites`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `favourites`

  ADD CONSTRAINT `favourites\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `favourites\_ibfk\_2` FOREIGN KEY (`UserId`) REFERENCES `users` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a UserId idegen kulcs legyen a users tábla id oszlopának, illetve a GameId is idegen kulcs legyen a games tábla id oszlopának. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord kerüljön törlésre.

## ’gamepictures’ táblázat:

Ez a tábla a játékokhoz tartozó képeknek az elérési útját tárolják játék betekintésére szánt képeket.

CREATE TABLE `gamepictures` (

  `id` int(10) UNSIGNED NOT NULL,

  `url` varchar(255) NOT NULL COMMENT 'A képernyőkép elérési útvonala',

  `GameId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékok képernyőképeinek az elérési útvonalait tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. Az url a kép elérési útvonala, ami karakterlánc, maximum 255 karakter, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a ’games’ táblából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `gamepictures`

  ADD PRIMARY KEY (`id`),

  ADD KEY `GameId` (`GameId`);

Az id-nek megadjuk, hogy elsődleges kulcs. A GameId oszlopot kulccsá alakítjuk.

ALTER TABLE `gamepictures`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `gamepictures`

  ADD CONSTRAINT `gamepictures\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának. Megadjuk, hogy ha a szülő rekord rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre, ha a szülő rekord elsődleges azonosítója megváltozik, az összekötő rekord kövesse le a változást.

## ’games’ táblázat:

Ez a fő táblázat, itt tárolódnak a játék egyedi adatai.

CREATE TABLE `games` (

  `id` int(10) UNSIGNED NOT NULL,

  `gameTitle` varchar(350) NOT NULL COMMENT 'A játék címe',

  `altGameTitle` varchar(350) DEFAULT NULL COMMENT 'A játék esetleges alternatív címe',

  `description` varchar(255) NOT NULL COMMENT 'Rövid leírás a játékról',

  `release` date NOT NULL COMMENT 'A játék legelső megjelenési dátuma',

  `boxart` varchar(255) DEFAULT NULL COMMENT 'A játék borító képének az elérési útvonala',

  `promoArt` varchar(255) DEFAULT NULL COMMENT 'Egy olyan széles felbontású kép a játékról',

  `controllerSupport` int(10) UNSIGNED DEFAULT NULL COMMENT 'A játék kontroller támogatásának száma, a NULL azt jelenti hogy nem releváns, a 0 hogy nincs támogatás, az 1 hogy csak xbox típusú kontrollert támogat, a 2 hogy az xbox mellet a playstation részleges támogatást kap, a 3 hogy xbox és playstation kontrollert is teljesen támogat',

  `crossplatform` int(10) UNSIGNED DEFAULT NULL COMMENT 'A crossplay támogatás száma, a NULL azt jelenti hogy nem releváns, a 0 hogy nincs, az 1 hogy részleges támogatás, a 2 hogy teljes támogatás',

  `crossPlatformException` varchar(255) DEFAULT NULL COMMENT 'Azt magyarázza hogy a részleges crossplay támogatást mit jelent az adott játék esetén'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékok egyedi adatait tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A gameTitle a játék neve, ami karakterlánc, maximum 350 karakter, nem lehet üres, mert kötelező adat. Az altGameTitle a játék alternatív neve, ami jöhet onnan, hogy más régióban más nevet vagy számozást kapott, illetve egy kisegítő, ha az eredeti neve megegyezik egy másik játék nevével, karakterlánc típusú, maximum 350 karakter, lehet üres. A description a játék rövid leírása, ami karakterlánc, maximum 255 karakter, nem lehet üres, mert kötelező adat. A release a játék legelső megjelenési ideje, ami dátum típusú, nem lehet üres, mert kötelező adat. A boxart a játék borítóképének az elérési útvonala, ami karakterlánc, maximum 255 karakter, lehet üres. A promoart a játékhoz tartozó nagyobb méretű promóciós képe, ami karakterlánc, maximum 255 karakter, lehet üres. A controllerSupport azt mutatja, hogy támogatja egy kontroller használatot számítógépen, előjel nélküli, mert nem lehet negatív, egész szám, ami ezeket az eseteket jelöli: a NULL, hogy nem releváns, mert pl PC-re nem jelent meg vagy hiányzik, 0, vagyis nincs natív kontroller támogatás. 1, vagyis csak Xbox kontroller támogatása van. 2, vagyis Playstation kontroller esetén nincs teljes támogatás, ami során a kontroller működik, de nem a megfelelő gombkiosztás jelenik meg. 3, vagyis Xbox és Playstation kontrollert egyaránt támogat. A crossplatform azt mutatja meg hogy támogatja e, hogy a játékokat különböző platformokon egymással tudjanak-e játszani, előjel nélküli, mert nem lehet negatív, egész szám, ami ezeket az eseteket tárolja: NULL, nem releváns, mert a játéknak nincs több játékos módja, 0, vagyis nincs crossplatfrom. 1, részleges támogatás van. 2, vagyis konzolok és számítógépek között egyaránt. A crossPlatformException az elöbbi esetet bővití ki, ha szükséges, a félreértéseket elkerülve, karakterlánc típusú, maximum 255 karakter, lehet üres.

ALTER TABLE `games`

  ADD PRIMARY KEY (`id`);

ALTER TABLE `games`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

A games táblának az id oszlopát elsődleges kulcsnak adjuk meg. Majd megadjuk, hogy értékét automatikusan növelje.

## ’gamesawards’ táblázat:

Összekötő tábla a games és awards tábla között, ami a díjakat a játékokkal összeköti, hozzáadva hogy melyik évben jelölték a díjra és hogy megnyerte-e.

CREATE TABLE `gamesawards` (

  `id` int(10) UNSIGNED NOT NULL,

  `year` int(10) UNSIGNED NOT NULL COMMENT 'Az év amikor a játékot a díjra jelölték',

  `result` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'Az eredmény, ahol a 0 azt jelenti hogy a játékot csak jelölték a díjra, az 1 hogy megnyerte a díjat',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `AwardId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokat köti össze azokkal a díjakkal, amelyekre jeölték és az adott jelölésre specifikus adatokkal kiegészítve';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A year a díjazás éve, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A result a díjazás eredménye, ami logikai, ha igaz, akkor a játék megnyerte a díjat, ha hamis, akkor csak jelölve volt, alapértelmezetten hamis. A GameId a játék azonosítója a ’games’ táblából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. Az AwardId a díj azonosítója az ’awards’ táblából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `gamesawards`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Gamesawards\_AwardId\_GameId\_unique` (`GameId`,`AwardId`),

  ADD KEY `AwardId` (`AwardId`);

A games táblának az id oszlopát elsődleges kulcsnak adjuk meg. Megadjuk, hogy egy játék és díj összekötés egyedi legyen, így nem ismételhető. Az AwardId oszlopot kulcsá alakítjuk.

ALTER TABLE `gamesawards`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `gamesawards`

  ADD CONSTRAINT `gamesawards\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `gamesawards\_ibfk\_2` FOREIGN KEY (`AwardId`) REFERENCES `awards` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az AwardId legyen az award tábla id oszlopának az idegen kulcsa. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’gameslanguages’ táblázat:

Összekötő tábla a ’games’ és ’languages’ között, hozzá adva hogy a játékhoz tartozik e szinkron az adott nyelven.

CREATE TABLE `gameslanguages` (

  `id` int(10) UNSIGNED NOT NULL,

  `dub` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'Az adott nyelvhez tartozik-e szinkron, a 0 nemet jelent, az 1 az igent',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `LanguageId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokat köti össze a játék által támogatott nyelvekkel kiegészítve, hogy tartozik-e hozzá szinkron';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A dub azt mutatja, hogy tartozik-e a játékhoz szinkron is, ami logikai, ha igaz, akkor a játék az adott nyelven szinkronizálva is van, ha hamis, akkor csak felirat érhető el, nem lehet üres, kötelező adat, alapvetően hamis. A GameId a játék azonosítója a ’games’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A LanguageId a nyelv azonosítója a ’languages’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `gameslanguages`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Gameslanguages\_LanguageId\_GameId\_unique` (`GameId`,`LanguageId`),

  ADD KEY `LanguageId` (`LanguageId`);

Az id-nek megadjuk, hogy elsődleges kulcs. Megadjuk, hogy egy játék és nyelv összekötés egyedi eset legyen, így nem ismétlődhet. A LanguageId oszlopot kulcsá alakítjuk.

ALTER TABLE `gameslanguages`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `gameslanguages`

  ADD CONSTRAINT `gameslanguages\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `gameslanguages\_ibfk\_2` FOREIGN KEY (`LanguageId`) REFERENCES `languages` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az LanguageId legyen az languages tábla id oszlopának az idegen kulcsa. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’gamesplatforms’ táblázat:

Összekötő tábla a ’games’ és az ’platforms’ között, további információt nem tartalmaz.

CREATE TABLE `gamesplatforms` (

  `id` int(10) UNSIGNED NOT NULL,

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `PlatformId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokat köti össze azokkal a platformokkal amelyeken megjelentek';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a ’games’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A PlatformId a platform azonosítója a ’platforms’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `gamesplatforms`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Gamesplatforms\_PlatformId\_GameId\_unique` (`GameId`,`PlatformId`),

  ADD KEY `PlatformId` (`PlatformId`);

Az id-nek megadjuk, hogy elsődleges kulcs. Megadjuk, hogy a játék és platform összeköttetés egyedi legyen, így nem ismétlődhet. A PlatformId oszlopot kulccsá alakítjuk.

ALTER TABLE `gamesplatforms`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `gamesplatforms`

  ADD CONSTRAINT `gamesplatforms\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `gamesplatforms\_ibfk\_2` FOREIGN KEY (`PlatformId`) REFERENCES `platforms` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az PlatformId legyen az platforms tábla id oszlopának az idegen kulcsa. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’gametags’ táblázat:

Összekötő tábla a ’games’ és az ’tags’ között, további információt nem tartalmaz

CREATE TABLE `gamestags` (

  `id` int(10) UNSIGNED NOT NULL,

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `TagId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokat köti azokkal a címkékkel amelyek a játékra illenek';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a ’games’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A TagId a tag azonosítója a ’tags’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `gamestags`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Gamestags\_TagId\_GameId\_unique` (`GameId`,`TagId`),

  ADD KEY `TagId` (`TagId`);

Az id-nek megadjuk, hogy elsődleges kulcs. Megadjuk, hogy egy játék és címke kapcsolat egyedi legyen, így nem ismétlődhet. A TagId oszlopot kulccsá alakítjuk.

ALTER TABLE `gamestags`

  ADD CONSTRAINT `gamestags\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `gamestags\_ibfk\_2` FOREIGN KEY (`TagId`) REFERENCES `tags` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az TagId legyen az tags tábla id oszlopának az idegen kulcsa. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’languages’ táblázat:

Ez a tábla a különböző nyelveket tartalmaz, amelyek játékok esetén előfordulnak.

CREATE TABLE `languages` (

  `id` int(10) UNSIGNED NOT NULL,

  `language` varchar(25) NOT NULL COMMENT 'A nyelv neve'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékokban előforduló nyelveket tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A language a nyelv neve, ami karakterlánc, maximum 25 karakter, nem lehet üres, mert kötelező adat.

ALTER TABLE `languages`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `language` (`language`);

ALTER TABLE `languages`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=20;

Az id-nek megadjuk, hogy elsődleges kulcs és hogy a language egyedi adat legyen, szóval két megegyező nevű rekord ne legyen lehetséges. Végül megadjuk, hogy az id az értékét automatikusan növelje.

## ’pcspecs’ táblázat:

A játék minimum és ajánlott gépigényét tárolja. Az eszközök általános rövidítéseit használja, és ami a minimumhoz tartozik, ott szerepel a „min” szó.

CREATE TABLE `pcspecs` (

  `id` int(10) UNSIGNED NOT NULL,

  `minOp` varchar(50) NOT NULL COMMENT 'A minimum rendszer követelményben meghatározott operációs rendszer',

  `minCpu` varchar(100) NOT NULL COMMENT 'A minimum rendszer követelményben meghatározott processzor',

  `minRam` varchar(10) NOT NULL COMMENT 'A minimum rendszer követelményben meghatározott memória',

  `minGpu` varchar(100) NOT NULL COMMENT 'A minimum rendszer követelményben meghatározott videókártya',

  `minDirectx` varchar(20) DEFAULT NULL COMMENT 'A minimum rendszer követelményben meghatározott DirectX verziója',

  `op` varchar(50) DEFAULT NULL COMMENT 'Az ajánlott rendszer követelményben meghatározott operációs rendszer',

  `cpu` varchar(100) DEFAULT NULL COMMENT 'Az ajánlott rendszer követelményben meghatározott processzor',

  `ram` varchar(10) DEFAULT NULL COMMENT 'Az ajánlott rendszer követelményben meghatározott memória',

  `gpu` varchar(100) DEFAULT NULL COMMENT 'Az ajánlott rendszer követelményben meghatározott videókártya',

  `directx` varchar(20) DEFAULT NULL COMMENT 'Az ajánlott rendszer követelményben meghatározott DirectX verzió',

  `storage` varchar(10) DEFAULT NULL COMMENT 'Az rendszer követelményben meghatározott háttártáron szükséges szabad hely',

  `sidenote` varchar(255) DEFAULT NULL COMMENT 'Egyéb rendszerkövetelmény',

  `GameId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékok rendszer követelményeit tárolja';

Az id, az azonosító, egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, kötelező adat. A minop az a minimum szükséglet operációsrendszer terén, karakterlánc, maximum 50 karakter, nem lehet üres, kötelező adat. A mincpu a minimum szükséglet a processzor terén, karakterlánc, maximum 100 karakter, nem lehet üres, kötelező adat. A minram a minimum szükséglet a memória terén, karakterlánc, maximum 10 karakter, nem lehet üres, kötelező adat. A mingpu a minimum szükséglet a videókártya terén, karakterlánc, maximum 100 karakter, nem lehet üres, kötelező adat. A mindirectx a minimum szükséglet a directx verzió terén, karakterlánc, maximum 20 karakter, nem lehet üres, kötelező adat. Az op az ajánlott szükséglet operációsrendszer terén, karakterlánc, maximum 50 karakter. A cpu az ajánlott szükséglet a processzor terén, karakterlánc, maximum 100 karakter. A ram az ajánlott szükséglet a memória terén, karakterlánc, maximum 10 karakter. A gpu az ajánlott szükséglet a videókártya terén, karakterlánc, maximum 100 karakter. A directx az ajánlott szükséglet a directx verzió terén, karakterlánc, maximum 20 karakter. A storage a szükséges szabad tárhely, karakterlánc, maximum 10 karakter, nem lehet üres, kötelező adat. A sidenote az egyéb megjegyzéseket tartalmazza, karakterlánc, maximum 255 karakter. A GameId a játék azonosítója a ’games’ táblából, egész szám, előjel nélküli, mert nem lehet negatív.

ALTER TABLE `pcspecs`

  ADD PRIMARY KEY (`id`),

  ADD KEY `GameId` (`GameId`);

Az id-nek megadjuk, hogy elsődleges kulcs. A GameId oszlopot kulcsra alakítjuk.

ALTER TABLE `pcspecs`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=17;

ALTER TABLE `pcspecs`

  ADD CONSTRAINT `pcspecs\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának és hogy ha a szülő rekord törlésre kerül akkor gyermek rekord is törlődjön, ha megváltozik az elsődleges kulcs, akkor kövesse a változtatást.

## ’platforms’ táblázat:

Ez a táblázat tartalmazza játék platformokat/konzolokat tartalmaz.

CREATE TABLE `platforms` (

  `id` int(10) UNSIGNED NOT NULL,

  `platform` varchar(40) NOT NULL COMMENT 'A platform neve'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Különböző platformokat tárol, amelyek hivatalosan támogatják a játékok futtatását';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A GameId a játék azonosító a ’games’ táblából, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A platform mező a platform, avagy konzol neve, ami karakterlánc, maximum 40 karakter, nem lehet üres, mert kötelező adat.

ALTER TABLE `platforms`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `platform` (`platform`);

ALTER TABLE `platforms`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

Az id-nek megadjuk, hogy elsődleges kulcs és hogy a platform egyedi adat legyen, szóval két megegyező nevű rekord ne legyen lehetséges. Végül megadjuk, hogy az id az értékét automatikusan növelje.

## ’rating’ táblázat:

A játékok értékeléseit tartalmazza, amit a regisztrált felhasználók adtak.

CREATE TABLE `ratings` (

  `id` int(10) UNSIGNED NOT NULL,

  `positive` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'Az értékelés, ha 0 az negatív értékelést jelent míg az 1 pozitívat',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `UserId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A játékok felhasználói értékeléseit tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A positive a felhasználó értékelése, ami logikai, ahol a hamis azt jelzi, hogy a felhasználó negatívan értékelte, az igaz meg hogy pozitívan értékelte, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója a ’games’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A UserId a felhasználó azonosítója a ’users’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat.

ALTER TABLE `ratings`

  ADD PRIMARY KEY (`id`),

  ADD KEY `GameId` (`GameId`),

  ADD KEY `UserId` (`UserId`);

Az id-nek megadjuk, hogy elsődleges kulcs. A GameId és UserId oszlopokat kulcsokká alakítjuk.

ALTER TABLE `ratings`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `ratings`

  ADD CONSTRAINT `ratings\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `ratings\_ibfk\_2` FOREIGN KEY (`UserId`) REFERENCES `users` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az UserId legyen az users tábla id oszlopának az idegen kulcsa. Mindkét esetben megadjuk, hogy ha a szülő rekord törlésre kerül, akkor az összekötő táblában a rekord törlődjön, ha a szülő rekord elsődleges kulccsa megváltozik, akkor kövesse le a változtatást.

## ’reviews’ táblázat:

A felhasználók által írt kritikákat tárolja egy specifikus játék esetén.

CREATE TABLE `reviews` (

  `id` int(10) UNSIGNED NOT NULL,

  `title` varchar(100) NOT NULL COMMENT 'A kritika címe',

  `content` text NOT NULL COMMENT 'A kritika törzs szövege',

  `date` date NOT NULL COMMENT 'A kritika létrehozásának a dátuma',

  `UserId` int(10) UNSIGNED DEFAULT NULL,

  `GameId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A felhasználók által írt játék kritikákat tárolja';

Az id a kritika azonosítója, egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, kötelező adat. A title a kritika címe, karakterlánc, maximum 100 karakter, nem lehet üres, kötelező adat. A content a kritika törzs szövege, szöveg típusú, nem lehet üres, mert kötelező adat. A date a kritika létrehozásának dátuma, nem lehet üres, kötelező adat. A UserId a felhasználó azonosítója a users táblázatból, egész szám, előjel nélküli, mert nem lehet negatív. A GameId a játék azonosítója a games táblázatból, egész szám, előjel nélküli, mert nem lehet negatív szám.

ALTER TABLE `reviews`

  ADD PRIMARY KEY (`id`),

  ADD KEY `UserId` (`UserId`),

  ADD KEY `GameId` (`GameId`);

Az azonosítót elsődleges kulccsá alakítjuk. A UserId és GameId oszlopokat kulcsokká alakítjuk.

ALTER TABLE `reviews`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `reviews`

  ADD CONSTRAINT `reviews\_ibfk\_1` FOREIGN KEY (`UserId`) REFERENCES `users` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `reviews\_ibfk\_2` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az azonosítónak megadjuk, hogy az értékét automatikusan növelje. Megadjuk, hogy a UserId idegen kulcsként funkcionáljon a users tábla id oszlopának, a GameId pedig a games tábla id oszlopának. Mindkét idegen kulcs esetén, ha a szülő rekord törlésre kerül, akkor az összekötő tábla rekordja törlődjön, és ha a szülő rekordok elsődleges kulcsát megváltoztatják, az összekötő tábla kövesse le változást.

## ’studios’ táblázat:

A játék fejlesztő és kiadó stúdiókat tárolja és ezeknek a logóját.

CREATE TABLE `studios` (

  `id` int(10) UNSIGNED NOT NULL,

  `name` varchar(50) NOT NULL COMMENT 'A stúdió neve'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Különböző játék stúdiókat tárol';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A name a cég neve, ami karakterlánc, maximum 50 karakter, nem lehet üres, mert kötelező adat.

ALTER TABLE `studios`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `name` (`name`);

ALTER TABLE `studios`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=30;

Az id-nek megadjuk, hogy elsődleges kulcs és hogy a name egyedi adat legyen, szóval két megegyező nevű rekord ne legyen lehetséges. Végül megadjuk, hogy az id az értékét automatikusan növelje.

## ’studiosgames’ táblázat:

Összeköti a ’games’ és a ’studios’ táblázatot azonosító alapján, kiegészítve ezt azzal, hogy az adott játék esetén fejlesztő és/vagy kiadói szerepet töltöttek be.

CREATE TABLE `studiosgames` (

  `id` int(10) UNSIGNED NOT NULL,

  `isDeveloper` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'A stúdió részt vett-e a játék fejlesztésében, a 0 nemet, az 1 igent jelent',

  `isPublisher` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'A stúdió részt vett-e a játék kiadásában, a 0 nemet, az 1 igent jelent',

  `GameId` int(10) UNSIGNED DEFAULT NULL,

  `StudioId` int(10) UNSIGNED DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Összeköti a játékokat a hozzájuk tartozó stúdiókkal kiegészítve a stúdió szerepével';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A GameId a játék azonosítója, a ’games’ táblázatból kerül ide az ’id’ oszlop, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A StudioId a stúdió azonosítója a ’studios’ táblázatból, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. Az isDeveloper azt mutatja, hogy a stúdió fejlesztette-e a játékot, ami logikai, nem lehet üres, mert kötelező adat, alapvetően hamis. Az isPublisher azt mutatja, hogy a stúdió kiadta-e a játékot, ami logikai, nem lehet üres, mert kötelező adat.

ALTER TABLE `studiosgames`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `Studiosgames\_StudioId\_GameId\_unique` (`GameId`,`StudioId`),

  ADD KEY `StudioId` (`StudioId`);

Az id-nek megadjuk, hogy elsődleges kulcs. A StudioId oszlopot kulccsá alakítjuk.

ALTER TABLE `studiosgames`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

ALTER TABLE `studiosgames`

  ADD CONSTRAINT `studiosgames\_ibfk\_1` FOREIGN KEY (`GameId`) REFERENCES `games` (`id`) ON DELETE CASCADE ON UPDATE CASCADE,

  ADD CONSTRAINT `studiosgames\_ibfk\_2` FOREIGN KEY (`StudioId`) REFERENCES `studios` (`id`) ON DELETE CASCADE ON UPDATE CASCADE;

Az id-nek megadjuk, hogy az értékét automatikusan növelje. Megkötésekben megadjuk, hogy a GameId idegen kulcs legyen a games tábla id oszlopának, illetve az StudioId legyen az users tábla id oszlopának az idegen kulcsa. Megadjuk, hogy ha bármely két szülő rekord elsődleges kulcsát megváltoztatják, a változtatást ez a tábla kövesse le, és változtassa meg az idegen kulcs értékét az új értékre. Ha egy szülő rekord törlésre kerül, akkor az összekötő rekord is kerüljön törlésre.

## ’tags’ táblázat:

A játékokhoz tartozó címkék, avagy ’tag’-ek, ami a játékhoz illenek.

CREATE TABLE `tags` (

  `id` int(10) UNSIGNED NOT NULL,

  `tag` varchar(40) NOT NULL COMMENT 'A címke neve'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='Különböző címkéket tárol amivel a játékokat lehet besorolni';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A tag a játék címkéje, ami stílust, illetve műfajt jelöl, karakterlánc típusú, maximum 40 karakter, nem lehet üres, mert kötelező adat.

ALTER TABLE `tags`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `tag` (`tag`);

ALTER TABLE `tags`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=0;

Az id-nek megadjuk, hogy elsődleges kulcs és hogy a tag egyedi adat legyen, szóval két megegyező nevű rekord ne legyen lehetséges. Végül megadjuk, hogy az id az értékét automatikusan növelje.

## ’users’ táblázat:

Információk a felhasználókról.

CREATE TABLE `users` (

  `id` int(10) UNSIGNED NOT NULL,

  `username` varchar(30) NOT NULL COMMENT 'A felhasználó által megadott becenév',

  `password` varchar(255) NOT NULL COMMENT 'A felhasználó jelszava titkosítva',

  `email` varchar(255) NOT NULL COMMENT 'A felhasználó email címe',

  `admin` tinyint(1) NOT NULL DEFAULT 0 COMMENT 'A felhasználó admin státusza, ahol a 0 azt jelenti hogy csak általános felhasználó, míg az 1 azt jelenti hogy admin',

  `creation` date NOT NULL COMMENT 'A felhasználó fiókjának létrehozásának a dátuma'

) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_general\_ci COMMENT='A felhasználók adatait tárolja';

Az id az azonosító, ami egész szám, előjel nélküli, mert nem lehet negatív, nem lehet üres, mert kötelező adat. A username a felhasználó neve, ami karakterlánc, maximum 30 karakter, nem lehet üres, mert kötelező adat. A password a felhasználó jelszava titkosítva, ami karakterlánc, maximum 255 karakter, nem lehet üres, mert kötelező adat. Az email mező a felhasználó email címe, ami karakterlánc, maximum 255 karakter, nem lehet üres, mert kötelező adat. Az admin azt mutatja, hogy a felhasználó rendelkezik-e admin jogokkal, ami logikai, nem lehet üres, mert kötelező adat. A creation a profil létrehozásának időpontja, ami dátum típusú, nem lehet üres, mert kötelező adat.

ALTER TABLE `users`

  ADD PRIMARY KEY (`id`),

  ADD UNIQUE KEY `username` (`username`),

  ADD UNIQUE KEY `email` (`email`);

Az id-nek megadjuk, hogy elsődleges kulcs. Az email és username oszlopok egyedinek állítjuk be, hogy ne engedjen két ugyanolyan rekordot a táblába.

ALTER TABLE `users`

  MODIFY `id` int(10) UNSIGNED NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=;

Megadjuk, hogy az id az értékét automatikusan növelje.

# Backend dokumentáció

## HTTP kérések

|  |  |  |  |
| --- | --- | --- | --- |
| URL | Metódus | Magyarázat | Státusz kódok |
| / | GET | A főoldalon megjelennek a hamarosan megjelenő játékok, a nemrég megjelent játékok, továbbá 15 db játékot a következő kategóriákban: lövöldöző, kaland, szerepjáték, versenyzős és stratégia. | 200 – Adatok sikeresen lekérdezve  500 – Ismeretlen hiba |
| PUT | A főoldalon egy működő kereső mező, ami a játékokat tud keresni az eredeti, illetve alternatív nevével is, a keresendő szöveget a frontend elküldi, amit a backend feldolgozz. | 200 – Keresés eredményei lekérve  500 – Ismeretlen hiba |
| /game/:gameId | GET | Az URL-ben megadott paraméterben szereplő szám alapján az azonos számú azonosítójú játék minden hozzá tartozó adatait kéri le. | 200 – Adatok sikeresen lekérdezve  404 – Az URL-ben megadott azonosítóhoz nincs játék  500 – Ismeretlen hiba |
| POST | Egy bejelentkezett felhasználó játék értékelését menti el. A felhasználót a frontend által elküldött token alapján határozzuk meg. A játék azonosítóját az URL paraméteréből nyerjük ki. Az értékelést a frontend küldi el egy body-ban, amiben egy „isPositive” logikai változó van, ahol a false negatív, a true pedig pozitív értékelést jelent, végül elmentjük az adatbázisban. | 201 – Az értékelés sikeresen lementve 400 - Hiányzik a játék azonosítója  401 – Nem engedélyezett a játék értékelés, mert a felhasználó nincs bejelentkezve  404 – Az URL-ben megadott azonosítóhoz nincs játék  409 – A felhasználó már értékelte a játékot  500 – Ismeretlen hiba |
| PUT | Egy bejelentkezett felhasználó kedvencekbe helyezheti az adott játékot. A felhasználót a frontend által elküldött token alapján határozzuk meg. A játék azonosítóját az URL paraméteréből nyerjük ki. Végül elmentjük a kapcsolatot az adatbázisban. | 201 – Az kedvencekbe tétel sikeresen lementve  401 – Nem engedélyezett a játék kedvencekbe tétele, mert a felhasználó nincs bejelentkezve  404 – Az URL-ben megadott azonosítóhoz nincs játék  409 – A felhasználó már a kedvencekbe helyezte a játékot  500 – Ismeretlen hiba |
| /registration | POST | A felhasználó regisztrációját kezeli, az adatokat a felhasználók adják meg amit a frontend továbbít a backend-nek, a backend ellenőrzi az adatok formátumát, hiba esetén hibát dob, ha átment az ellenőrzéseken akkor az adatbázisban elmenti a felhasználó adatait. | 201 – Az adatbázisba sikeresen feljuttattuk az új felhasználó adatokat  400 – Hiba a regisztrációs adatokkal  409 – Már van az adatbázisban olyan felhasználó, akinek ilyen felhasználóneve vagy email címe van.  500 – Ismeretlen hiba |
| /login | POST | A felhasználó bejelentkezését kezeli, az adatokat a felhasználó adja meg, amelyet a frontend közvetít a backend-nek. Ellenőrizzük, hogy van-e ilyen felhasználó az adatbázisban, ha van akkor létrehozzunk egy tokent, és a válaszban visszaküldjük. | 200 – Sikeres bejelentkezés, ehhez a felhasználó kap egy token-t  400 – Hiányzik valamilyen adat vagy üres  404 – Nem létezik ilyen adatokkal felhasználó  500 – Ismeretlen hiba |
| /myprofile | GET | Egy bejelentkezett felhasználó adatait kéri le. A felhasználót a frontend által elküldött token alapján határozzuk meg. | 200 – Adatok sikeresen lekérdezve  401 – A felhasználó nincs bejelentkezve  500 – Ismeretlen hiba |
| POST | Egy bejelentkezett felhasználó megtudja változtatni a felhasználónevét, az email címét és jelszavát. A felhasználót a frontend által elküldött token alapján határozzuk meg. Az adatokat a backend ellenőrzi, hogy a megfelelő formátumban van-e, ha igen akkor az adatbázisban megváltoztatjuk az adatokat. | 201 – Az adat(ok) sikeresen változtatása  400 – Probléma az adatok formátumával  409 – Már ilyen adat vagy adatokkal már van felhasználó  500 – Ismeretlen hiba |
| /favourites | GET | Egy bejelentkezett felhasználó a kedvencekben elmentett játékait kéri le az adatbázisból. A felhasználót a frontend által elküldött token alapján határozzuk meg. | 200 – Adatok sikeresen lekérve  401 – A felhasználó nincs bejelentkezve  500 – Internal Server Error |
| POST | Egy bejelentkezett felhasználó eltávolíthatja a kedvencekben mentett játékát. A felhasználót a frontend által elküldött token alapján határozzuk meg. A játék azonosítóját a frontend küldi el. | 200 – A kapcsolat sikeresen törölve  400 – A játék azonosítója nincs megadva  401 – A felhasználó nincs bejelentkezve  404 – A megadott játék azonosítóhoz nincs játék hozzáadva  500 – Internal Server Error |
| /game/:gameId/review | POST | Egy bejelentkezett felhasználó rövid kritikáját kezeli. Kritikát csak az a felhasználó írhat, aki értékelte a játékot. A felhasználót a frontend által elküldött token alapján határozzuk meg. A játék azonosítóját az URL paraméteréből nyerjük ki. A kritika egy címből (title) és egy törzs szövegből (content) áll, amiket a frontend küldd el és a backend ellenőrzi. Ha jó formátumban van, akkor elmentjük a kritikát az adatbázisban. | 201 – Sikeres kritika létrehozás  400 – Hiba a kapott adatokkal  401 – A felhasználó nincs bejelentkezve  404 – Nincs ilyen azonosítójú játék  409 – A felhasználó már írt kritikát  500 – Ismeretlen hiba |
| DELETE | Egy felhasználó kritikáját törli. Kritikát a saját bejelentkezett felhasználó írója tudja törölni, illetve admin jogokkal rendelkező felhasználó. A felhasználót a frontend által elküldött token alapján határozzuk meg. A játék azonosítóját az URL paraméteréből nyerjük ki. A kritika azonosítóját a frontend küldi el reviewId néven. | 200 – A kritika sikeresen törölve.  401 –A felhasználó nincs bejelentkezve, vagy nincs jogosultsága a törléshez  400 – Hiányzik a játék azonosító vagy a kritika azonosítója  404 – Nincs ilyen azonosítójú játék vagy kritika  500 – Ismeretlen hiba |

# Eszközök

A backend Node.js segítségével lett létrehozva az Express keretrendszerrel, továbbá a Sequelize ORM-et használjuk az adatbázis eléréséhez, ehhez telepítve van mellé a Mariadb csomag is, hogy megadjuk az adatbázis dialektusát. A Cors csomag lehetővé teszi, hogy kapcsolatot alakítsunk ki a frontend-el.

Az oldal token-eket alkalmaz a felhasználók kezelésére, ehhez a Jose könyvtár JWE token-eket alkalmazunk, ami az alapvető JWT-hez képest további titkosítással van ellátva. A felhasználók jelszavának titkosításához a Bcrypt csomagot használjuk. A leo-profanity egy olyan csomag, amely eszközöket ad ahhoz, hogy angol nyelvű káromkodásokat szűrjünk ki egy megadott szövegből.

A Nodemon csomagot használjuk, hogy megkönnyítse a fejlesztési oldalt azzal, hogy a szerver minden változtatás mentése után újra induljon, illetve biztosít tiszta kilépést hiba esetén, ez a csomag fejlesztési függőséként van telepítve. Szintén fejlesztési függőségként adjuk meg a k6 csomagot, amivel a terhelés tesztet tudunk végrehajtani.

## Mappa struktúra
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![](data:image/png;base64,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)Az src mappa további négy mappát tartalmaz, A controllers mappában lévő fájlok kezelik a felhasználó által kezdeményezett kéréseket, ezek metódusokra vannak bontva. A models mappa az adatbázis tábláinak a Sequelize modelljeit tartalmazza, minden tábla egy külön fájl. A routes mappa a controllers mappában lévő metódusokat társítja egy URL-hez és http metódussal, majd ezt exportálja. Az utilities olyan metódusokat tartalmaz, amelyek a projektben több helyen felvannak használva, így csökkentve a redundanciát és átláthatóbb lesz a kód, a különböző fájlok valamilyen csomagra specifikusak, például a bcrypt.methods.js a bcrypt csomaghoz tartozó műveleteket és változókat tartalmazza. A mappa tartalmaz még négy fájlt, az app.js segít létrehozni a http szervert és összesíti, hogy milyen kérésekre milyen választ adjon, de ezek pontos meghatározása nem itt történik. A config.js-ben a Sequelize csomag konstansa van megadva, ami tartalmazza az adatbázis beállítását. Az index.js a szoftver fő fájlja, avagy belépési pontja, itt határozzuk meg a modellek kapcsolatait és ha minden sikeres lefut és hozzá fér az adatbázishoz és szinkronizálta a modelleket, akkor elindítja a szervert. A loadtest.js a terhelés tesztet tartalmazza.

## Backend komponensek működése

Itt a backend-en az általunk létrehozott fájlokon megyünk át, hogy mit és hogyan csinálunk. Itt nem megyünk bele a loadtest.js tartalmába, ehhez a terhelés tesztnél térünk vissza.

### Az src mappa fájljai

**app.js működése**

// Be importáljuk a szükséges csomagokat

import express from "express";

import cors from "cors"

import jweMethods from "./utilities/jwe.methods.js";

import RegistRouter from "./routes/regist.router.js";

import MainPageRouter from "./routes/mainpage.router.js";

import LoginRouter from "./routes/login.router.js";

import GamepageRouter from "./routes/gamepage.router.js";

import MyprofileRouter from "./routes/myprofile.router.js";

import FavouritesRouter from "./routes/favourites.router.js";

import ReviewRouter from "./routes/review.router.js";

Először beimportáljuk a szükséges csomagokat, az express segítségével hozzuk létre a http szerver alkalmazását, a cors-al lehetővéve tesszük a kommunikációt a frontend-el, a jweMethods-ból egy middleware-t használunk fel, hogy új token-t hozzunk létre egy még aktív felhasználónak, az azt követő csomagok úgynevezett Router konstansokat tartalmazzák, hogy milyen URL címre milyen metódusra milyen műveletet hajtson végre az oldal.

// Létrehozzunk egy konstanst az express segítségével, amivel a szervert fogjuk kezelni

const app = express();

// A frontend elérése a 4200-as porton és engedélyezzük, hogy a frontend hozzá férjen az Authorization fejléchez

app.use(cors({

    origin: "http://localhost:4200",

    allowedHeaders: ["Authorization", "Content-type"],

    exposedHeaders: ["Authorization"]

}));

Itt létrehozzuk az app konstanst az expresss csomag segítségével. Megadjuk, hogy ez az app használja a cors csomagot, itt megadjuk továbbra, hogy milyen cím érheti el a backend-et, illetve létrehozzuk az Authorization fejlécet a http válaszokhoz, és azt is megkell adnunk, hogy a frontend elérje ezt a fejlécet. Ez a fejléc tartalmazza az új token-t egy még aktív felhasználónak.

// Engedélyezzük json típusú válaszokat

app.use(express.json());

// A router-ek elérését adjuk meg, illetve egy middleware a token hosszabbításra

app.use("/", jweMethods.ExntendingToken, MainPageRouter);

app.use("/", RegistRouter);

app.use("/", LoginRouter);

app.use("/", jweMethods.ExntendingToken, GamepageRouter);

app.use("/", jweMethods.ExntendingToken, MyprofileRouter);

app.use("/", jweMethods.ExntendingToken, FavouritesRouter);

app.use("/", jweMethods.ExntendingToken, ReviewRouter);

// Ha egy olyan metódust kapunk egy útvonalra, amit nem támogatunk, akkor ezt az üzenetet adjuk vissza

app.use((req, res) => {

    res.status(405).json({

        error: true,

        message: "Method not allowed!"

    });

    return;

});

// Exportáljuk, hogy az index.js-ben felhasználjuk

export default app;

Megadjuk, hogy az szerverünk engedélyezze a json formátumú kéréseket és válaszokat. Majd megadjuk, hogy a szerverünk használja az importált Router konstansokat, amik már tartalmazzák a szükséges infókat, így itt már csak megadjuk, hogy az oldalunk használja őket, de előtte rendelje hozzá a jweMethods-ból az ExtendingToken middleware-t, ami a megadott útvonalakon ellenőrzi és ha kell ad új útvonalat. A RegistRouter és LoginRouter-hez ezt nem adjuk hozzá, az előző a regisztrációhoz az utóbbi a bejelentkezéshez tartozik, ezekhez egy bejelentkezett felhasználó már nem fér hozzá kijelentkezés nélkül így felesleges lenne hozzá rendelni. Ez után megadjuk a szervernek, hogy a Router-ekben megadott útvonalakban, ha olyan metódust használunk, ami nincs megadva, akkor küldje el a http 405-ös kódú hiba üzenetet. Végül exportáljuk a szervert, hogy felhasználjuk az index.js-ben.

**config.js működése**

// Az adatbázist külön konstansként mentjük majd exportáljuk, mert sok különböző fájlban fel van használva

import { Sequelize } from "sequelize";

// Megadjuk az adatbázis adatait az eléréséhez

const sequelize = new Sequelize({

    username: 'root',

    password: '',

    dialect: "mariadb",

    // Így a createdAt és updatedAt táblák automatikus létrehozását kikapcsoljuk, mert nincs rá szükségünk

    define: {

        timestamps: false,

    },

    database: 'game\_knowledge',

    host: 'localhost'

});

export default sequelize;

Először importáljuk a Sequelize szükséges csomagját, majd létrehozunk egy sequelize nevű konstanst ezzel a csomaggal, ami az adatbázisunkat jelképezi a bakcend-en. Megadjuk az egy alapértelmezett felhasználó nevét és jelszavát, ami alapvetően tartalmaz a phpmyadmin, és megadjuk az ehhez tartozó adatbázis dialektusát. Utána letiltjuk, hogy a Sequelize létrehozza az alapértelmezett ’createdAt’ és ’updatedAt’ táblákat, mert nem szeretnénk ezeket tárolni minden táblánál. A ’createdAt’ oszlop azt tartalmazná, hogy mikor jött létre egy rekord, erre két esetben lenne szükségünk, de egyszerűbb letiltani itt, hogy létre jöjjön mindenhol majd manuálisan megadni abban a két esetben. Az ’updatedAt’ oszlop azt tartalmazná, hogy a rekordot mikor módosították utoljára, de ezt sehol se szeretnénk tárolni. Ezután megadjuk az adatbázis nevét, majd a host-ot. Végül exportáljuk, hogy felhasználjuk az index.js-nél és a modellek létrehozásánál.

**index.js működése**

import sequelize from "./config.js";

import app from "./app.js";

// Minden modelt be importálunk ide

import Acting from "./models/acting.js";

import Actor from "./models/actor.js"

import Agerating from "./models/agerating.js";

import Award from "./models/award.js";

import Creation from "./models/creation.js";

import Creator from "./models/creator.js"

import Favourite from "./models/favourite.js";

import Game from "./models/game.js";

import Gamepicture from "./models/gamepicture.js";

import Gamesagerating from "./models/gamesagerating.js";

import Gamesaward from "./models/gamesaward.js";

import Gameslanguage from "./models/gameslanguage.js";

import Gamesplatform from "./models/gamesplatform.js";

import Gamestag from "./models/gamestag.js";

import Language from "./models/language.js";

import Pcspec from "./models/pcspec.js";

import Platform from "./models/platform.js";

import Rating from "./models/rating.js";

import Review from "./models/review.js";

import Studio from "./models/studio.js";

import Studiosgame from "./models/studiosgame.js";

import Tag from "./models/tag.js";

import User from "./models/user.js";

Elsősorban importáljuk az előzőleg meghatározott app és a sequelize-t. Ezután importáljuk az összes tábla modellt, hogy beállítsuk a táblák kapcsolatait.

// Létrehozzuk az adatbázis kapcsolatokat

// Színész - Játék kapcsolat

Game.belongsToMany(Actor, {

    through: Acting

});

Actor.belongsToMany(Game, {

    through: Acting

});

// Korhatár - Játék kapcsolat

Game.belongsToMany(Agerating, {

    through: Gamesagerating

});

Agerating.belongsToMany(Game, {

    through: Gamesagerating

});

// Díj - Játék kapcsolat

Game.belongsToMany(Award, {

    through: Gamesaward

});

Award.belongsToMany(Game, {

    through: Gamesaward

});

// Készítők - Játékok kapcsolat

Game.belongsToMany(Creator,{

    through: Creation

});

Creator.belongsToMany(Game, {

    through: Creation

});

// Kedvencek Felhasználók - Játékok kapcsolat

Game.hasMany(Favourite);

Favourite.belongsTo(Game);

User.hasMany(Favourite);

Favourite.belongsTo(User);

// Játék - Játék képek kapcsolat

Game.hasMany(Gamepicture, {

    onDelete: 'CASCADE',

});

Gamepicture.belongsTo(Game);

// Nyelv - játék kapcsolat

Game.belongsToMany(Language, {

    through: Gameslanguage

});

Language.belongsToMany(Game, {

    through: Gameslanguage

});

// Gépigény - Játék kapcsolat

Game.hasOne(Pcspec);

Pcspec.belongsTo(Game);

// Platform - Játék kapcsolat

Game.belongsToMany(Platform, {

    through: Gamesplatform

});

Platform.belongsToMany(Game, {

    through: Gamesplatform

});

// Értékelések - Játékok kapcsolat

Game.hasMany(Rating);

Rating.belongsTo(Game);

// Értékelések - Felhasználók kapcsolat

User.hasMany(Rating);

Rating.belongsTo(User);

// Studió - Játék kapcsolat

Game.belongsToMany(Studio, {

    through: Studiosgame

});

Studio.belongsToMany(Game, {

    through: Studiosgame

});

// Címke - Játék kapcsolat

Game.belongsToMany(Tag, {

    through: Gamestag,

});

Tag.belongsToMany(Game, {

    through: Gamestag,

});

// Kritika - Felhasználó kapcsolat

User.hasMany(Review);

Review.belongsTo(User);

// Kritika - Játék kapcsolat

Game.hasMany(Review);

Review.belongsTo(Game);

Itt megadjuk, hogy milyen kapcsolatban állnak a táblák egymással. Amikor két tábla között kettő belongsToMany-t használunk akkor sok a sokhoz kapcsolatot hozunk létre, ezeknél a through paraméterben megadjuk, hogy melyik a két tábla összekötő táblája. Amikor két tábla között hasMany és belongsTo-t használunk akkor egy a sokhoz kapcsolatot hozunk létre, ahol hasMany parancs előtt lévő tábla egy rekordjához több, a parancs utáni táblának rekordja tartozik, illetve a belongsTo parancs előtt lévő táblánál megadjuk, hogy függ a parancs után megadott táblától. Amikor két táblánál hasOne és belongsTo-t használunk akkor egy az egyhez kapcsolatot hozunk létre, ahol a hasOne parancs előtti táblánál egy rekordhoz megadjuk, hogy a parancs utáni táblából csak egy rekord tartozik, majd, hogy a belongsTo parancs előtti táblától függ a parancs utáni tábla.

// Konstansként elmentjük a backend port számát

const PORT = 3000;

// Egy csatkalozás kisérlet után, ha sikeres akkor elindítjuk a szervert

await sequelize.authenticate()

    .then(() => {

        console.log("The test connection to the server was succesfull!");

        // Szinkronizáljuk a modeleket az adatbázissal

        sequelize.sync()

        .then(() => {

            console.log("The database sync was succesfull!");

            app.listen(PORT, () => {

                console.log(`The backend server is running on: https://localhost:${PORT}/`);

            });

        })

        .catch((error) => {

        console.log("The database sync failed", error);

        });

    })

    .catch((error) => {

        console.error("Can't connect to the server!\n" + error);

        sequelize.close();

    });

Először elmentjük, hogy a szerver milyen porton fusson a PORT konstansba, hisz ennek értéke nem változik a futás során. Ezután a megnézzük, hogy tudunk egy csatlakozni az adatbázisunkhoz, ha nem akkor írja ki a hibát, és álljon le a program, ha igen akkor szinkronizáljuk a programban meghatározott modelleket az adatbázisban lévő táblákkal, ha ez nem sikerül akkor írja ki a hiba okát, ha sikerül akkor induljon el a http szerverünk a meghatározott porton.

### Controller fájlok

Ezek a fájlok mind a controllers mappában találhatóak és minden fájl nevében benne van a controller szó. Mindegyik fájlra igaz export default {} kapcsos zárójeleiben írunk, hogy könnyen exportáljuk az hozzájuk tartozó Router-hoz. Az export default-ban metódusok vannak írva, ezek nevében benne van, hogy milyen metódussal érjük el. Minden metódust try catch párban írunk meg hogy ha a futás során valami hiba történik akkor azt kezeljük, és egy 500-as kódú választ adjunk.

**favourites.controller.js működése**

Ez a fájl a controllers mappában található. Ebben a fájlban a kedvencek kezelésére való metódusokat tartalmazza.

import Favourite from "../models/favourite.js";

import Game from "../models/game.js";

import jweMethods from "../utilities/jwe.methods.js";

Itt be importáljuk a fájlban használt modelleket és jweMethods-t.

Az első metódus, amit megnézünk a FavouritesGetController, ez felel egy bejelentkezett felhasználó kedvenceibe lementett játékainak az adatai lekérését.

FavouritesGetController: async(req, res) => {

        try {

            // Lekérjük a felhasználó azonosítóját, és hiba üzenetet küldünk, ha ez nem sikerül, mert nem bejelentkezett felhaszánó

            // nem fér hozzá ehhez a funkcióhoz

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is empty or faulty!"

                });

                return;

            }

Konstansban elmentjük a felhasználó azonosítóját, amit a jweMethods-ból a GetUserId metódusával kérünk le, ha nem sikerült lekérni az arra utal, hogy nincs megadva token vagy hibás, erre hiba üzenetet küldünk.

// A felhasználó azonosítója alapján megkeressük az összes kedvencekbe elmentett játékokat, majd visszaadjuk a válaszban

            const favourites = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                include: {

                    attributes: [],

                    where: { UserId: userId},

                    model: Favourite

                }

            });

            res.status(200).json({

                error: false,

                message: "User's favourite games are fetched!",

                favourites: favourites

            });

            return;

        }

Ha sikerült a felhasználó azonosítóját lekérni, akkor egy konstansba elmentjük azoknak a játékoknak a megjelenítésre kívánt adatait, amik a megadott felhasználó kedvenceikbe el van mentve. Végül a válasz üzenetben egy 200-as kóddal elküldjük a konstans tartalmát.

A következő metódus a FavouritesDeleteController, ami egy bejelentkezett felhasználó kedvencébe elmentett játékot törli ki a kedvenceiből.

// Ez a metódus a kitörli a bejelentkezett felhasználó kedvencekbe mentet játékát,

    // hogy melyik játékot, azt a body-ban kell megadni

    FavouritesDeleteController: async(req, res) => {

        try {

            // Lekérjük a felhasználó azonosírtóját, és hiba üzenetet küldünk, ha ez nem sikerül, mert nem bejelentkezett felhaszánó

            // nem fér hozzá ehhez a funkcióhoz

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is empty or faulty!"

                });

                return;

            }

Konstansban elmentjük a felhasználó azonosítóját, amit a jweMethods-ból a GetUserId metódusával kérünk le, ha nem sikerült lekérni az arra utal, hogy nincs megadva token vagy hibás, erre hiba üzenetet küldünk.

// Ha nem kapjuk meg a játék azonosítóját, akkor erre hiba üzenetet küldünk

            const gameId = req.body.gameId;

            if (!gameId) {

                res.status(400).json({

                    error: true,

                    message: "The game's id is missing!"

                });

                return;

            }

            // Ha nem számot kapunk értékül, akkor hibát adunk rá

            if (isFinite(gameId) === false) {

                res.status(400).json({

                    error: true,

                    message: "The game's id is not a number!"

                });

                return;

            }

Itt lementjük a kérés body-ban lévő játék azonosítóját, majd ellenőrizzük, hogy sikerült-e, ha nem akkor egy 400-as kódú választ adunk. Ezután megnézzük, hogy a lementett paraméter valóbán szám-e, ha nem akkor egy 400-as kódú választ küldünk.

// Ellenőrizzük, hogy a játék, amelyet törölni szeretnénk az tényleg le volt-e mentve a felhasználónál,

            // ha nem, akkor erre hibát dobunk

            const favouriteToDelete = await Favourite.findOne({

                where: {

                    GameId: gameId,

                    UserId: userId

                }

            });

            if (!favouriteToDelete) {

                res.status(404).json({

                    error: true,

                    message: "The game was not saved in the favourites!"

                });

                return;

            }

Itt megkeressük az adott játék és felhasználó kapcsolatot, a lekért felhasználó és játék azonosító segítségével. Ha nincs ilyen kapcsolat akkor egy 404-es kódú választ küldünk.

// Ha nem volt probléma az ellenőrzések során, akkor kitöröljük a játékot a felhasználó kedvenceiből, és a válaszban

            // megerősítjük, hogy sikeres volt

            await favouriteToDelete.destroy();

            res.status(200).json({

                error: false,

                message: "The game is removed from the user's favourites!",

            });

            return;

Ha minden ellenőrzésen sikeres átment, akkor töröljük a játékos és játék kapcsolatát, majd egy http 200-as kódú válasszal megerősítjük a sikeres törlést.

gamepage.controller.js működése

import Game from "../models/game.js";

import Gamepicture from "../models/gamepicture.js";

import Studio from "../models/studio.js";

import Studiosgame from "../models/studiosgame.js";

import Rating from "../models/rating.js";

import Agerating from "../models/agerating.js";

import Tag from "../models/tag.js";

import Gamestag from "../models/gamestag.js";

import Gamesaward from "../models/gamesaward.js";

import Award from "../models/award.js";

import Gameslanguage from "../models/gameslanguage.js";

import Language from "../models/language.js";

import Gamesplatform from "../models/gamesplatform.js";

import Platform from "../models/platform.js";

import Acting from "../models/acting.js";

import Actor from "../models/actor.js";

import Creation from "../models/creation.js";

import Creator from "../models/creator.js";

import Pcspec from "../models/pcspec.js";

import Favourite from "../models/favourite.js";

import jweMethods from "../utilities/jwe.methods.js";

import Gamesagerating from "../models/gamesagerating.js";

import Review from "../models/review.js";

import User from "../models/user.js";

Itt importáljuk az összes a fájlban felhasznált adatbázis modellt.

Az fájl első metódusa a GamepageGetController ami az URL paraméterében megadott játék adatait kéri le, amiket szeretnénk megjeleníteni az oldalon.

// Ez a metódus egy adott játéknak az összes adatát lekérdezi

    GamepageGetController: async (req, res) => {

        // Az url paramétere tartalmazza a játék azonosítóját, ezt elmentjük és megkeressük az adott játékot

        try {

            const gameId = Number(req.params.gameId?.trim());

            if (!gameId || isFinite(gameId) === false) {

                res.status(400).json({

                    error: true,

                    message: "There's no game id!"

                });

                return;

            }

Lementjük a paraméterben megadott számot és megbizonyosodunk közben, hogy a megfelelő formátumban legyen. Ez után ellenőrizzük, hogy sikeresen megkaptuk a paraméter értékét és hogy biztos szám-e, ha nem akkor egy 400-as kódú választ adunk.

// Megkeressük az URL-ben megadott számhoz tartozó játékot

            const game = await Game.findOne({

                where: {

                    id: gameId

                }

            });

            // Ha az adatbázisban nincs az URL-ben megadott számhoz tartozó játék akkor erre hiba üzenetet küldünk

            if (!game) {

                res.status(404).json({

                    error: true,

                    message: "There's no game with this id!"

                });

                return;

            }

Megkeressük a megadott azonosítóhoz tartozó játékot a játék azonosítója alapján, ha nem találunk ehhez azonosítóval játékot, akkor egy 404-es kódú hibát küldünk.

// Lementjük az adott játékhoz tartozó képeket

            const pictures = await Gamepicture.findAll({

                attributes: ['url'],

                where: {

                    gameid: gameId

                }

            });

Ha találtunk az azonosítóhoz játékot, akkor elkezdjük a játék adatait lekérni, kezdve a játékhoz tartozó képernyőképeket.

// Megkeressük, hogy az adott játékhoz milyen stúdiók vettek részt a fejlesztésben

            const developers = await Studio.findAll({

                attributes: ["id", "name"],

                include: {

                    where: {id: gameId},

                    attributes: [],

                    model: Game,

                    through: {

                        attributes: [],

                        model: Studiosgame,

                        where: {isDeveloper: true}

                    }

                },

                raw: true

            });

            // Megkeressük, hogy az adott játékhoz milyen stúdiók vettek részt a kiadásában

            const publishers = await Studio.findAll({

                attributes: ["id", "name"],

                include: {

                    where: {id: gameId},

                    attributes: [],

                    model: Game,

                    through: {

                        attributes: [],

                        model: Studiosgame,

                        where: {isPublisher: true}

                    }

                },

                raw: true

            });

Itt lekérdezzük a játék fejlesztőit és kiadóit, a játék és stúdió kapcsolatát a Studiosgame-ben van meghatározva, egy isDeveloper egy logikai értéket tároló oszlop, ahol az igaz azt jelenti, hogy a stúdió a megadott játék fejlesztője, az isPublisher is egy logikai értéket tároló oszlop, ahol az igaz azt jelenti, hogy a stúdió a játék kiadója.

// Megkeressük és kiszámoljuk, hogy a játék értékelése hány százalékban pozitív

            const positiveRatings = await Rating.count({where: {GameId: gameId, positive: true}});

            const allRatings = await Rating.count({where: {GameId: gameId}});

            const rating = Math.round((positiveRatings / allRatings) \* 100)

Először lementjük, hogy az adott játéknál mennyi pozitív értékelés van, utána meg hogy összesen mennyi értékelés van. Ezek segítségével kiszámoljuk a rating konstansban, hogy az értékelések hány százaléka pozitív, ezt pedig matematikailag kerekítjük.

// Megkeressük, hogy az adott játékhoz milyen korhatár besorolások tartoznak és azok képeit elmentjük

            const agerating = await Agerating.findAll({

                attributes: ["url"],

                include: {

                    where: { id: gameId },

                    model: Game,

                    through: {

                        model: Gamesagerating,

                        attributes: [],

                    },

                    attributes: [],

                },

                raw: true

            });

            // Megkeressük az adott játékhoz tartozó műfajokat

            const genres = await Tag.findAll({

                attributes: ["tag"],

                include: {

                    where: { id: gameId},

                    model: Game,

                    through: {

                        model: Gamestag,

                        attributes: [],

                    },

                    attributes: [],

                },

                raw: true

            });

Ezeknél a lekérdezéseknél a játék azonosítóját használjuk, hogy játék korhatár besorolásait, majd a játék címkéit.

 // Megkeressük, hogy az adott játékot milyen díjakra jelölték, amiket nem nyert el végül

            const nominations = await Award.findAll({

                attributes: ["organizer", "name"],

                include: {

                    where: { id: gameId},

                    model: Game,

                    through: {

                        model: Gamesaward,

                        where: { result: false },

                        attributes: ["year"]

                    },

                    attributes: []

                },

                raw: true

            });

            // Megkeressük, hogy az adott játékot milyen díjakra jelölték, amiket végül megnyert

            const wins = await Award.findAll({

                attributes: ["organizer", "name"],

                include: {

                    where: { id: gameId},

                    model: Game,

                    through: {

                        model: Gamesaward,

                        where: { result: true },

                        attributes: ["year"]

                    },

                    attributes: []

                },

                raw: true

            });

Ezeknél a lekérdezéseknél a ugyanabban a táblában keressünk az játék azonosító alapján, azt hogy csak jelöléseket vagy nyeréseket keresünk a Gamesaward modellben a result logikai értéket tároló oszlopban dől el, az igaz nyerést jelent, a hamis csak jelölést.

// Megkeressük, hogy az adott játék milyen nyelveket támogat

            const languages = await Language.findAll({

                attributes: ["language"],

                include: {

                    where: { id: gameId},

                    model: Game,

                    through: {

                        model: Gameslanguage,

                        attributes: ["dub"]

                    },

                    attributes: []

                },

                raw: true

            });

            // Megkeressük, hogy az adott játék milyen platformokon elérhető

            const platforms = await Platform.findAll({

                attributes: ["platform"],

                include: {

                    where: { id: gameId },

                    model: Game,

                    through: {

                        model: Gamesplatform,

                        attributes: []

                    },

                    attributes: []

                },

                raw: true

            });

Itt a játékokhoz tartozó nyelveket, majd a platformokot mentjük le a játék azonosítója alapján.

// Megkeressük, hogy az adott játékban milyen színészek vettek részt és hogy milyen szerepben

            const actors = await Actor.findAll({

                attributes: ["firstName", "lastName", "profilePicture"],

                include: {

                    where: { id: gameId },

                    model: Game,

                    through: {

                        model: Acting,

                        attributes: ["role"]

                    },

                    attributes: []

                },

                raw: true

            });

            // Megkeressük, hogy az adott játék fejlesztésében kik vettek részt és milyen szerepben

            const creators = await Creator.findAll({

                attributes: ["firstName", "lastName"],

                include: {

                    where: { id: gameId},

                    model: Game,

                    through: {

                        model: Creation,

                        attributes: ["field"]

                    },

                    attributes: []

                },

                raw: true

            });

Ennél a két kérésnél személyeket kérünk le, az elsőnél a színészeket mentjük el, beleértve, hogy milyen szerepe volt az adott játéknál. Majd a készítőket kérjük le, beleértve, hogy milyen területen dolgoztak a játéknál. Ezekhez a játék azonosítóját használjuk.

// Megkeressük, hogy az adott játék gépigényét

            const pcspec = await Pcspec.findOne({

                attributes: ["minop", "mincpu", "minram", "mingpu", "mindirectx", "op", "cpu", "ram", "gpu", "directx", "storage", "sidenote"],

                where: {

                    GameId: gameId

                }

            });

            // Megkeressük, hogy az adott játékhoz az oldal felhasználói milyen kritikákat írtak, illetve azt is hogy milyen értékelést

            // adtak a játékra

            const reviews = await Review.findAll({

                attributes: ["id", "title", "content", "date"],

                where: {

                    GameId: gameId

                },

                include: {

                    model: User,

                    attributes: ["username"],

                    include: {

                        where: {

                            GameId: gameId

                        },

                        model: Rating,

                        attributes: ["positive"]

                    }

                },

                order: [["date", "DESC"]],

                raw: true,

            });

Itt az játék azonosítója alapján lekérjük a játék gépigényét, ezután a játékhoz írt kritikákat kérjük le, beleértve a kritika íróját és a hogy hogyan értékelte, ezeket a létrehozásuk ideje alapján rendezzük, kezdve a legújabbtól.

// Ha minden lekérdezés sikeres, akkor minden információt elküldünk egy válaszban

            res.status(200).json({

                error: false,

                message: "Data fetch was successfull!",

                datas: {

                    title: game.gameTitle,

                    altTitle: game.altGameTitle,

                    description: game.description,

                    boxart: game.boxart,

                    gallery: pictures,

                    release: game.release,

                    developers: developers,

                    publishers: publishers,

                    rating: rating,

                    agerating: agerating,

                    genres: genres,

                    controllerSupport: game.controllerSupport,

                    crossplatform: game.crossplatform,

                    crossPlatformException: game.crossPlatformException,

                    awards: {

                        nominations: nominations,

                        wins: wins,

                    },

                    languages: languages,

                    platforms: platforms,

                    actors: actors,

                    creators: creators,

                    pcspec: pcspec,

                    reviews: reviews

                }

            });

            return;

Végül egy http 200-as válaszban megadunk minden lekért adatot.

A GamepagePostController egy bejelentkezett felhasználó a paraméterben megadott játék kedvencekbe mentésért kezeli.

//  Ez a metódus feladata hogy egy bejelentkezett felhasználó elmentse a játékokat a kedvencekbe

    GamepagePostController: async (req, res) => {

        try {

            // Lekérjük a felhasználó azonosítóját a további műveletekhez

            const userId = await jweMethods.GetUserId(req);

            // Ha nem sikerült a felhasználó azonosítóját lekérni, akkor egy hiba üzenetet küldünk vissza

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The user is not logged in or the token is faulty!"

                });

                return;

            };

            // Az URL-ben szereplő játék azonosított lementjük a megfelelő formátumban

            const gameId = Number(req.params.gameId?.trim());

            // Ha a játék azonosító hiányzik vagy nem egy szám, akkor egy hiba üzenetet küldünk vissza

            if (!gameId || isFinite(gameId) === false) {

                res.status(400).json({

                    error: true,

                    message: "The games's id is missing!"

                });

                return;

            }

            // Megnézzük, hogy az URL-ben megadott számhoz tartozik-e játék, ha nem akkor egy hiba üzenetet adunk vissza

            const gameExist = await Game.findOne({

                where: {

                    id: gameId

                }

            });

            if (!gameExist) {

                res.status(404).json({

                    error: true,

                    message: "There's no game with this id!"

                });

                return;

            }

Először a megnézzük, hogy a van-e azonosító az URL paraméterében, majd a ellenőrizzük hogy a kapott azonosítő tényleg szám, és megnézzük hogy van-e ilyen azonosítóval játék az adatbázisban.

// Ellenőrizzük, hogy a felhasználó hozzá adta-e már a játékot a kedvencekbe,

            // ha igen, akkor egy hiba üzenetet küldünk vissza

            const conflict = await Favourite.findOne({

                where: {

                    UserId: userId,

                    GameId: gameId

                }

            });

            if (conflict) {

                res.status(409).json({

                    error: true,

                    message: "The user has already added the game to favourites!"

                });

                return;

            }

            // Ha minden ellenőrzésen átment, akkor a játékot elmentjük a kedvencekbe, és egy megerősítő üzenetet küldünk róla

            await Favourite.create({

                UserId: userId,

                GameId: gameId

            });

            res.status(201).json({

                error: false,

                message: "The game has been successfuly added to favourites!"

            });

            return;

Itt ellenőrizzük, hogy nincs-e már a felhasználónál elmentve az adott játék, ha nincs akkor elmentjük a felhasználóhoz a játékot a Favourite modellben.

A GamepagePutController-nél egy bejelentkezett felhasználó játék értékelését mentjük el.

// Ez a metódus egy bejelentkezett felhasználónál teszi lehetővé, hogy értékelje a játékot, ehhez a kérés body-ban lévő

    // logikai értéket veszi alapul, ahol a false negatív értékelést, míg a true pozitív értékelést jelent

GamepagePutController: async (req, res) => {

        // Lekérjük a felhasználó azonosítóját a további műveletekhez

        const userId = await jweMethods.GetUserId(req);

        // Ha nem sikerült a felhasználó azonosítóját lekérni, akkor egy hiba üzenetet küldünk vissza

        if (userId === undefined) {

            res.status(401).json({

                error: true,

                message: "The user is not logged in or the token is faulty!"

            });

            return;

        };

        // Az URL-ben szereplő játék azonosított lementjük a megfelelő formátumban

        const gameId = Number(req.params.gameId?.trim());

        // Ha a játék azonosító hiányzik vagy nem egy szám, akkor egy hiba üzenetet küldünk vissza

        if (!gameId || isFinite(gameId) === false) {

            res.status(400).json({

                error: true,

                message: "The games's id is missing!"

            });

            return;

        }

        // Lekérjük a játék adatait az megadott azonosító alapján

        const existingGame = await Game.findOne({

            attributes: ["gameTitle", "release"],

            where: {

                id: gameId

            }

        });

        // Ha az adott azonosítóhoz nem tartozik játék, akkor erre egy hiba üzenetet küldünk

        if (!existingGame) {

            res.status(404).json({

                error: true,

                message: "There isn't any game with this id!"

            });

            return;

        };

Először meghatározzuk a felhasználó azonosítóját, majd a paraméterben megadott játék azonosítóját elmentjük, és ellenőrizzük, hogy mindkettőt megkaptuk. Utána megnézzük, hogy van-e ilyen azonosítóval játék.

// Először lementjük a játék megjelenési dátumot a megfelelő dátum formában, majd lementjük a jelenlegi dátumot,

        // utána megnézzük, hogy az adott játék megjelent, ha nem, akkor a felhasználó nem tudja értékelni

        // és ez esetben egy hiba üzenetet adunk

        const gamesReleaseDate = new Date(existingGame.release);

        const currentDate = new Date();

        if (gamesReleaseDate > currentDate) {

            res.status(401).json({

                error: true,

                message: "You can't rate a game when it's not released yet!"

            });

            return;

        }

        // Ellenőrizzük, hogy a felhasználó értékelte-e már a játékot, ha igen, akkor ne tudja ezt megismételni és erre hiba üzenetet

        // adunk

        const conflict = await Rating.findOne({

            where: {

                UserId: userId,

                GameId: gameId

            }

        });

        if (conflict) {

            res.status(409).json({

                error: true,

                message: "The user has already rated the game!"

            });

            return;

        }

        // Lementjük a body-ban lévő értéket, ha ez valamilyen formában üres, akkor hiba üzenetet adunk

        const isPositive = req.body.isPositive;

        if (isPositive === "" || isPositive === null || isPositive === undefined) {

            res.status(400).json({

                error: true,

                message: "The rating is missing!"

            });

            return;

        }

        // Ellenőrizzük, hogy a body-ban lévő érték ténylegesen logikai érték, ha nem, akkor egy hiba üzenetet küldünk

        if (isPositive !== true && isPositive !== false) {

            res.status(400).json({

                error: true,

                message: "The rating is not a boolean!"

            });

            return;

        }

        // Ha minden ellenőrzésen átment, akkor elmentjük a felhasználó értékelését és egy megerősítő választ adunk

        await Rating.create({

            GameId: gameId,

            positive: isPositive,

            UserId: userId

        });

res.status(201).json({

            error: false,

            message: "The rating has been saved!"

        })

        return;

Itt megnézzük, hogy az adott játék megjelent-e, ha nem akkor ne tudja értékelni a felhasználó a játékot. Majd megnézzük, hogy a felhasználó értékelte-e már a játékot, ha nem akkor lementjük a body-ból kapott játék értékelést, majd ellenőrizzük, hogy tényleg logikai érték. Ha eddig minden sikeres, akkor elmentjük az értékelést és elküldjük a megerősítő választ.

**login.controller.js működése**

Ebben a fájlban egy metódus található, amiben a felhasználó bejelentkezését kezeljük.

import jwtHandler from "../utilities/jwe.methods.js";

import bcryptMethods from "../utilities/bcrypt.methods.js";

import User from "../models/user.js";

Itt beimportáljuk a szükséges metódusokat és modellt.

A fájlban lévő egyetlen metódus a LoginPostController.

// A bejelentkezést kezelő metódus

    LoginPostController: async (req, res) => {

        try {

            // Mivel ezeknek az értéke nem változik, konstansként mentjük el hogy tovább dolgozzunk vele

            const {username: loginUsername, password: loginPassword} = req.body;

        // Ha bármelyik mező üres, akkor az ahhoz megfelelő hiba kódot és üzenetet küldjük

            if (!loginUsername || !loginPassword) {

                res.status(400).json({

                    error: "true",

                    message: "Not every field was filled!"

                });

                return;

            }

            // Konstansként elmentjük azt a felhasználót az adatbázisból amelyik neve megegyezik a megadottal

            const correctUser = await User.findOne({

                where: {username: loginUsername}

            });

            // Ha nincs teljes egyezés, akkor hiba üzenetet küldünk

            if (!correctUser) {

                res.status(400).json({

                    error: "true",

                    message: "The username or password is incorrect!"

                });

                return;

            }

            // Itt ellenőrizzük, hogy a felhasználó titkosított jelszava visszafejtve megegyezik-e a felhasználóval megadott jelszóval

            const correctPassword = bcryptMethods.Comparing(loginPassword, correctUser.password);

            // Ha a jelszó helyesen van megadva akkor a felhasználóhoz készül egy token és beengedi az oldalra

            // Más esetben hiba üzenetet küld, hogy a felhasználónév vagy a jelszó helytelen

            if (correctPassword === true) {

                const token = await jwtHandler.CreatingToken(correctUser.id, correctUser.username, correctUser.email);

                res.setHeader("Authorization", `Bearer ${token}`);

                res.status(200).json({

                    error: "false",

                    message: "Succefull login",

                    isAdmin: correctUser.admin,

                    token: token

                });

                return;

            }

            else {

                res.status(400).json({

                    error: "true",

                    message: "The username or password is incorrect!"

                });

                return;

            }

Itt először elmentjük a kapott felhasználónevet és a jelszót. Ellenőrizzük, hogy ténylegesen megkaptuk-e az adatokat. Ezek után megnézzük, hogy van-e ilyen névvel felhasználó az adatbázisban, majd megnézzük, hogy a megadott jelszó megegyezik-e az adatbázisban lévő titkosított jelszóval, ehhez a bcrypt egy metódusát használjuk. Ha a jelszó is megegyezik akkor létrehozunk egy token-t amit be teszünk az Authorization fejlécbe és elküldjük a sikeres válaszban is.

**A mainpage.controller.js magyarázata**

Ebben a fájlban két metódus található, az egyik a weboldal fő oldalához tartozik, a másik a navigációs sávhoz tartozik, amely minden oldalon elérhető.

import { Op } from "sequelize";

import Game from "../models/game.js";

import Tag from "../models/tag.js";

import Gamestag from "../models/gamestag.js";

Itt beimportáljuk a szükséges funkciót és modelleket.

A fájl első metódusa a MainpageGetController, ami a főoldalhoz tartozó lekérdezéseket kezeli.

    MainpageGetController: async(req, res) => {

        // Ez a főoldalhoz kéri le az adatbázisból az adatokat, így egyből try catch párban kezdjük a kódot

        try {

            // Először azokat a játékokat kérjük le, amelyek az elkövetkező 12 hónapban megjelennek

            const currentDate = new Date();

            const oneYearForward = new Date();

            oneMonthForward.setMonth(currentDate.getMonth() + 12);

            const upcomingGames = await Game.findAll({

                attributes: ["id", "promoArt", "release"],

                where: {

                    release: {

                        [Op.between]: [currentDate, oneYearForward]

                    }

                }

            });

            // Most azokat a játékokat kérjük le, amelyek 12 hónapon belül jelentek meg

            const oneYearBack = new Date();

            oneMonthBack.setMonth(currentDate.getMonth() - 12);

            const newReleaseGames = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                where: {

                    release: {

                        [Op.between]: [oneYearBack, currentDate]

                    }

                }

            });

            // Itt 5 játék kategóriát küldünk le, amik: Shooter, Adventure, RPG, Racing, Strategy

            // Egy kategóriához maximum 15 játék tartozik és ABC sorrendben jelennek meg, képpekkel együtt

            // 15 Shooter/lövöldözős játék

            const shooters = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                limit: 15,

                where: {release: {

                    [Op.lte]: currentDate

                }},

                include: [{

                        model: Tag,

                        through: Gamestag,

                        where: { tag: "Shooter" },

                        attributes: [],

                        required: true,

                    }],

            });

            // '15 Adventure/Kaland játék

            const adventures = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                limit: 15,

                where: {release: {

                    [Op.lte]: currentDate

                }},

                include: [{

                        model: Tag,

                        through: Gamestag,

                        where: { tag: "Adventure" },

                        attributes: [],

                        required: true,

                    }],

            });

            // 15 RPG/Szerep játék

            const rpgs = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                limit: 15,

                where: {release: {

                    [Op.lte]: currentDate

                }},

                include: [{

                        model: Tag,

                        through: Gamestag,

                        where: { tag: "RPG" },

                        attributes: [],

                        required: true,

                    }],

            });

            // 15 Racing/Versenyzős játék

            const racings = await Game.findAll({

                attributes: ["id","gameTitle", "boxart"],

                limit: 15,

                where: {release: {

                    [Op.lte]: currentDate

                }},

                include: [{

                        model: Tag,

                        through: Gamestag,

                        where: { tag: "Racing" },

                        attributes: [],

                        required: true,

                    }]

            });

            // 15 Strategy/Stratégiai játékok

            const strategies = await Game.findAll({

                attributes: ["id", "gameTitle", "boxart"],

                limit: 15,

                where: {release: {

                    [Op.lte]: currentDate

                }},

                include: [{

                        model: Tag,

                        through: Gamestag,

                        where: { tag: "Strategy" },

                        attributes: [],

                        required: true

                    }],

            });

            // Ha minden rendben futott le, akkor a válaszban megadjuk a lementett értékeket

            res.status(200).json({

                error: false,

                message: "Game datas successfully fetched!",

                datas: {

                    upcomingGames,

                    newReleaseGames,

                    shooters,

                    adventures,

                    rpgs,

                    racings,

                    strategies

                }

            });

            return;

Az elején meghatározzuk a jelenlegi dátumot, majd az egy évvel későbbi dátumot, így lekérjük azokat a játékokat, amelyek megjelenítési a maira rá egy évvel jelenik meg. Ez után meghatározzuk a mostani dátumtól egy évvel ezelőtti dátumot, lekérjük azokat a játékokat, amelyek az elmúlt egy évben jelentek meg, ezekután öt címke alapján kérünk le játékokat, maximum 15-öt. A játékoknak csak azokat az adatait kérjük le, amit az oldalon szeretnénk megjeleníteni. A végén a válaszban minden megadott játék adatait elküldjük.

A MainpagePutController metódus a keresősáv működéséért felel, ez a weboldalon a navigációs sávon található, így minden oldalon elérhető.

// Ez a metódus a kereső sávért felel

    MainpagePutController: async (req, res) => {

        try {

            // Le mentjük a kapott keresést és a felesleges keresést elkerülve ellenőrizzük, hogy a nem-e üres, de alapvetően ez nem számít

            // hibának, így a 200-as kódot küldjük vissza, de megüzenjük, hogy ez üres

            const search = req.body.search;

            if (!search) {

                res.status(200).json({

                    error: false,

                    message: "It is an empty search!"

                });

                return;

            }

            // Az átláthatóság érdekében egy új változóban formázzuk a keresés szövegét az adatbázishoz való lekérdezéshez

            const formattedSearch = "%" + String(search).toLowerCase() + "%";

            // A szükséges információkat kérjük le csak, a lekérdezés érvényes a játék alternatív nevére is, ezután 200-as kóddal

            // visszaadjuk az eredményt/eredményeket

            const game = await Game.findAll({

                attributes: ["id", "gameTitle", "altGameTitle", "release", "boxart"],

                where: {[Op.or]:

                    [

                        {gameTitle: {[Op.like]: formattedSearch}},

                        {altGameTitle: {[Op.like]: formattedSearch}}

                    ]

                }

            });

            // Ha minden helyesen futott le, akkor visszaadjuk a talált eredményeket

            res.status(200).json({

                error: false,

                message: "Successful search!",

                game: game

            });

        }

Először elmentjük a body-ban kapott keresendő szöveget, ha ez üres akkor válaszban elküldjük, hogy ez egy üres keresés volt, ha van szöveg akkor formázzuk, hogy az SQL keresésben bármilyen szöveg lehet előtte és utána és kisbetűsre alakítjuk. Majd elküldünk egy kérést, ahol a formázott szöveggel a játék alap és alternatív címe alapján is keressen, majd az eredményt küldje el a válaszban.

**A myproflie.controller.js magyarázata**

Ebben a fájlban egy bejelentkezett felhasználó fiókjához tartozó három metódust tartalmaz.

import jweMethods from "../utilities/jwe.methods.js";

import validationMethods from "../utilities/validation.methods.js";

import bcryptMethods from "../utilities/bcrypt.methods.js";

import User from "../models/user.js";

Itt három metódust importálunk be és egy modellt.

Az első metódus a MyProfileGetController egy bejelentkezett felhasználó adatinak a lekérdezést kezeli.

 MyprofileGetController: async(req, res) => {

        try {

            // Lekérjük a bejelentkezett felhasználó azonosítóját, ha nincs, akkor hiba üzenetet küldünk

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is missing or faulty!"

                });

                return;

            }

            // Az azonosító alapján megkeressük a felhasználót

            const user = await User.findOne({

                attributes: ["username", "email", "admin", "creation"],

                where: {

                    id: userId

                }

            });

            // Végül a válaszban visszaadjuk a felhasználó adatait

            res.status(200).json({

                error: false,

                message: "The user's data are successfully fetched!",

                user: user

            });

            return;

        }

Először lekérdezzük a felhasználó azonosítóját, majd megkeressük az alapján a felhasználót az adatbázisban, végül a válaszban elküldjük a felhasználó adatait.

    // Ez a metódus a bejelentkezett felhasználó adatainak a változtatásait kezeli

    MyprofilePostController: async(req, res) => {

        try {

            // Lekérjük a bejelentkezett felhasználó azonosítóját, ha nincs, akkor hiba üzenetet küldünk

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is missing or faulty!"

                });

                return;

            }

            // Konstansként lementjük a req.body-ban lévő értékékeket, illetve létrehozunk egy objektumot, amely leköveti hogy

            // a felhasználó milyen adatokat változtat és hogy mire

            const {username, email, password, passwordAgain} = req.body;

            const changes = new Object();

            // Egy változóban llenőrizzük hogy történik-e változtatás

            let empty = true;

            // A lekért azonosító alapján lekérjük a felhasználó adatait

            const user = await User.findOne({where: {id: userId}, attributes: ["username", "password", "email"]});

            // A felhasználó nevet ellenőrizzük, hogy meglett-e adva, ha nem, akkor megyünk a következő adatra

            if (username) {

                // Ha a megadott felhasználó név ugyanaz, mint az eredeti, akkor hiba üzenetet küldünk

                if (username === user.username) {

                    res.status(409).json({

                        error: "true",

                        message: "The username is the same as the original!"

                    });

                    return;

                }

                // Ha a megadott névvel már létezik felhasználó, akkor hiba üzenetet küldünk

                const conflictingUsername = await User.findOne({where: {username: username}});

                if (conflictingUsername) {

                    res.status(409).json({

                        error: "true",

                        message: "There's already an user with this username!"

                    });

                    return;

                }

                else {

                    // Megnézzük, hogy a felhasználónév formátuma helyes, ha nem akkor hiba üzenetet küldünk

                    if (validationMethods.CheckUsername(username) === false) {

                        res.status(400).json({

                            error: "true",

                            message: "The username is not in the correct length or contains space!"

                        });

                        return;

                    }

                    // Megnézzük, hogy a felhasználónév tartalmaz-e káromkodást, ha igen, akkor hiba üzenetet küldünk

                    if (validationMethods.CheckProfanity(username) === true) {

                        res.status(400).json({

                            error: "true",

                            message: "The username contains profanity!"

                        });

                        return;

                    }

                }

                // Ha minden ellenőrzésen átment, akkor megadjuk, hogy a változtatás történt, szóval nem lesz üres kérés, illetve

                // elmentjük a változtatást

                empty = false;

                changes.username = username;

            };

            // Ha az email cím meg van adva akkor ellenőrizzük az adatot, ha nincs, akkor tovább haladunk a következő adatra

            if (email) {

                // Ellenőrizzük, hogy az megadott új email nem-e egyezik a régivel, ha igen, erre hiba üzenetet küldünk

                if (email === user.email) {

                    res.status(409).json({

                        error: true,

                        message: "The email is the same as the original!"

                    });

                    return;

                }

                // Megnézzük, hogy az új email cím nem-e egyezik már egy adatbázisban lévő email címmel,

                // ha igen, erre hibaüzenetet küldünk

                const conflictingEmail = await User.findOne({where: {email: email}});

                if (conflictingEmail) {

                    res.status(409).json({

                        error: "true",

                        message: "There's already an user with this email address!"

                    });

                    return;

                }

                // Ha minden ellenőrzésen átment, akkor megadjuk, hogy a változtatás történt, szóval nem lesz üres kérés, illetve

                // elmentjük a változtatást

                empty = false;

                changes.email = email;

            };

            // Megnézzük, hogy a jelszó mezőbe kaptunk-e eredményt, ha nem, akkor tovább haladunk

            if (password) {

                // Ha hiányzik a jelszó megerősítés, akkor hiba üzenetet küldünk

                if (!passwordAgain) {

                    res.status(400).json({

                        error: "true",

                        message: "The password confirmation is empty!"

                    });

                    return;

                }

                else {

                    // Megnézzük, hogy a jelszó megegyezik-e a megerősítéssel, ha nem erre hiba üzenetet küldünk

                    if (password === passwordAgain) {

                        // Megnézzük, hogy a jelszó a megfelelő formátumban van, ha nem akkor hiba üzenetet küldünk

                        if (validationMethods.CheckPassword(password) === true) {

                            // Megnézzük, hogy a új jelszó megegyezik-e a régi jelszóval, ha igen, akkor erre egy hibát küldünk

                            if (bcryptMethods.Comparing(password, user.password) === true) {

                                res.status(400).json({

                                    error: "true",

                                    message: "The password is the same as the original!"

                                });

                                return;

                            }

                            // Ha minden ellenőrzésen átment, akkor megadjuk, hogy a változtatás történt, szóval nem lesz üres kérés, illetve

                            // elmentjük a változtatást

                            else {

                                empty = false;

                                changes.password = bcryptMethods.Hashing(password);

                            }

                        }

                        else {

                            res.status(400).json({

                                error: "true",

                                message: "The password is in incorrect form!"

                            });

                            return;

                        }

                    }

                    else {

                        res.status(400).json({

                            error: "true",

                            message: "The passwords don't match!"

                        });

                        return;

                    }

                }

            }

            else {

                // Ha a jelszó mező üres, de a megerősítésnek van tartalma akkor erre hibát adunk

                if (passwordAgain) {

                    res.status(400).json({

                        error: "true",

                        message: "The password field is empty!"

                    });

                    return;

                }

            }

            // Ha végül metódus úgy fut let hogy semmilyen változtatás sem történik, vagyis minden mező üres, akkor hibát küldünk rá

            if (empty) {

                res.status(400).json({

                    error: true,

                    message: "Every field is empty!"

                });

                return;

            }

            // Ha minden ellenőrzésen átment, akkor a felhasználó azonosítója alapján megváltoztatjuk a felhasználó adatait

            await User.update(changes, {where: {id: userId}});

            // Végül visszaküldjük, hogy a metódus sikeresen lefutott

            res.status(201).json({

                error: false,

                message: "Datas has been updated!"

            });

            return;

        }

Lekérjük a felhasználó azonosítóját, majd ellenőrizzük, hogy megkaptuk-e. Ezekután lementjük a body-ban kapott értékeket, emellé létrehozzuk egy objektumot, amiben lekövetjük az adatváltoztatásokat, ha átmentek az ellenőrzéseken, és egy logikai változót, amiben azt tároljuk, hogy történik-e adat változtatás. Ezek után jönnek az adatok ellenőrzései, amik során megnézzük, hogy nem-e ugyanaz, mint az eredeti, nincs-e már ilyen adat az adatbázisban (kivéve a jelszónál), a formátumnak megfelelnek-e és nem tartalmaznak káromkodást. Ha nem kaptunk semmilyen adatot akkor a fent meghatározott logikai érték igaz marad, amire egy 400-as hibát adunk. Ha volt adatváltoztatás és átment az ellenőrzéseken, akkor azt az objektumba elmentjük olyan formátumban, hogy azt használva frissíteni tudjuk a felhasználó adatait.

A MyprofileDeleteController metódus egy bejelentkezett felhasználó fiók törlését kezeli.

// Ez a metódus egy bejelentkezett felhasználó fiókjának a törlését intézi

    MyprofileDeleteController: async(req, res) => {

        try {

            // Lekérjük a bejelentkezett felhasználó azonosítóját, ha nincs, akkor hiba üzenetet küldünk

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is missing or faulty!"

                });

                return;

            }

            // Ha az ellenőrzéseken sikeresen átment, akkor a töröljük a felhasználót, majd visszaküldjük a megerősítő választ,

            // hogy sikerült a törlés

            await User.destroy({

                where: {

                    id: userId

                }

            });

            res.status(200).json({

                error: false,

                message: "The user profile has been deleted!"

            });

            return;

        }

        catch (error) {

            console.log(error);

            res.status(500).json({

                error: true,

                message: "Something went wrong fetching the user's data!"

            });

            return;

        }

    }

Lekérjük a felhasználó adatait, majd megnézzük, hogy megkaptuk-e. Majd a kapott azonosító alapján töröljük a felhasználót és visszaküldünk egy megerősítő választ.

**regist.controller.js működése**

Ebben a fájlban csak egy metódus található, ami a felhasználó regisztrációját kezeli.

import User from '../models/user.js';

import { Op } from 'sequelize';

import bcryptMethods from '../utilities/bcrypt.methods.js';

import validationMethods from '../utilities/validation.methods.js';

Itt importáljuk szükséges modellt és metódusokat.

A RegistPostMetódus kezeli egy felhasználó regisztrációját. ehhez az adatokat a kérés body-ból kapja meg.

 RegistPostController: async (req, res) => {

        // Try catch párban vannak írva a következő kódok, hogy az esetleges adatbázis csatlakozási hibákat kezelni tudjuk

        try {

            // Konstansként elmentjük azokat az adatokat, amelyeket bekérünk a felhasználótól, mert ezek nem változnak

            const { username: registUsername, password: registPassword, passwordAgain: registPasswordAgain, email: registEmail} = req.body;

            // Ha a valamelyik mező nincs kitöltve akkor 400-as hibával visszaküldi, hogy hiba történt,

            // mert nem volt minden mező kitöltve és ezeket kötelező kitölteni

            if (!registUsername || !registPassword || !registEmail || !registPasswordAgain) {

                res.status(400).json({

                    error: "true",

                    message: "Not every field was filled!"

                });

                return;

            }

            // Ellenőrzi, hogy a bekért adatoknál van-e már egyező az adatbázisban

            const conflictingDatas = await User.findOne({

                where: {[Op.or]:

                    [

                        {email: registEmail},

                        {username: registUsername},

                    ]

                }

            });

            // Ha van egyező akkor küldjön vissza egy 409 http kódot és egy üzenetet, hogy valamelyik már létezik

            // Csak a felhasználónév és az email cím egyedi oszlop, ezért csak ezeket ellenőrizzük

            if (conflictingDatas) {

                res.status(409).json({

                    error: "true",

                    message: "There's already an user with this username or email address!"

                });

                return;

            }

            // A bekért adatokat a backend-en ellenőrizzük

            // Először a felhasználónév helyes méretét ellenőrizzük, majd hiba üzenetet ad, ha nem megfelelő tartományban van.

            // Mivel a bekért adat hiába karakterláncként értelmezi alapvetően,

            // de típuskényszerítéssel biztosabban elérhető, hogy a szükséges String metódusok elérhetőek legyenek

            if (validationMethods.CheckUsername(registUsername) === false) {

                res.status(400).json({

                    error: "true",

                    message: "The username is not in the correct length or contains space!"

                });

                return;

            }

            if (validationMethods.CheckProfanity(registUsername) === true) {

                res.status(400).json({

                    error: "true",

                    message: "The username contains profanity!"

                });

                return;

            }

            // Ha a jelszó megerősítés sikertelen a felhasználótól akkor hiba üzenetet küldd az esetre

            if (registPassword !== registPasswordAgain) {

                res.status(400).json({

                    error: "true",

                    message: "The passwords don't match!"

                });

                return;

            }

            // Itt a jelszó helyes formátumát ellenőrzi, miszerint legalább 10 karakter, maximum 30 lehet, tartalmazzon legalább

            // egy nagy betűt és legalább egy számot.

            // Mivel az ellenőrzések mind a jelszó formátumára vonatkozik, ezért a hiba üznenet mindegyikre ugyan az

            if (validationMethods.CheckPassword(registPassword) === false) {

                res.status(400).json({

                    error: "true",

                    message: "The password is in incorrect form!"

                });

                return;

            }

            // Ha minden ellenőrzésen átment akkor azt jelenti, hogy a felhasználót készek vagyunk elmenteni az adatbázisban

            // Magát a jelszót nem mentjük el egyenesen, hanem előtte a bcrypt segítségével titkosítjuk, az egyszerűség kedvéért a

            // bcrypt-methods.js fájlban megvan írva egy nyílvános metódus a titkosításhoz

            const hashedPassword = bcryptMethods.Hashing(registPassword);

            // A jelenlegi dátumot mentjük el, ezt egyenesen el lehet menteni a sequelize model DATEONLY típusába

            const date = new Date();

            // A felhasználó létrehozása és az adatbázisban elmentése egyben a megfelelő adatokkal,

            // majd a 201-es http kóddal megerősítjük, hogy sikeres volt a regisztráció

            const newUser = await User.create({

                username: registUsername,

                password: hashedPassword,

                email: registEmail,

                creation: date,

            });

            res.status(201).json({

                error: "false",

                message: "User succesfully created!",

                data: newUser,

            });

            return;

        }

        catch (error) {

            // Az egyetlen validáció, ami nem kézzel írtunk meg az az email ellenőrzése, és ugyanakkor csak az email címnél használunk

            // sequelize validációt, ezért, ha a hiba a sequelize validációhoz kötődik, biztos, hogy az email címmel volt probléma, ekkor

            // visszaküldjük a megfelelő hibakódot és választ

            if (error.name === "SequelizeValidationError") {

                res.status(400).json({

                    error: "true",

                    message: "The email is in incorrect form!"

                });

                return;

            }

Elmentjük a kérés body-ban kapott adatokat, majd ellenőrizzük, hogy ténylegesen megvan-e minden kért adat. Ezután megnézzük, hogy az adatbázisban nincs-e azonos nevű vagy email című felhasználó. Majd ellenőrizzük az adatok formátumát, ha ez is rendben volt, akkor titkosítjuk a jelszót. Végül létrehozzuk a felhasználót a megadott adatokkal és küldünk egy megerősítő választ. Az email cím formátumának ellenőrzését a Sequelize validátor végzi, ha az hibát dob, akkor tudjuk, hogy a hiba az emailcím formátumával van.

**review.controller.js magyarázata**

Ebben a fájlban kettő metódus található, mindegyik a bejelentkezett felhasználó kritika kezelésével kapcsolatos.

import Game from "../models/game.js";

import Rating from "../models/rating.js";

import Review from "../models/review.js";

import User from "../models/user.js";

import jweMethods from "../utilities/jwe.methods.js";

import validationMethods from "../utilities/validation.methods.js";

Importáljuk a szükséges modelleket és metódusokat.

Az első metódus a ReviewPutController, ami a kérés body-ban megadott adatok alapján hoz létre kritikát.

    // Felhasználó kritika írását kezeli

    ReviewPutController: async (req, res) => {

        try {

            // Lekérjük a bejelentkezett felhasználó azonosítóját, ha nincs, akkor hiba üzenetet küldünk

            const userId = await jweMethods.GetUserId(req);

            if (userId === undefined) {

                res.status(401).json({

                    error: true,

                    message: "The token is missing or faulty!"

                });

                return;

            }

            // Az URL-ben szereplő játék azonosított lementjük a megfelelő formátumban

            const gameId = Number(req.params.gameId?.trim());

            // Ha a játék azonosító hiányzik vagy nem egy szám, akkor egy hiba üzenetet küldünk vissza

            if (!gameId || isFinite(gameId) === false) {

                res.status(400).json({

                    error: true,

                    message: "There's no game id!"

                });

                return;

            }

            // Ellenőrizzük, hogy az URL-ben megadott számhoz ténylegesen tartozik egy játék, ha nem akkor egy hiba üzenetet küldünk

            const game = await Game.findOne({

                attributes: ["id"],

                where: {

                    id: gameId

                }

            });

            if (!game) {

                res.status(404).json({

                    error: true,

                    message: "There's no game with this id!"

                });

                return;

            }

            // Ellenőrizzük, hogy a felhasználó írt-e már egy kritikát a játékról, ha igen, akkor hiba üzenetet küldünk

            const reviewExist = await Review.findOne({

                attributes: ["id"],

                where: {

                    UserId: userId,

                    GameId: gameId

                }

            });

            if (reviewExist) {

                res.status(409).json({

                    error: true,

                    message: "The user already wrote a review!"

                });

                return;

            }

            // Ellenőrizzük, hogy a felhasználó értékelte-e a játékot már, ha nem, akkor hiba üzenetet küldünk

            const userRated = await Rating.findOne({

                where: {

                    UserId: userId,

                    GameId: gameId

                }

            });

            if (!userRated) {

                res.status(400).json({

                    error: true,

                    message: "The user didn't rate the game before!"

                });

                return;

            }

            // Konstansként lementjük a kritika címét és törzs szövegét

            const { title, content } = req.body;

            // Ha hiányzik a cím, akkor hiba üzenetet küldünk

            if (!title) {

                res.status(400).json({

                    error: true,

                    message: "Title is missing!"

                });

                return;

            }

            // Ha a cím kevesebb mint 5 karakter, akkor hiba üzenetet küldünk

            if (title.length < 5) {

                res.status(400).json({

                    error: true,

                    message: "Title is less than 5 character!"

                });

                return;

            }

            // Ha a cím több mint 100 karakter, akkor hiba üzenetet küldünk

            if (title.length > 100) {

                res.status(400).json({

                    error: true,

                    message: "Title is more than 100 character!"

                });

                return;

            }

            // Ha a törzs szöveg hiányzik, akkor hiba üzenetet küldünk

            if (!content) {

                res.status(400).json({

                    error: true,

                    message: "Content is missing!"

                });

                return;

            }

            // Ha a törzs szöveg tartalma kevesebb mint 50 karakter, akkor hiba üzenetet küldünk

            if (content.length < 50) {

                res.status(400).json({

                    error: true,

                    message: "Content is less than 50 character!"

                });

                return;

            }

            // Ha a törzs szöveg tartalma több mint 5000 karakter, akkor hiba üzenetet küldünk

            if (content.length > 5000) {

                res.status(400).json({

                    error: true,

                    message: "Content is more than 5000 character!"

                });

                return;

            }

            // Ha a cím vagy a törzs szöveg káromkodást tartalmaz, akkor hiba üzenetet küldünk

            if ((validationMethods.CheckProfanity(title) === true) || validationMethods.CheckProfanity(content) === true) {

                res.status(400).json({

                    error: true,

                    message: "The review contains profanity!"

                });

                return;

            }

            // Lementjük a jelenlegi dátumot, hogy felhasználjuk a kritika mentésére

            const currentDate = new Date();

            // Ha minden ellenőrzésen átment, akkor létrehozza a kritikát a megadott értékekkel

            await Review.create({

                title: title,

                content: content,

                date: currentDate,

                GameId: gameId,

                UserId: userId

            });

            // Visszaküldjük, hogy a metódus sikeresen lefutott

            res.status(201).json({

                error: false,

                message: "Review has been shared!"

            });

            return;

        }

Lekérjük a felhasználó azonosítóját, majd ellenőrizzük, hogy sikerült-e. Ezután a paraméterből lekérjük a játék azonosítóját, és ellenőrizzük, hogy van-e ilyen azonosítóval játék. Ezekután megnézzük, hogy a felhasználó értékelte a játékot, mert csak az írhat kritikát, aki értékelte az adott játékot. Utána lementjük a kérés body-ból a kritika címét és a tartalmát. Ellenőrizzük, hogy az adatokat megkaptuk-e és hogy a megfelelő hosszban vannak és nem tartalmaznak káromkodást. Végül elmentjük a jelenlegi dátumot és létrehozzuk a kritikát.

A ReviewDeleteController egy felhasználó kritikájának a törlését kezeli, azt hogy melyik kritikát a kell törölni, azt a kérés body-ban kell törölni.

    // A felhasználó kritika törlését kezeli

    ReviewDeleteController: async (req, res) => {

        try {

            // Lekérjük a bejelentkezett felhasználó azonosítóját, ha nincs, akkor hiba üzenetet küldünk

        const userId = await jweMethods.GetUserId(req);

        if (userId === undefined) {

            res.status(401).json({

                error: true,

                message: "The token is missing or faulty!"

            });

            return;

        }

        // Egy változóban elmentjük, hogy a felhasználónak van-e jogosultsága törölni a kritikát, ez alapvetően hamis,

        // a további ellenőrzések változtathatják az értékét

        let isUserAuthorized = false;

        // Megnézzük, hogy a felhasználó létezik-e az adatbázisban

        const isUserAdmin = await User.findOne({

            where: {

                id: userId

            }

        });

        // Ha a felhasználó létezik, akkor megnézzük, hogy van-e admin státusza, ha igen akkor jogosult a kritika törlésére

        if (isUserAdmin.admin === true) {

            isUserAuthorized = true

        }

        // A játék azonosított mentjük az URL-ből amegfelelő formátumra

        const gameId = Number(req.params.gameId?.trim());

        // Elelnőrizzük hogy ténylegesen megkaptuk a játék azonosított és hogy az szám-e

        if (!gameId || isFinite(gameId) === false) {

            res.status(400).json({

                error: true,

                message: "There's no game id!"

            });

            return;

        }

        // Az URL-ben lévő szám alapján megkeressük a játékot, ha nincs ehhez a számhoz tartozó játék, akkor hiba üzenetet küldünk

        const game = await Game.findOne({

            attributes: ["id"],

            where: {

                id: gameId

            }

        });

        if (!game) {

            res.status(404).json({

                error: true,

                message: "There's no game with this id!"

            });

            return;

        }

        // Lementjük az értékelés azonosítóját, amit a body-ban kellene megkapnunk

        const reviewId = req.body.reviewId;

        // Ha nem kaptuk meg az értékelés azonosítóját akkor hiba üzenetet adunk

        if (!reviewId || isFinite(reviewId) === false) {

            res.status(400).json({

                error: true,

                message: "Review id is missing!"

            });

            return;

        }

        // Ellenőrizzük, hogy a megadott azonosítóhoz ténylgesen tartozik-e egy kritika, ha nem akkor hiba üzenetet dobunk

        const reviewExist = await Review.findOne({

            where: {

                id: reviewId

            }

        });

        if (!reviewExist) {

            res.status(404).json({

                error: true,

                message: "There's no review with this id!"

            });

            return;

        }

        // Megnézzük, hogy a kritika írója megegyezik-e a törlést kezdeményező felhasználóval, ha igen akkor jogosult a törlésre

        if (reviewExist.UserId === userId) {

            isUserAuthorized = true;

        }

        // Ha a felhasználó jogosult a törlésre akkor kitöröljük a kritikát és egy megerősítő válasz adunk, ha nem jogosult rá,

        // akkor egy hiba üzenetet adunk rá

        if (isUserAuthorized === true) {

            await Review.destroy({

                where: {

                    id: reviewId

                }

            });

            res.status(200).json({

                error: false,

                message: "The review has been deleted!"

            });

            return;

        }

        else {

            res.status(401).json({

                error: true,

                message: "You are not authorized to do this!"

            });

            return;

        }

        }

Lekérjük a felhasználó azonosítóját és ellenőrizzük, hogy sikerült-e. Létrehozunk egy logikai változót, amiben lekövetjük, hogy a felhasználó jogosult-e a kritika törlésére. Lekérjük a felhasználó adatait az azonosító segítségével, és megnézzük, hogy admin-e, ha igen akkor jogosult a kritika törlésére és a logikai változót igazra állítjuk. Majd lekérjük a játék azonosítóját az URL paraméteréből, és ellenőrizzük, hogy van-e ilyen azonosítójú játék. Majd a kérés body-ból lekérjük a kritika azonosítóját és megnézzük, hogy van-e ilyen azonosítójú kritika. Ezután ellenőrizzük, hogy a felhasználó azonosítója megegyezik-e a kritika írójának azonosítójával, ha igen akkor jogosult a kritika törlésére. Végül ellenőrizzük a logikai értéket, és ha igaz, akkor töröljük a kritikát.

### Models fájlok

Ebben a mappában az adatbázis tábla modelljei találhatóak. Ezeknek a felépítése követi az adatbázis dokumentációban meghatározott táblákét, ezért itt csak egy modellt nézünk meg hogy hogyan lett létrehozva általánosságban. Ehhez az actor.js fájlt nézzük meg.

import sequelize from "../config.js";

import { Model, DataTypes } from "sequelize";

class Actor extends Model {};

Actor.init ({

            id: {

                type: DataTypes.INTEGER.UNSIGNED,

                allowNull: false,

                autoIncrement: true,

                primaryKey: true,

            },

            firstName: {

                type: DataTypes.STRING(100),

                comment: "A színész keresztneve"

            },

            lastName: {

                type: DataTypes.STRING(100),

                comment: "A színész vezetékneve",

            },

            profilePicture: {

                type: DataTypes.STRING,

                comment: "A színészről tárolt kép elérési útvonala"

            },

        },

        {

            sequelize,

            modelName: "Actor",

            comment: "A színészek adatait tárolja"

        });

export default Actor;

Az elején importáljuk az config.js-ben meghatározott Sequlize adatbázis konstanst, majd a DataTypes-t amivel egy tábla adattípusát tudjuk megadni, és végül a Model osztályt. Ezzel a megoldással egy Model típusú osztályt hozunk létre az általunk megadott névvel, ezek után az első kapcsos zárójelben megadjuk a táblák neveit, majd azok típusát, illetve egyéb megkötéseket. A második zárójelben megadjuk, hogy kapcsolja a sequlize nevű adatbázis konstansukhoz, majd a biztonság kedvéért itt is megadjuk a modell nevét. A legvégén exportáljuk a modellt.

### Router fájlok

Ezeket a fájlokat a routes mappában tároljuk, ezekben írjuk meg hogy milyen címen milyen metódusnál melyik controller fájl fusson le. Ezek felépítése nagyon hasonló, ezért itt csak egy esetet nézünk meg, a favourites.router.js fájlt.

import { Router } from "express";

import favouritesController from "../controllers/favourites.controller.js";

const FavouritesRouter = new Router();

FavouritesRouter.get("/favourites", favouritesController.FavouritesGetController);

FavouritesRouter.delete("/favourites", favouritesController.FavouritesDeleteController);

export default FavouritesRouter;

Először is importáljuk a Router-t az express-ből, majd a router fájlal megegyező kezdő nevű controller-t. Létrehozunk egy konstans olyan névvel, amivel azonosítani tudjuk és létrehozzuk a Router segítségével. Ezekután megadjuk, hogy a Router konstansunknak, hogy milyen metódus esetét kezelje, majd a zárójelben karakterláncként adjuk meg a címet, ehhez nem kell tenni a htttp://localhost:3000 részt, csak az ezutáni részt, majd ezután adjuk meg a controller fájlt, és azt, hogy melyik metódusát rendeljük hozzá. Ezt minden tervezett útvonalon megcsináljuk. Végül exportáljuk a konstansunkat.

### Az utilities mappa

Ez mappa három fájlt tartalmaz, amelyek egy bizonyos csomaghoz specifikus metódusokat tartalmaz, amiket a controller fájloknál használunk fel, illetve van egy middleware amit az app.js-nél használunk.

**bcrypt.methods.js fájl**

import bcrypt from "bcrypt";

const salts = 10;

// A jelszó titkosítás és összehasonlítást külön fájlban definiáljuk majd exportáljuk

export default {

    Hashing: (password) => {

        return bcrypt.hashSync(password, salts);

    },

    Comparing: (plainPassword, hashedPassword) => {

        return bcrypt.compareSync(plainPassword, hashedPassword);

    },

};

Ebben a fájlban a bcrypt csomaghoz tartozó metódusokat kezeljük. Először a salts-ban megadjuk a titkosításhoz szükséges általunk meghatározott számhoz. Majd export default-ban beírva létrehozunk két metódust. A Hashing paraméterében egy jelszót várunk el, eredményül a bcrypt metódussal titkosított jelszót küldjük vissza. A Comparing metódus paraméterében egy egyszerű jelszót és egy titkosított jelszót várunk el. Összehasonlítjuk, hogy az egyszerű jelszó megegyezik-e a titkosított jelszó eredeti formájával, eredményül egy logikai értéket küldünk vissza, ahol az igaz azt jelenti, hogy megegyezik, a hamis, hogy nem.

**jwe.methods.js fájl**

Ebben a fájlban a jose könyvtár token kezeléseivel kapcsolatos három metódus található.

import { compactDecrypt, EncryptJWT} from "jose";

import crypto from "crypto";

import User from "../models/user.js";

// A token titkosításához használt kulcs egy random szám, Uint8Array típusú, mert a titkosításhoz ilyen típusú objektum kell

// Ez a kulcs minden szerver indításnál új, amely tovább növeli a biztonságot

const securekey = new Uint8Array(32);

crypto.randomFillSync(securekey);

Beimportáljuk a jose könyvtárból szükséges funkciókat, majd egy random érték generálásához szükséges modult és a User modellt. Ezután minden metódust export default-ban írunk meg.

CreatingToken: async (loginId, loginUsername, loginEmail) => {

        const payload = {

            id: loginId,

            username: loginUsername,

            email: loginEmail,

        };

        // Itt jön létre a token, a payload a felhasználó adatokat használja, 1 óráig érvényes a token, titkosított fejléce van,

        // a titkosítás a fájl elején létrehozott kulccsal történik

        // Végül visszaadja a token-t

        const token = await new EncryptJWT(payload)

            .setExpirationTime("1 hour")

            .setProtectedHeader({ alg: "dir", enc: "A256GCM"})

            .encrypt(securekey)

        return token;

    },

Ebben a metódusban egy felhasználó token-jét hozzuk létre, ehhez szükséges az azonosítója, a felhasználóneve és email címe. Ezekből létrehozunk egy objektumot payload néven. Ezután létrehozzuk a tokent-t egy konstansba a jose könyvtár egy funkciójával, aminek beállítjuk a titkosításait és azt hogy csak egy óráig legyen érvényes, ez után elküldjük a token-t.

// Ez a metódus egy middleware-ként szolgál, amely a felhasználónak új token-t ad, ha az előző még aktív, de hamarosan lejár

    ExntendingToken: async (req, res, next) => {

        // A következő sorok a biztonság kedvéért try catch párban vannak írva hogy a felmerülő hibákat kezelni tudjuk

        try {

            // A tokent lekérdezzük, majd visszafejtjük és lemenetjük a nyers adatokat

            const currentToken = req.headers['authorization']?.split(' ')[1];

            // Ha nincs token, azt jelenti, hogy felhasználó nincs bejelentkezve, ilyenkor nem tudunk token-t cserélni

            if (!currentToken) {

                return next();

            }

            // Megnézzük, hogy a token érvényes-e, ha nem, akkor nem cserélünk token-t

            let validToken = true;

            const decodedToken = await compactDecrypt(currentToken, securekey)

                .catch(() => {

                    validToken = false;

                });

            if (validToken === false) {

                return next();

            }

            const currentPayload = JSON.parse(decodedToken.plaintext.toString("utf8"));

            // A token lejárati idejét és a jelenlegi dátumut lementjük egy azonos formátumban, majd kiszámoljuk, hogy mennyi idő van hátra

            // a token élettartalmából

            const expire = currentPayload.exp \* 1000;

            const currentDate = new Date();

            const timeLeft = expire - currentDate;

            // Ha a maradék idő kevesebb mint 30 perc akkor a felhasználónak adunk egy új token-t,

            // majd tovább lépünk, más esetben visszaküldjük, hogy még nincs szükség új tokenre

            if (timeLeft < 1800000) {

                const newToken = await new EncryptJWT(currentPayload)

                    .setExpirationTime("1 hour")

                    .setProtectedHeader({ alg: "dir", enc: "A256GCM"})

                    .encrypt(securekey);

                res.setHeader("Authorization", `Bearer ${newToken}`);

            }

            return next();

        }

        catch (error) {

            console.log(error);

            return res.status(500).json({

                error: true,

                message: "Something went wrong when checking the validity of the token!",

            });

        }

    },

Ebben a middleware-ben a token hosszabbítását érjük el. Ehhez lekérjük a meglévő token-t, ha nincs akkor tovább engedjük. Visszafejtjük a token-t és kinyerjük belőle az adatokat. majd megnézzük, hogy mennyi ideje van hátra, ha kevesebb mint 30 perc, akkor a token-ből szerzett adatok segítségével új token-t hozunk létre, amit az Authorization fejlécbe teszünk és hozzá csatoljuk azt ezt következő válaszhoz.

// Ez a metódus a token-ből kinyeri a felhasználó azonosítóját

    GetUserId: async (req) => {

        // A token lekérjük, de utána ellenőrizzük, hogy van e tényleges token, ha nincs akkor visszaküldünk egy undefined

        // eredményt, amit a fő program majd kezel

        const token = req.headers['authorization']?.split(' ')[1];

        if (!token) {

            return undefined;

        }

        let id = 0;

        // Dekódoljuk a token-t majd a megfelelő formátumba hozzuk

        await compactDecrypt(token, securekey)

            .then(async(decodedToken) => {

                const currentPayload = JSON.parse(decodedToken.plaintext.toString("utf8"));

                // Ellenőrizzük, hogy az adatbázisban van ilyen felhasználó

                const isInTheDatabase = await User.findOne({

                    attributes: ["id", "username"],

                    where: {

                        id: currentPayload.id,

                        username: currentPayload.username

                    }

                });

                // Ha nincs, akkor a undefined értéket küldünk vissza

                if (!isInTheDatabase) {

                    id = undefined

                }

                // Ha az ellenőrzésen átment, akkor elmentjük a felhasználó azonosítóját

                id = currentPayload.id;

            })

            .catch((error) => {

                console.log(error);

            });

        // Ha a token visszafejtése nem sikerült, az azért van, mert a token lejárt, vagy egyéb okok miatt már nem aktív,

        // ilyenkor szintén undefined-ot küldünk vissza, ha érvényes a token, akkor visszaküldjük az azonosítót

        if (id === 0) {

            return undefined;

        }

        else {

            return id;

        }

    }

Ebben a metódusban a felhasználó azonosítóját nyerjük ki a token-ből. Ha bármi hiba történik közben akkor egy undefined értéket küldünk vissza, más esetben a token-ből származó azonosított. Futás során teszteljük hogy tényleg létezik-e ilyen azonosítójú felhasználó az adatbázisban.

## Backend teszt Postman-nel

Az API teszteket a Postman alkalmazással tesztelhetjük, így importálhatjuk a ’Game Knwoledge.postman\_collection.json’ fájlt a Postman-be:

Nyissuk meg a Postman alkalmazást és a bal felső sarokban kattintsunk az Import gombra.
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Ez bedob egy új ablakot, ahol kattintsunk kékkel írt files-ra majd válasszuk ki a ’Game Knwoledge.postman\_collection.json’.
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Fontos megjegyezni, hogy egy token élettartalma egy óra, ezután a token már nem érvényes, tartsuk észbe, ha nem várt hibát kapunk egy kérés során. A backend rendelkezik egy token újító funkcióval, ha a token élettartalma kevesebb mint harminc perc, akkor a ’login’ és ’regist’ mappán belüli kérések kivételével, mindegyik kérésre adhat egy új token-t, ami a válasz fejléc Authorization-nél található. Ha valamelyik kérés során olyan hiba történik amire nem számítottunk akkor HTTP 500-as kódú hibát kapunk.

### ’regist’ teszt mappa

A ’regist’ mappában kettő további mappa található, mindkettő a kéréseket a [HTTP://localhost:3000/registration](http://localhost:3000/registration) küldjük.

A Registration mappában a regisztrációs tesztek érhetőek el POST metódussal.

* Correct/Already Exist – Ez a teszt sikeresen létrehoz egy új felhasználót az adatbázisban, hisz minden adat a megfelelő formátumban van, erre így egy 201-es HTTP kódot kapunk, a válaszban láthatjuk, hogy a jelszót sikeresen titkosította. Ha még egyszer lefuttatjuk akkor hibát kapunk hisz ezekkel az adatokkal már van felhasználó az adatbázisban, a HTTP kód ez esetben 409.
* New User for Test – Ez a teszt sikeresen létrehoz egy új felhasználót az adatbázisban, hisz minden adat a megfelelő formátumban van, erre így egy 201-es HTTP kódot kapunk. Ha még egyszer lefuttatjuk akkor hibát kapunk hisz ezekkel az adatokkal már van felhasználó az adatbázisban, a HTTP kód ez esetben 409. A célunk ezzel a felhasználóval, hogy később felhasználjuk az adat változtatás funkcióhoz.
* Empty Body – Ez a teszt egy üres body-t küldd a backend-nek, mivel az adatok hiányoznak, ezért HTTP 400-as kódú hibát kapunk vissza.
* Missing Username – Ez a teszt egy alapvetően helyes formátumú regisztrációt küldene el, de hiányzik a felhasználónév, ezért HTTP 400-as kódú hibát kapunk vissza.
* Missing Email - Ez a teszt egy alapvetően helyes formátumú regisztrációt küldene el, de hiányzik az email cím, ezért HTTP 400-as kódú hibát kapunk vissza.
* Missing Password - Ez a teszt egy alapvetően helyes formátumú regisztrációt küldene el, de hiányzik a jelszó, ezért HTTP 400-as kódú hibát kapunk vissza.
* Missing Password Confirmation - Ez a teszt egy alapvetően helyes formátumú regisztrációt küldene el, de hiányzik a jelszó megerősítő, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Too Long – Ebben a tesztben a felhasználónév túllépi a maximum 30 karakter megengedett hosszt, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Too Short – Ebben a tesztben a felhasználónév nem éri el a minimum 5 karater hosszt, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Contains Space – Ebben a tesztben a felhasználónév szóközt tartalmaz, amit nem engedünk meg a felhasználónévben, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Is a Profanity – Ebben a tesztben a felhasználónév egy angol káromkodást, ezt nem engedjük a felhasználónévnek, ezért HTTP 400-as kódú hibát kapunk vissza.
* Email is Missing: @ - Ebben a tesztben az email címből hiányzik a @ jel, ami azt jelenti, hogy ez nem lehet egy hiteles email cím, ezért HTTP 400-as kódú hibát kapunk vissza.
* Email Missing: dot . – Ebben a tesztben az email címből hiányzik a @ jel utáni pont, ez azt jelenti, hogy ez nem lehet egy hiteles email cím, ezért HTTP 400-as kódú hibát kapunk vissza.
* Passwords Don't Match – Ebben a tesztben a jelszó és a jelszó megerősítő nem egyezik, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password Too Short – Ebben a tesztben a jelszó nem éri el a minimum 10 karaktert, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password Too Long – Ebben a tesztben a jelszó meghaladja a 30 karaktert, ezért HTTP 400-as kódú hibát kapunk vissza.
* No Uppercase In The Password – Ebben a tesztben a jelszó nem tartalmaz nagy betűs karaktert, ezért HTTP 400-as kódú hibát kapunk vissza.
* No Number In The Password – Ebben a tesztben a jelszó nem tartalmaz számot, ezért HTTP 400-as kódú hibát kapunk vissza.
* Empty Datas – Ebben a tesztben az adatok értéke üres, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Is Empty – Ebben a tesztben a felhasználónév értéke üres, ezért HTTP 400-as kódú hibát kapunk vissza.
* Email Is Empty - Ebben a tesztben az email cím értéke üres, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password is Empty - Ebben a tesztben a jelszó értéke üres, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password Confirmation Is Empty – Ebben a tesztben a jelszó megerősítő értéke üres, ezért HTTP 400-as kódú hibát kapunk vissza.
* Username Is Null - Ebben a tesztben a felhasználónév értéke null, ezért HTTP 400-as kódú hibát kapunk vissza.
* Email Is Null - Ebben a tesztben az email cím értéke null, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password Is Null – Ebben a tesztben a jelszó értéke null, ezért HTTP 400-as kódú hibát kapunk vissza.
* Password Confirmation Is Null - Ebben a tesztben a jelszó megerősítő értéke null, ezért HTTP 400-as kódú hibát kapunk vissza.

A ’regist’ mappában a Method Not Allowed mappán belül teszteljük, hogy ha olyan metódusokkal próbáljuk elérni az adott címet, amit nem támogat.

* PUT – Ebben a tesztben PUT metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH – Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* DELETE – Ebben a tesztben DELETE metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* GET – Ebben a tesztben GET metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’login’ teszt mappa

Ebben a mappában további két mappa található, mindkettőben a kéréseket a [HTTP://localhost:3000/login](http://localhost:3000/login) címre küldi.

A ’Login’ mappában a bejelentkezéshez tartozó tesztek tartózkodnak, amiket POST metódussal érünk el:

* Successfull Login With Admin User – Ebben a tesztben egy sikeres bejelentkezés található egy admin jogosultsággal rendelkező felhasználóval, a válaszban láthatjuk, hogy az ’isAdmin’ értéke igaz. A válaszban továbbá láthatjuk, hogy megkaptuk a felhasználó token-t, amit a felhasználó azonosításához használunk. Ez a token megtalálható a válasz fejléc ’Authorization’ értékénél. A sikeres választ HTTP 200 kóddal kapjuk meg.
* Successfull Login With General User - Ebben a tesztben egy sikeres bejelentkezés található egy átlagos jogosultsággal rendelkező felhasználóval, a válaszban láthatjuk, hogy az ’isAdmin’ értéke hamis. A válaszban továbbá láthatjuk, hogy megkaptuk a felhasználó token-t, amit a felhasználó azonosításához használunk. Ez a token megtalálható a válasz fejléc ’Authorization’ értékénél. A sikeres választ HTTP 200 kóddal kapjuk meg.
* Successfull Login For Test User - Ebben a tesztben egy sikeres bejelentkezés található egy admin jogosultsággal rendelkező felhasználóval, a válaszban láthatjuk, hogy az ’isAdmin’ értéke igaz. A válaszban továbbá láthatjuk, hogy megkaptuk a felhasználó token-t, amit a felhasználó azonosításához használunk. Ez a token megtalálható a válasz fejléc ’Authorization’ értékénél. A sikeres választ HTTP 200 kóddal kapjuk meg, de csak akkor lesz sikeres, ha a regisztrációs tesztnél futtattuk a New User for Test nevű tesztet.
* Username Is Missing – Ebben a tesztben a felhasználónév hiányzik, ezért HTTP 400-as kódú hibát kapunk.
* Password Is Missing - Ebben a tesztben a jelszó hiányzik, ezért HTTP 400-as kódú hibát kapunk.
* Username Is Empty - Ebben a tesztben a felhasználónév üres, ezért HTTP 400-as kódú hibát kapunk.
* Password Is Empty - Ebben a tesztben a jelszó üres, ezért HTTP 400-as kódú hibát kapunk.
* Username Is Null - Ebben a tesztben a felhasználónév NULL, ezért HTTP 400-as kódú hibát kapunk.
* Password Is Null - Ebben a tesztben a felhasználónév NULL, ezért HTTP 400-as kódú hibát kapunk.
* Username Is Incorrect - Ebben a tesztben ilyen felhasználónévvel nincs az adatbázisban felhasználó, ezért HTTP 400-as kódú hibát kapunk.
* Password Is Incorrect - Ebben a tesztben van ilyen felhasználónévvel felhasználó az adatbázisban, de a megadott jelszó nem egyezik az adatbázisban lévővel, ezért HTTP 400-as kódú hibát kapunk.

A login mappán belül a Method Not Allowed mappában találhatunk olyan teszteket, amikkel a nem támogatott metódusokat teszteljük a megadott címen.

* GET – Ebben a tesztben GET metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PUT – Ebben a tesztben PUT metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH – Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* DELETE – Ebben a tesztben DELETE metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’mainpage’ teszt mappa

A ’mainpage’ mappán belül további három mappa található, amelyekben a tesztek a [HTTP://localhost:3000/](http://localhost:3000/) címre kerülnek küldésre.

A ’Mainpage Fetch’ mappában egy darab teszt található, amit GET metódussal tudunk elérni.

* Fetching Games On Mainpage – Ez a teszt azokat az adatokat kéri le, amelyeket a weboldal fő oldalára szeretnénk megjeleníteni, a sikeres lekérdezést HTTP 200-as kóddal kapjuk meg.

A ’Search’ mappában a weboldal keresőmezőjére tartozó tesztek tartoznak, amiket PUT metódussal érünk el. A szöveget, amelyet a kereséshez használunk a kérés body-ban kapjuk meg. A keresést a játék neve és alternatív neve alapján is keres.

* Valid Search – Ebben a tesztben egy sikeres keresés eredményét látjuk, ahol azokat a játékokat adja a válaszban eredményül, ami tartalmazza a body-ban lévő search eredményének a szövegét, kis- és nagybetűtől függetlenül. Az eredményben a játékoknál azokat az adatokat kérjük le, amelyeket a keresés eredményénél szeretnénk megjeleníteni. A válasz HTTP kódja 200.
* Text Is Missing – Ebben a tesztben hiányzik a keresés szövege, erre nem adunk hiba kódot, de a válaszban tudatjuk, hogy ez egy üres keresés. A válasz HTTP kódja 200.
* No Text – Ebben a tesztben a keresés szövege üres, erre nem adunk hiba kódot, de a válaszban tudatjuk, hogy ez egy üres keresés. A válasz HTTP kódja 200.

A ’Method Not Allowed’ mappa olyan teszteket tartalmaz, amelyek a megadott címre nem támogatott metódussal küld kéréseket.

* POST - Ebben a tesztben POST metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH - Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* DELETE - Ebben a tesztben DELETE metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’gamepage’ teszt mappa

A ’gamepage’ mappán belül négy további mappa található, amelyekben a minden teszt a [HTTP://localhost:3000/game/:gameId](http://localhost:3000/game/:gameId) címre kerül elküldésre. Ezek a tesztek a paraméterben megadott számhoz tartozó játékra specifikusak.

A ’Gamepage Fetching’ mappában egy konkrét játék adatainak a lekérdezésére való teszteket tartalmazza a GET metódussal.

Successfull Fetch – Ez a teszt lekérdezi a paraméterben megadott számhoz megegyező azonosítóval rendelkező játét adatait, amelyet a weblapon szeretnénk megjeleníteni. A sikeres lekérdezést HTTP 200-as kóddal jelezzük és válasz tartalmazza a játék adatait.

Game With This Id Does Not Exist – Ebben a tesztben a paraméterben megadott számhoz nem tartozik játék, ezért egy HTTP 404-es kódú hibát kapunk.

A ’Rating’ mappán belüli tesztek a paraméterben megadott számhoz tartozó játék értékelés létrehozását teszteli egy bejelentkezett felhasználó által PUT metódussal. A felhasználó értékelést a válasz body-ban kapjuk az ’isPositive’-ból, ami egy logikai értéknek kell lennie.

* Successfull Positive Rating / Conflict – Ennél a tesztnél használjunk egy általános felhasználó token-jét, és ha egyszer lefuttatjuk akkor egy HTTP 201 kódú választ kapunk, hogy a pozitív értékelést sikeresen lementettük. Ha még egyszer lefuttatjuk akkor egy HTTP 409-es kódú hibát kapunk, hogy a felhasználó már értékelte a játékot.
* Successfull Negative Rating / Conflict - Ennél a tesztnél használjunk egy általános felhasználó token-jét, és ha egyszer lefuttatjuk akkor egy HTTP 201 kódú választ kapunk, hogy a negatív értékelést sikeresen lementettük. Ha még egyszer lefuttatjuk akkor egy HTTP 409-es kódú hibát kapunk, hogy a felhasználó már értékelte a játékot.
* The Game's Not Released Yet - Ennél a tesztnél használjunk egy általános felhasználó token-jét, és ha lefuttatjuk akkor egy HTTP 401-es kódú hibát kapunk, mert olyan játékot próbálunk értékelni, ami még nem jelent meg.
* No Token Provided – Ennél a tesztnél ne használjunk token-t, ha lefuttatjuk a tesztet akkor egy HTTP 401-es kódú hibát kapunk, mert hiányzik a token.
* Faulty Token – Ennél a tesztnél, mér meg van adva egy hibás token, ha lefuttatjuk a tesztet akkor egy HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Rating Value – Ennél használjunk egy általános felhasználó token-jét, ha lefuttatjuk a tesztet akkor egy HTTP 400-es kódú hibát kapunk, mert a kérés body-ban az értékelés értéke üres.
* Missing Value - Ennél használjunk egy általános felhasználó token-jét, ha lefuttatjuk a tesztet akkor egy HTTP 400-es kódú hibát kapunk, mert a kérés body-ból hiányzik az értékelés.
* Rating's Value Is Not a Boolean - Ennél használjunk egy általános felhasználó token-jét, ha lefuttatjuk a tesztet akkor egy HTTP 400-es kódú hibát kapunk, mert a kérés body-ban nem egy logikai értéket kaptunk.
* Game With This Id Does Not Exist - Ennél a használjunk egy általános felhasználó token-jét, ha lefuttatjuk a tesztet akkor egy HTTP 404-es kódú hibát kapunk, mert a paraméterben lévő számhoz nem tartozik játék.

Az ’Add To Favourites’ mappában lévő tesztek egy bejelentkezett felhasználó a paraméterben megadott számhoz tartozó játék kedvencekbe tételét ellenőrzi.

* Successfully Added To Favourites / Conflict - Ennél használjunk egy általános felhasználó token-jét, ha egyszer lefuttatjuk a tesztet akkor egy HTTP 201-es kódú választ kapunk, hogy a játékot sikeresen lementettük a kedvencekbe. Ha még egyszer lefuttatjuk a tesztet, akkor egy HTTP 409-es kódú hibát kapunk, miszerint a felhasználó már a kedvencekbe tette a játékot.
* Game Does Not Exist - Ennél használjunk egy általános felhasználó token-jét, ha lefuttatjuk akkor egy 404-es kódú hibát kapunk, mert a paraméterben olyan szám van megadva, amihez nem tartozik játék.
* No Token Provided – Ennél a tesztnél ne használjunk tokent, ha lefuttatjuk a tesztet, akkor egy HTTP 401-es kódú hibát kapunk, mert a hiányzik a token.
* Faulty Token – Ennél a tesztnél már megvan adva egy hibás token, ha ha lefuttatjuk a tesztet, akkor egy HTTP 401-es kódú hibát kapunk, mert a token hibás.

A ’Method Not Allowed’ mappában lévő tesztesetekkel teszteljük, hogy ha nem támogatott metódusokkal próbáljuk elérni a megadott címet.

PATCH - Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

DELETE - Ebben a tesztben DELETE metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’myproflie’ teszt mappa

A ’myprofile’ mappában négy további mappa található. Ezek a tesztek egy bejelentkezett felhasználó adatainak lekérését, illetve módosítását kezeli. A kéréseket a HTTP://localhost:3000/myprofile címre küldjük. A felhasználót a token alapján azonosítjuk.

A ’Fetch User Data’ mappában lévő tesztesetek a bejelentkezett felhasználó adatainak lekérését teszteli GET metódussal.

* Successfull Fetch – Ehhez használjuk ’Successfull Login For Test User’-ban lévő felhasználó token-jét, ha lefuttatjuk akkor sikeres választ kapunk HTTP 200-as kóddal, ami tartalmazza a felhasználó adatait.
* No Token Provided – Ehhez ne használjunk token-t, ha így lefuttatjuk a tesztet, akkor HTTP 401-es kódú hibát kapunk, mert nincs token megadva.
* Faulty Token – Ennél a teszt esetnél már meg van adva hibás, ha így lefuttatjuk a tesztet, akkor HTTP 401-es kódú hibát kapunk, mert a megadott token hibás.

A ’Change User Data’ mappában a bejelentkezett felhasználó adatainak a változásaival kapcsolatos tesztek találhatóak. Minden ebben a mappában lévő teszthez használjuk a ’Successfull Login For Test User’ tesztből származó token-t. A címet POST metódussal érjük el. Jegyezzük meg hogy ha sikeresen megváltoztatjuk a felhasználó nevet vagy a jelszót, akkor a bejelentkezéshez használt teszt már nem fog működni a jelenlegi formájában.

* Username Is a Profanity – Ennél a tesztnél a felhasználónevet egy angol káromkodásra próbáljuk megváltoztatni, ezt nem engedélyezzük, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Username Is Too Short – Ennél a tesztnél a megadott felhasználónév nem éri el az 5 karakter hosszúságot, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Username Is Too Long - Ennél a tesztnél a megadott felhasználónév túllépi a 30 karakter hosszúságot, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Username Contains a Space - Ennél a tesztnél a felhasználónévben szóköz található, ezt nem engedélyezzük, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Username Is Same as Before – Ennél a tesztnél a megadott felhasználónév megegyezik az eredeti névvel, mivel ez egy felesleges változtatás lenne, ezért egy HTTP 409-as kódú hiba üzenetet küldünk.
* Username Is Already Taken – Ennél a tesztnél a megadott felhasználónév megegyezik az adatbázisban egy meglévő felhasználó nevével, mivel nem engedjük, hogy két ugyanolyan nevű felhasználó legyen, ezért egy HTTP 409-as kódú hiba üzenetet küldünk.
* Email Is Missing: @ - Ennél a tesztnél a megadott email címből hiányzik a @ jel, ami azt jelenti, hogy ez egy nem hiteles email cím, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Email Is Missing: Dot . - Ennél a tesztnél a megadott email címből hiányzik a @ jel utáni pont, ami azt jelenti, hogy ez egy nem hiteles email cím, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Email Is The Same As Before - Ennél a tesztnél a megadott email cím megegyezik az eredeti email címmel, mivel ez egy felesleges változtatás lenne, ezért egy HTTP 409-as kódú hiba üzenetet küldünk.
* Email Is Already Taken - Ennél a tesztnél a megadott email cím megegyezik az adatbázisban egy meglévő felhasználó email címével, mivel nem engedjük, hogy két ugyanolyan email című felhasználó legyen, ezért egy HTTP 409-as kódú hiba üzenetet küldünk.
* Passwords Don't Match – Ennél a tesztnél a megadott jelszó és jelszó megerősítés nem egyezik, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Password Same As Before – Ennél a tesztnél a megadott jelszó megegyezik az eredeti jelszóval, mivel ez egy felesleges változtatás lenne, ezért egy HTTP 409-as kódú hiba üzenetet küldünk.
* Password Does Not Contain a Number – Ennél a tesztnél a megadott jelszóban nincs szám, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Password Does Not Contain Uppercase Letter - Ennél a tesztnél a megadott jelszóban nincs nagybetűs karakter, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Password Is Too Short - Ennél a tesztnél a megadott jelszó nem éri el a minimum 10 karakter hosszt, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Password Is Too Long - Ennél a tesztnél a megadott jelszó túllépi a maximum 30 karakter hosszt, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Password's Missing Confirmation – Ennél a tesztnél meg van adva a jelszó, de hiányzik a megerősítés, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Only Password Confirmation Given - Ennél a tesztnél nincs megadva jelszó, de a megerősítés meg van adva, ezért egy HTTP 400-as kódú hiba üzenetet küldünk.
* Successfull Username Change – Ennél a tesztnél sikeresen megváltoztatjuk a felhasználó nevét, erre egy HTTP 201-es kódú választ kapunk.
* Successfull Email Change Copy – Ennél a tesztnél sikeresen megváltoztatjuk a felhasználó email címét, erre egy HTTP 201-es kódú választ kapunk.
* Successfull Password Change - Ennél a tesztnél sikeresen megváltoztatjuk a felhasználó jelszavát, erre egy HTTP 201-es kódú választ kapunk.
* Successfull Change Every Data - Ennél a tesztnél sikeresen megváltoztatjuk a felhasználó összes adatát egyszerre, erre egy HTTP 201-es kódú választ kapunk.

A ’Delete User’ mappában a felhasználó törlésével kapcsolatos tesztek találhatóak, illetve található egy bejelentkezést a ’Successfull Login For Test User’-ból lévő felhasználóhoz, aminél lefuttattuk a ’Successfull Change Every Data’ tesztet, ezt továbbra is a POST metódussal érjük el a [HTTP://localhost:3000/login](http://localhost:3000/login) címen, ezt leszámítva a további teszteket a [HTTP://localhost:3000/myprofile](http://localhost:3000/myprofile) címen érjük el DELETE metódussal.

* Login For Changed Test User – Ennél a tesztnél bejelentkezünk a teszt felhasználóval, hogy a további tesztet az innen szerzett token-nel hajtsuk végre.
* Successfull Deleting User / User Doesn't Exist – Ha megadtuk a teszt felhasználó token-jét, és egyszer lefuttattjuk, akkor a felhasználó törlésre kerül az adatbázisból, erre HTTP 200-as kódú választ kapunk. Ha még egyszer lefuttatjuk akkor HTTP 404-es kódú hibát kapunk, mert a felhasználó már nem létezik.
* Faulty Token – Ennél a tesztnél már megvan adva egy hibás token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Token Provided - Ennél a tesztnél nincs megadva token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hiányzik.

A ’Method Not Allowed’ mappában lévő tesztekkel a nem támogatott metódusokat ellenőrizzük.

* PUT - Ebben a tesztben PUT metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH - Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’favourites’ teszt mappa

Ebben a mappában három további mappa található, ezekben a mappákban minden kérés a [HTTP://localhost:3000/favourites](http://localhost:3000/favourites) címre kerül elküldésre. A kérések egy bejelentkezett felhasználó kedvencekbe mentett játékait kezeli, a tesztekhez használjuk a ’Successfull Login With Admin User’ tesztből származó admin felhasználó token-jét, kivéve ahol a teszt esetnél más van írva.

A ’Fetch Favourites’ mappában a bejelentkezett felhasználó kedvencekbe elmentett játékait kéri le GET metódussal.

* Fetch User's Favourites – Ebben a tesztben a bejelentkezett felhasználó kedvenceikbe elmentett játékait kéri, ha lefuttatjuk akkor egy HTTP 200-as kódú válasz tartalmazza játékok megjelenítésre kívánt adatait.
* Faulty Token – Ebben a tesztben már meg van adva egy hibás token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Token Provided - Ennél a tesztnél nincs megadva token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hiányzik.

A ’Delete Favourite’ mappában egy bejelentkezett felhasználó a kedvencekből való törlés tesztjeit tartalmazza. Azt, hogy melyik játékot kell törölni azt a kérés body-ban a ’gameId’ értékében kell megadni a játék azonosítóját.

* Game Is Not a Favourite – Ennél a tesztnél egy olyan játék azonosítója van megadva, aminek a megadott felhasználónak nincs a kedvencekbe mentve, ha lefuttattjuk akkor HTTP 404-es kódú hibát kapunk.
* GameId Is Not a Number - Ennél a tesztnél a játék azonosítójának nem egy szám van megadva, ezért, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk.
* Empty GameId - Ennél a tesztnél a játék azonosítója üres, ezért, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk.
* GameId Is Null - Ennél a tesztnél a játék azonosítójának NULL érték van megadva, ezért, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk.
* Missing GameId - Ennél a tesztnél a játék azonosítója hiányzik, ezért, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk.
* Successfull Delete – Ennél a tesztnél van ilyen játék elmentve az adott felhasználó kedvenceinél, ezért, ha lefuttattjuk akkor HTTP 200-as kódú választ kapunk a sikeres törlésről.
* Faulty Token – Ebben a tesztben már meg van adva egy hibás token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Token Provided - Ennél a tesztnél nincs megadva token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hiányzik.

A ’Method Not Allowed’ mappában lévő tesztekkel a nem támogatott metódusokat ellenőrizzük.

* POST - Ebben a tesztben POST metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PUT - Ebben a tesztben PUT metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH - Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

### ’review’ teszt mappa

Ebben a mappában további három mappa található, ezekben a bejelentkezett felhasználó egy játékról írt kritikájához tartozó tesztjeit tartalmazzák. Ezekhez a tesztekhez használjuk a ’Successfull Login With Admin User’-ból származó admin felhasználó és ’Successfull Login With General User’-ból származó általános felhasználó token-jét. Az adott teszteknél meg van adva, hogy milyen típusú felhasználó token-t alkalmazzunk. Ebben a mappában minden teszt során a [HTTP://localhost:3000/game/:gameId/review](http://localhost:3000/game/:gameId/review) címet érjük el. Az URL-ben lévő paraméterbe az adott játék azonosítója kerül.

A ’Create Review’ mappában egy bejelentkezett felhasználó kritika létrehozását teszteljük egy adott játéknál, ehhez használjuk az admin jogosultsággal rendelkező felhasználó tokone-jét, de egy kritikát bármilyen bejelentkezett felhasználó létre tud hozni. Ahhoz, hogy valaki kritikát írjon, először értékelnie kell az adott játékot. A kéréshez a body-ban küldeni kell egy ’title’-t, ami a kritika címét kell tartalmaznia és egy ’content’-et ami a kritika törzsszövegét kell tartalmaznia. A megadott címet PUT metódussal érjük el.

* Content Contains Profanity – Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg káromkodást tartalmaz, ezt nem engedélyezzük, ezért HTTP 400-as kódú hibát kapunk.
* Title Contains Profanity – Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím káromkodást tartalmaz, ezt nem engedélyezzük, ezért HTTP 400-as kódú hibát kapunk.
* Content Is Null - Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg NULL értékű, ezért HTTP 400-as kódú hibát kapunk.
* Content Is Empty - Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg üres, ezért HTTP 400-as kódú hibát kapunk.
* Content Is Missing - Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg hiányzik, ezért HTTP 400-as kódú hibát kapunk.
* Content Is Too Short - Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg nem éri el a minimum 50 karaktert, ezért HTTP 400-as kódú hibát kapunk.
* Content Is Too Long - Ebben a tesztben egy kritikát próbálunk létrehozni, de a törzsszöveg túllépi a maximum megengedett 5000 karaktert, ezért HTTP 400-as kódú hibát kapunk.
* Title Is Null - Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím NULL értékű, ezért HTTP 400-as kódú hibát kapunk.
* Title is Empty - Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím üres, ezért HTTP 400-as kódú hibát kapunk.
* Title Is Missing - Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím hiányzik, ezért HTTP 400-as kódú hibát kapunk.
* Title Is Too Long - Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím túllépi a maximum megengedett 100 karaktert, ezért HTTP 400-as kódú hibát kapunk.
* Title Is Too Short - Ebben a tesztben egy kritikát próbálunk létrehozni, de a cím nem éri el a minimum 5 karaktert, ezért HTTP 400-as kódú hibát kapunk.
* Faulty Token – Ebben a tesztben már meg van adva egy hibás token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Token Provided - Ennél a tesztnél nincs megadva token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hiányzik.
* There's No Game With This Id – Ebben a tesztben az URL paraméterében olyan szám van megadva, amihez nem tartozik vele megegyező azonosítójú játék, ha lefuttatjuk akkor HTTP 404-es kódú hibát kapunk.
* Successfull Creation / Already Reviewed – Ha egyszer lefuttattjuk akkor sikeresen létrehozzunk egy kritikát az adott játékhoz, erre HTTP 201-es kódú választ kapunk. Ha még egyszer lefuttattjuk akkor HTTP 409-es kódú hibát kapunk, mert a felhasználó már írt egy kritikát az adott játékról.
* The User Did Not Rate The Game – Ebben a tesztben egy olyan játékhoz próbálunk kritikát írni, amit a megadott felhasználó még nem értékelt, ezért HTTP 400-as kódú hibát kapunk.

A ’Delete Review’ mappában a kritikák törléséhez tartozó tesztek tartózkodnak. Egy kritikát csak annak írója vagy admin jogosultságokkal rendelkező felhasználó tudja törölni. Azt, hogy melyik kritikát akarjuk törölni azt a kérés body-ban a ’reviewId’ tartalmazza, amiben a kritika azonosítójának kell lennie. A címet a DELETE metódussal érjük el.

* ReviewId Is Missing – Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk, mert hiányzik a kritika azonosítója.
* ReviewId Is Null - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk, mert a kritika azonosítója NULL.
* ReviewId Is Empty - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk, mert a kritika azonosítója üres.
* There's No Review With This Id - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 404-es kódú hibát kapunk, mert a megadott reviewId-hoz nem tartozik kritika.
* There's No Game Id - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 400-as kódú hibát kapunk, mert az URL paraméteréből hiányzik a játék azonosítója.
* There's No Game With This Id - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha lefuttattjuk akkor HTTP 404-es kódú hibát kapunk, mert az URL paraméterében megadott számhoz nem tartozik játék ilyen azonosítóval.
* Faulty Token – Ebben a tesztben már meg van adva egy hibás token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hibás.
* No Token Provided - Ennél a tesztnél nincs megadva token, ha lefuttatjuk akkor HTTP 401-es kódú hibát kapunk, mert a token hiányzik.
* Successful Delete With Admin / No Review With This Id - Ehhez a teszthez használjuk az admin jogosultsággal rendelkező felhasználó token-jét, ha egyszer lefuttattjuk akkor sikeresen töröljük a megadott kritikát és HTTP 200-as kódú választ kapunk. A törlés sikeres, mert admin jogosultsággal bármilyen kritikát törölhetünk. Ha még egyszer lefuttattjuk akkor HTTP 404-es hibát kapunk, mert a ’reviewId’-ban megadott kritika nem létezik.
* Successful Delete By The Author / No Review With This Id - Ehhez a teszthez használjuk az említett általános jogosultsággal rendelkező felhasználó token-jét, ha egyszer lefuttattjuk akkor sikeresen töröljük a megadott kritikát és HTTP 200-as kódú választ kapunk. A törlés sikeres, mert az a felhasználó törölte a kritikát, akitől származik. Ha még egyszer lefuttattjuk akkor HTTP 404-es hibát kapunk, mert a ’reviewId’-ban megadott kritika nem létezik.
* Delete Is Not Authorized - Ehhez a teszthez használjuk az említett általános jogosultsággal rendelkező felhasználó token-jét, lefuttattjuk akkor HTTP 401-es hibát kapunk, mert a megadott felhasználónak nincs admin jogosultsága és nem a kritika írója.

A ’Method Not Allowed’ mappában lévő tesztekkel a nem támogatott metódusokat ellenőrizzük.

* GET - Ebben a tesztben GET metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* POST - Ebben a tesztben POST metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.
* PATCH - Ebben a tesztben PATCH metódussal próbáljuk elérni a címet, de ezt backend nem támogatja ezért HTTP 405-ös kódú hibát küldünk.

## Terhelés teszt

A terhelés tesztben azt teszteljük, hogy a backend szerver mennyi kérést tud kezelni. Ehhez a teszthez a k6 nevű csomagot használjuk, először indítsuk el a XAMPP Control Panel-t és indítsuk el az Apache és MySQL-t, majd egy terminal-ban futtassuk a szervert az ’npm run dev’ paranccsal, ezután nyissunk meg egy új terminal-t majd futtassuk le az ’npm run loadtest’ parancsot a terhelés teszt elkezdéséhez. A teszteket a <http://localhost:3000/game/1> címen hajtottuk végre, ami az oldalunkon a legnagyobb lekérdezést tartalmazza, ha GET metódussal férünk hozzá. A teszteket egy fejlesztői gépen futtattuk le, ami egy ’AMD Ryzen 3 7320U with Radeon Graphics 2.40 GHz’ processzorral rendelkezik, és 8 GB memóriával. Ezen gépen futott még az adatbázis a backend szerverrel. Amikor lefuttatjuk a terhelés tesztet, akkor a ’loadtest.js’ fájlt indítjuk el.

// Importáljuk a teszthez szükséges k6 csomagot

import http from 'k6/http';

import { sleep } from 'k6';

// Itt beállítjuk a tesztet

export let options = {

    // A vus-ban megadjuk, hogy hány virtuális felhasználóval végezzük a tesztet

    vus: 200,

    // A duration-ben megadjuk, hogy mennyi ideig tartson a teszt

    duration: '180s'

};

export default function () {

    // Itt megadjuk, hogy milyen metódussal érjük el melyik címet

    http.get('http://localhost:3000/game/1');

    // Megadjuk, hogy egy virtuális felhasználó kérése után várjon egy másodpercet

    sleep(1);

}

Ha szeretnénk változtatni hogy hány virtuális felhasználóval akarunk tesztelni, akkor azt a ’vus’ változóban adjuk meg az általunk kívánt számot, illetve a teszt ideje is változtatható a ’duration’ változónál.

A legoptimálisabb teszt eredményben 150 virtuális felhasználó másodpercenként küldött kérést a címre 180 másodpercig. A teszt során nem volt hiba és az átlagos válaszidő 1,63 másodperc volt.

A legnagyobb hiba mentes teszt eredményben 200 virtuális felhasználó másodpercenként küldött kérést a címre 180 másodpercig. A teszt során nem volt hiba és az átlagos válaszidő 2,55 másodperc volt.

Alacsony hiba aránnyal rendelkező teszt eredményében 250 virtuális felhasználó másodpercenként küldött kérést a címre 180 másodpercig. A teszt során 7 kérés került visszautasításra és az átlagos válaszidő 3,49 másodperc volt.

A terhelést nem bíró teszt eredményében 300 virtuális felhasználó másodpercenként küldött kérést a címre 180 másodpercig. A teszt során 68 kérés került visszautasításra és az átlagos válaszidő 4,34 másodperc volt.

Fontos megjegyezni, hogy az tesztek eredményei különböző számítógépeken eltérhetnek, mert befolyásolja a processzor és a memória mérete.