Utair

# 1 занятие

2 занятие Unit-тестирование

Изучаемые технологии:

* Junit
* Mockito3
* Hamcrest

Junit

Список аннотаций:

@Test – определяет что метод method() является тестовым.

@Before – указывает на то, что метод будет выполнятся перед каждым тестируемым методом @Test.

@After – указывает на то что метод будет выполнятся после каждого тестируемого метода @Test

@BeforeClass – указывает на то, что метод будет выполнятся в начале всех тестов,

а точней в момент запуска тестов(перед всеми тестами @Test).

@AfterClass – указывает на то, что метод будет выполнятся после всех тестов.

@Ignore – говорит, что метод будет проигнорирован в момент проведения тестирования.

(expected = Exception.class) – указывает на то, что в данном тестовом методе

вы преднамеренно ожидаете Exception.

(timeout = 100) – указывает, что тестируемый метод не должен занимать больше чем 100 миллисекунд.

Основные методы класса Assert для проверки:

fail(String) – указывает на то что бы тестовый метод завалился при этом выводя текстовое сообщение.

assertTrue([message], boolean condition) – проверяет, что логическое условие истинно.

assertsEquals([String message], expected, actual) – проверяет, что два значения совпадают.

Примечание: для массивов проверяются ссылки, а не содержание массивов.

assertNull([message], object) – проверяет, что объект является пустым null.

assertNotNull([message], object) – проверяет, что объект не является пустым null.

assertSame([String], expected, actual) – проверяет, что обе переменные относятся к одному объекту.

assertNotSame([String], expected, actual) – проверяет, что обе переменные относятся к разным объектам.

*Mockito* :

* создание заглушек для классов и интерфейсов;
* проверка вызыва метода и значений передаваемых методу параметров;
* использование концепции «частичной заглушки», при которой заглушка создается на класс с определением поведения, требуемое для некоторых методов класса;
* подключение к реальному классу «шпиона» *spy* для контроля вызова методов.

### when(mock).thenReturn(value) - позволяет определить возвращаемое значение при вызове метода *mock* с заданными параметрами

EX:

when(calc.add(10.0, 20.0)).thenReturn(30.0);

ИЛИ

doReturn(value).when(mock).method(params)

@Mock – определяет mock

@InjectMocks – создает mock объект

*Verify -*  позволяет проверить, была ли выполнена проверка с определенными параметрами. Если проверка не выполнялась или выполнялась с другими параметрами, то *verify* вызовет исключение.

EX:

verify(mcalc).add(10.0, 20.0); где mcalc – объект тестирования созданный с помощью @InjectMocks

Для проверки количества вызовов определенных методов *Mockito* предоставляет следующие методы :

* **atLeast (int min)** - не меньше min вызовов;
* **atLeastOnce ()** - хотя бы один вызов;
* **atMost (int max)** - не более max вызовов;
* **times (int cnt)** - cnt вызовов;
* **never ()** - вызовов не было;

EX:

* @Test
* public void testCallMethod()
* {
* // определяем поведение (результаты)
* when(mcalc.subtract(15.0, 25.0)).thenReturn(10.0);
* when(mcalc.subtract(35.0, 25.0)).thenReturn(-10.0);
* // вызов метода subtract и проверка результата
* assertEquals (calc.subtract(15.0, 25.0), 10, 0);
* assertEquals (calc.subtract(15.0, 25.0), 10, 0);
* assertEquals (calc.subtract(35.0, 25.0),-10, 0);
* // проверка вызова методов
* verify(mcalc, atLeastOnce()).subtract(35.0, 25.0);
* verify(mcalc, atLeast (2)).subtract(15.0, 25.0);
* // проверка - был ли метод вызван 2 раза?
* verify(mcalc, times(2)).subtract(15.0, 25.0);
* // проверка - метод не был вызван ни разу
* verify(mcalc, never()).divide(10.0,20.0);
* /\* Если снять комментарий со следующей проверки, то
* \* ожидается exception, поскольку метод "subtract"
* \* с параметрами (35.0, 25.0) был вызван 1 раз
* \*/
* // verify(mcalc, atLeast (2)).subtract(35.0, 25.0);
* /\* Если снять комментарий со следующей проверки, то
* \* ожидается exception, поскольку метод "subtract"
* \* с параметрами (15.0, 25.0) был вызван 2 раза, а
* \* ожидался всего один вызов
* \*/
* // verify(mcalc, atMost (1)).subtract(15.0, 25.0);
* }

### Обработка исключений - when(mock).thenThrow()

EX:

// создаем исключение

RuntimeException exception = new RuntimeException ("Division by zero");

// определение поведения для вызова исключения

doThrow(exception).when(mock).divide(5.0, 0));

### При сложном поведении – org.mockito.stubbing.Answer<T>

Иногда описание поведения *mock* объекта требует определенной проверки с усложнением логики. В этом случае можно использовать интерфейс **Answer<T>**, который позволяет реализовать заглушки методов со сложным поведением.

EX:

// метод обработки ответа

private Answer<Double> answer = new Answer<Double>() {

@Override

public Double answer(InvocationOnMock invocation) throws Throwable

{

// получение объекта mock

Object mock = invocation.getMock();

System.out.println ("mock object : " + mock.toString());

// аргументы метода, переданные mock

Object[] args = invocation.getArguments();

double d1 = (double) args[0];

double d2 = (double) args[1];

double d3 = d1 + d2;

System.out.println ("" + d1 + " + " + d2);

return d3;

}

};

@Test

public void testThenAnswer()

{

// определение поведения mock для метода с параметрами

when(mcalc.add(11.0, 12.0)).thenAnswer(answer);

assertEquals(calc.add(11.0,12.0), 23.0, 0);

}

*Mockito* позволяет подключать к реальным объектам «шпиона» **spy**, контролировать возвращаемые методами значения и отслеживать количество вызовов методов. (?)

### Timeout – Проверка вызова метода с задержкой

EX:

@Test

public void testTimout()

{

// определение результирующего значения mock для метода

when(mcalc.add(11.0, 12.0)).thenReturn(23.0);

// проверка значения

assertEquals(calc.add(11.0,12.0), 23.0, 0);

// проверка вызова метода в течение 10 мс

verify(mcalc, timeout(100)).add(11.0, 12.0);

}

Hamcrest

Def:

Matcher – это такое выражение, тестирующее на совпадение с определенным условием.

Импорты

import static org.hamcrest.MatcherAssert.assertThat;

import static org.hamcrest.Matchers.\*;

Логические matcher:

* *allOf()* – И
* *anyOf()* – ИЛИ
* *not()* – НЕ

Другие(для работы с объектами)

* *less/greaterThan*
* *less/greaterThenOrEqualTo*
* *equalTo*
* декоратор *is()*, он ничего не добавляет, кроме читабельности.
* notNullValue
* sameInstance(object)
* сравнивать числа с плавающей запятой в Java можно только с некоторой погрешностью, обычное равенство тут не работает. Для сравнения таких чисел существует матчер *closeTo()*.
* equalToIgnoringCase

*EX*:

* @Test
* public void givenNumber\_whenConditions\_thenCorrect() {
* Integer intVal = 7;
* assertThat(intVal, allOf(greaterThan(5), lessThanOrEqualTo(7), not(equalTo(6))));
* }

EX:

* @Test
* public void givenDouble\_whenCompare\_thenCorrect() {
* Double doubleVal = 7.70001;
* assertThat(doubleVal, closeTo(7.7, 0.005));
* }

Другие (для работы с коллекциями и массивами)

* empty
* hasSize
* everyItem
* hasItem
* contains

EX:

assertThat(list, everyItem(greaterThan(0)));

Специфичные для работы с Map

* hasKey
* hasValue
* hasEntry

Специфичные для работы с массивом

* emptyArray
* arrayWithSize
* arrayContainingInAnyOrder
* arrayContaining
* hasItemInArray

Специфичные для работы с пользовательскими классами:

* hasToString
* typeCompatibleWith
* isA

Java-bin(?)

Для сравнения bin-ов (предположительно, bin – объект класса)

@Test

public void givenBean\_whenCheckProperty\_thenHas() {

Animal animal = new Animal("gaf");

Dog dog = new Dog("gaf");

assertThat(animal, Matchers.<Animal> hasProperty("sound"));

assertThat(dog, Matchers.<Animal> hasProperty("sound"));

}

@Test

public void givenBean\_whenCheckPropertyValue\_thenEqual() {

Animal animal = new Animal("gaf");

assertThat(animal, Matchers.<Animal> hasProperty("sound", equalTo("gaf")));

}

@Test

public void given2Beans\_whenHavingSameValues\_thenCorrect() {

Animal animal1 = new Animal("gaf");

Animal animal2 = new Animal("gaf");

assertThat(animal1, samePropertyValuesAs(animal2));

}

Также есть возможность создать свой customMatcher - расширить класс *TypeSafeDiagnosingMatcher<T>*, где *T* –  тип объекта, который надо проверить

<https://stackoverflow.com/questions/156503/how-do-you-assert-that-a-certain-exception-is-thrown-in-junit-4-tests>

<https://stackoverflow.com/questions/27724660/how-to-use-hamcrest-in-java-to-test-for-a-exception>

<https://stackoverflow.com/questions/19256175/how-to-use-hamcrest-to-test-for-exception>

3 занятие Работа с Hibernate

***one-to-many* mapping means that one row in a table is mapped to multiple rows in another table**

**EX:**

![](data:image/png;base64,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)

public class Cart {

//...

@OneToMany(mappedBy="cart")

private Set<Items> items;

//...

}

The *mappedBy* property is what we use to tell Hibernate which variable we are using to represent the parent class in our child class.

@Entity

@Table(name=)

public class ItemsOIO {

// ...

@ManyToOne

@JoinColumn(name = "cart\_id", insertable = false, updatable = false)

private CartOIO cart;

//..

}

public class CartOIO {

//..

@OneToMany

@JoinColumn(name = "cart\_id") // we need to duplicate the physical information

private Set<ItemsOIO> items;

//..

}

@Id

@Column(name=)

@GeneratedValue

Crud:

@Service("personService")

@Transactional

public class PersonService {

protected static Logger logger = Logger.getLogger("service");

@Resource(name="sessionFactory")

private SessionFactory sessionFactory;

/\*\*

\* Retrieves all persons

\*

\* @return a list of persons

\*/

public List<Person> getAll() {

logger.debug("Retrieving all persons");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Create a Hibernate query (HQL)

Query query = session.createQuery("FROM Person");

// Retrieve all

return query.list();

}

/\*\*

\* Retrieves a single person

\*/

public Person get( Integer id ) {

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Retrieve existing person

// Create a Hibernate query (HQL)

Query query = session.createQuery("FROM Person as p LEFT JOIN FETCH p.creditCards WHERE p.id="+id);

return (Person) query.uniqueResult();

}

/\*\*

\* Adds a new person

\*/

public void add(Person person) {

logger.debug("Adding new person");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Persists to db

session.save(person);

}

/\*\*

\* Deletes an existing person

\* @param id the id of the existing person

\*/

public void delete(Integer id) {

logger.debug("Deleting existing person");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Create a Hibernate query (HQL)

Query query = session.createQuery("FROM Person as p LEFT JOIN FETCH p.creditCards WHERE p.id="+id);

// Retrieve record

Person person = (Person) query.uniqueResult();

Set<CreditCard> creditCards =person.getCreditCards();

// Delete person

session.delete(person);

// Delete associated credit cards

for (CreditCard creditCard: creditCards) {

session.delete(creditCard);

}

}

/\*\*

\* Edits an existing person

\*/

public void edit(Person person) {

logger.debug("Editing existing person");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Retrieve existing person via id

Person existingPerson = (Person) session.get(Person.class, person.getId());

// Assign updated values to this person

existingPerson.setFirstName(person.getFirstName());

existingPerson.setLastName(person.getLastName());

existingPerson.setMoney(person.getMoney());

// Save updates

session.save(existingPerson);

}

}

@Service("creditCardService")

@Transactional

public class CreditCardService {

protected static Logger logger = Logger.getLogger("service");

@Resource(name="sessionFactory")

private SessionFactory sessionFactory;

/\*\*

\* Retrieves all credit cards

\*/

public List<CreditCard> getAll(Integer personId) {

logger.debug("Retrieving all credit cards");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Create a Hibernate query (HQL)

Query query = session.createQuery("FROM Person as p LEFT JOIN FETCH p.creditCards WHERE p.id="+personId);

Person person = (Person) query.uniqueResult();

// Retrieve all

return new ArrayList<CreditCard>(person.getCreditCards());

}

/\*\*

\* Retrieves all credit cards

\*/

public List<CreditCard> getAll() {

logger.debug("Retrieving all credit cards");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Create a Hibernate query (HQL)

Query query = session.createQuery("FROM CreditCard");

// Retrieve all

return query.list();

}

/\*\*

\* Retrieves a single credit card

\*/

public CreditCard get( Integer id ) {

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Retrieve existing credit card

CreditCard creditCard = (CreditCard) session.get(CreditCard.class, id);

// Persists to db

return creditCard;

}

/\*\*

\* Adds a new credit card

\*/

public void add(Integer personId, CreditCard creditCard) {

logger.debug("Adding new credit card");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Persists to db

session.save(creditCard);

// Add to person as well

// Retrieve existing person via id

Person existingPerson = (Person) session.get(Person.class, personId);

// Assign updated values to this person

existingPerson.getCreditCards().add(creditCard);

// Save updates

session.save(existingPerson);

}

/\*\*

\* Deletes an existing credit card

\*/

public void delete(Integer id) {

logger.debug("Deleting existing credit card");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Delete reference to foreign key credit card first

// We need a SQL query instead of HQL query here to access the third table

Query query = session.createSQLQuery("DELETE FROM PERSON\_CREDIT\_CARD " +

"WHERE creditCards\_ID="+id);

query.executeUpdate();

// Retrieve existing credit card

CreditCard creditCard = (CreditCard) session.get(CreditCard.class, id);

// Delete

session.delete(creditCard);

}

/\*\*

\* Edits an existing credit card

\*/

public void edit(CreditCard creditCard) {

logger.debug("Editing existing creditCard");

// Retrieve session from Hibernate

Session session = sessionFactory.getCurrentSession();

// Retrieve existing credit card via id

CreditCard existingCreditCard = (CreditCard) session.get(CreditCard.class, creditCard.getId());

// Assign updated values to this credit card

existingCreditCard.setNumber(creditCard.getNumber());

existingCreditCard.setType(creditCard.getType());

// Save updates

session.save(existingCreditCard);

}

}

/\*\*

\* Retrieves the "Records" page

\*/

@RequestMapping(value = "/list", method = RequestMethod.GET)

public String getRecords(Model model) {

logger.debug("Received request to show records page");

// Retrieve all persons

List<Person> persons = personService.getAll();

// Prepare model object

List<PersonDTO> personsDTO = new ArrayList<PersonDTO>();

for (Person person: persons) {

// Create new data transfer object

PersonDTO dto = new PersonDTO();

dto.setId(person.getId());

dto.setFirstName(person.getFirstName());

dto.setLastName(person.getLastName());

dto.setMoney(person.getMoney());

dto.setCreditCards(creditCardService.getAll(person.getId()));

// Add to model list

personsDTO.add(dto);

}

// Add to model

model.addAttribute("persons", personsDTO);

// This will resolve to /WEB-INF/jsp/records.jsp

return "records";

}

<https://dou.ua/lenta/articles/how-to-use-hibernate/>

@Getter

@EqualsAndHashCode(of = {"firstName", "lastName"})

@ToString(of = {"firstName", "lastName"})

@NoArgsConstructor

@Entity

@Table(name = "clients")

public class Client {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(length = 32, nullable = false)

private String firstName;

@Column(length = 32, nullable = false)

private String lastName;

public Client(String firstName, String lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

}

@Getter

@EqualsAndHashCode(of = "name")

@ToString(of = {"name", "price"})

@NoArgsConstructor

@Entity

@Table(name = "items")

public class Item {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(nullable = false, length = 32)

private String name;

@Columns(

columns = {

@Column(name = "price\_currency", length = 3, nullable = false),

@Column(name = "price\_amount", precision = 7, scale = 2, nullable = false)

}

)

@Type(type = "org.jadira.usertype.moneyandcurrency.moneta.PersistentMoneyAmountAndCurrency")

private Money price;

public Item(String name, Money price) {

this.name = name;

this.price = price;

}

}

@Getter

@EqualsAndHashCode(of = {"city", "street", "building"})

@ToString(of = {"city", "street", "building"})

@NoArgsConstructor

@AllArgsConstructor

@Embeddable

public class Address {

private String city;

private String street;

private String building;

}

@AllArgsConstructor

public enum Status {

NEW("N"),

PROCESSING("P"),

COMPLETED("C"),

DEFERRED("D");

@Getter

private final String code;

}

@Converter(autoApply = true)

public class StatusConverter implements AttributeConverter<Status, String> {

@Override

public String convertToDatabaseColumn(Status status) {

return status.getCode();

}

@Override

public Status convertToEntityAttribute(String code) {

for (Status status : Status.values()) {

if (status.getCode().equals(code)) {

return status;

}

}

throw new IllegalArgumentException("Unknown code " + code);

}

}

@Getter

@EqualsAndHashCode(of = {"created", "client"})

@ToString(of = {"created", "address", "express", "status"})

@NoArgsConstructor

@Entity

@Table(name = "orders")

public class Order {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(nullable = false)

private LocalDateTime created = LocalDateTime.now();

@AttributeOverrides({

@AttributeOverride(name = "city", column = @Column(name = "address\_city", nullable = false, length = 32)),

@AttributeOverride(name = "street", column = @Column(name = "address\_street", nullable = false, length = 32)),

@AttributeOverride(name = "building", column = @Column(name = "address\_building", nullable = false, length = 32))

})

private Address address;

@Setter

private boolean express;

@Column(length = 1, nullable = false)

@Setter

private Status status = Status.NEW;

@ManyToOne(fetch = FetchType.LAZY, cascade = CascadeType.PERSIST, optional = false)

private Client client;

@ElementCollection

@Column(name = "quantity", nullable = false)

@MapKeyJoinColumn(name = "item\_id")

private Map<Item, Integer> items = new HashMap<>();

public Order(Address address, Client client) {

this.address = address;

this.client = client;

}

public Map<Item, Integer> getItems() {

return Collections.unmodifiableMap(items);

}

public void addItem(Item item) {

items.merge(item, 1, (v1, v2) -> v1 + v2);

}

public void removeItem(Item item) {

items.computeIfPresent(item, (k, v) -> v > 1 ? v - 1 : null);

}

}

Criteria API

TaskService.java – Как выглядит запрос с FindParams…

Task.java – Как создать таблицу в Idea Ultimate…

TODO:

Фильтрация – поля определяются из запроса(criteria api – сделано, см код)

Удаление связи – clear(см код)

4 занятие Быки и коровы

* Stream
* ParallelStream

TODO: почитать про них

5 занятие React

<https://ant.design/components/grid/>

<https://www.npmjs.com/package/react-hooks-useform>

TODO изучить пользовательские хуки

Reducer ⬄def описание структуры store

Persist сохраняет store в localStorage

UUID

Чистые функции

- не меняют тип

- не имеют side эффектов

Примером чистых функций в react является reducer

Оператор расширения используется для осуществления иммутабельности проекта

TODO изучить immutable.js

Payload – новая todo(в проекте смотри) – полезные данные

Контейнеры образуют области без верстки + навешивается логика

EX:

const todos = useSelector((state)=> state.todo.todos);

срез по state

Дз

- знакомиться с react, react-redux по документации

- JS нативные методы

- spread, Object.assign

- useSelector, useDispatch

- Context

- Деструктуризация через {}

- исправить код

7 занятие React

* Async await и аналогия с setTimeout
* EventLoop
* Fetch

Fetch

Ex(аналогия с fetch):

async function f() {

let promise = new Promise((resolve, reject) => {

setTimeout(() => resolve("готово!"), 1000)

});

*let result = await promise; // будет ждать, пока промис не выполнится (\*)*

alert(result); // "готово!"

}

f();

UI

fadeIn,fadeOut

hover нет в мобильных устройствах

TODO:

Перекрасить todo-программу

fadeOut – fadeIn при нажатии на switch и замена цвета

покрасить switch

добавить подзадачи и раскрыть с эффектом

раскрытие меню с дополнительными кнопками => удалить все, скопировать текст задач в определенном формате

перетаскивание элементов drag and drop

адрес/swagger-ui.html

config/package – вставить код corsfilter.java

ctrl(js), ctrl+shift+r(java)

добавление, удаление, сменить статус + данные из бд подгружать

CORS

Java:

@Component вызывает создание bin => класс создается и вызываются его методы

CorsRegistry, WebMVcConfigurer

8 занятие Docker

Технология виртуализации

Vmware

Xen

Vb

Запускается image ОС в контейнерах

Сохранение состояния в контейнерх через config

Docker hub – docker register – содержит готовые образцы (альпайны) (or nexus)

Dockerfile управляется docker compose

TODO

Почитать про kubernetes

В каждом контейнере – ОС

Ipconfig

docker build -t todo-front:latest .

docker run --name=todo-front -p 3000:3000 todo-front:latest

/\*

docker pull - с репозитория

\*/

build 40524192

docker-compose -v

image можно задавать ссылкой

docker-compose up – если изменить файлы => building

docker ps -a

mvn clean package – build java приложения в jar

MAVEN\_HOME системная переменная, Path %MAVEN\_HOME%\bin

docker-compose stop

ci/cd

TODO:

Почитать про gitlab-ci.yml, runner, pipline(ветка), job