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# Architecture Details

**Instruction and Address Width**

Like ARMv8, instructions have a fixed width of 32-bits, and the addressing space in memory is 32-bits.

**Registers**

There are 8 internal general-purpose registers, which each take 3 bits to encode, giving a maximum of 9 bits total for register encoding; supporting up to 1 destination register, and up to 2 source registers.

**Data Width**

32-bit wide data is supported (register and datapath support up to 32 bits), but immediates are limited to 16-bits.

**Addressing Modes**

There are only 3 addressing modes relevant to most instructions: Immediate Mode, Register Mode, and Register Offset Mode.

**Immediate Addressing Mode**

Immediate Addressing uses up to a single source register and an immediate value. The result is stored in a single destination register.

**Register Addressing Mode**

Register Addressing uses up to two source registers and stores the result into a single destination register.

**Register Offset Addressing Mode**

Register Offset Addressing is the same as Register addressing, with the addition of a signed 16-bit offset to an address in a source register.

**Branch Addressing Modes**

There are two additional types of addressing for branch instructions, dealing with how an immediate or register address for the branch is treated: Relative addressing and Absolute addressing.

**Relative Addressing Mode**

Relative addressing is used for the Branch Immediate (B) and Branch Conditional Immediate (B.cond) instructions, and uses the 16-bit immediate field to encode a signed address offset from the current instruction. For example, in the following code snippet, the assembler will generate a 16-bit signed integer to denote a relative address from the branch instruction to the destination of the branch:

label:

ADD R1,R2,R3

CMP R0,R3,R1

B.NE label

In this case, we'll assume the address of the B.NE instruction is 0x1C, meaning (since instructions are 4 bytes long) the address of label is 0x14. When run, the assembler will generate a relative address as the 16-bit immediate for encoding B.NE:

0x1C - 0x14 = 8

Since label comes before B.NE, the relative address will be -8, in 2's complement, which is 0xFFF8 in hexadecimal.

**Absolute Addressing Mode**

Absolute Addressing is used for the Branch Register instruction (BR), and uses a full 32-bit address to denote the next Program Counter location. This allows the programmer to jump much further in their program, with the caveat that you must load a register with the address you wish to branch to before branching.

For example, if you wanted to branch to a subroutine which is outside of the range of a 16-bit signed immediate (between -8192 and 8191 instructions), you would need to use Branch Register, which can branch to any instruction in the addressing space. Say this subroutine is called printf, and is defined somewhere in the addressing space:

CMP R1,R2,R3

B.NE jmpskip

MOV32 R0, printf

BR R0

jmpskip:

...

...

...

>= 8192 instructions later

...

printf:

...

…

We first use the MOV32 instruction to load the full 32-bit address (decoded from label) into register R0, then we branch to our function using BR R0.

**System Flags**

The System Flags are N (Negative), C (Carry, Unsigned Overflow), Z (Zero), and V (Signed Overflow).

**N (Negative)**

Set when an operation in the ALU results in a negative (2’s complement) result.

**C (Carry, Unsigned Overflow)**

Set when a Carry Out happens in the ALU, signalling an unsigned overflow.

**Z (Zero)**

Set when the result of an ALU operation is zero.

**V (Signed Overflow)**

Set when the result of the ALU operation generates a value outside of the allowed size of a signed number in the architecture. Essentially, when a really large number could also be interpreted as a smaller negative number due to the rules of 2’s complement.

**Error Indication**

The input/output model of the CPU includes a 2-bit output for error indication. There are three states for these bits:

* **No Error**: 0b00 (0)
  + Indicates there is no error or halt, the CPU will continue execution as normal.
* **HALT:** 0b01 (1)
  + Indicates that the program has ended normally, and halts CPU execution. This also halts the execution of the provided testbench, and prints "Apollo has landed" in the simulation terminal.
* **ERROR**: 0b10 (2)
  + Indicates that an error has occurred in the CPU, and halts it's execution. We will define these error conditions later in this section. This also halts the execution of the provided testbench, and prints "Houston we have a problem" in the simulation terminal.

**Error Conditions**

The main purpose of the error condition is to check for undefined instruction encodings which could cause undefined behavior in CPU execution. Most of these will more than likely be caught by the assembler, but having a fail-safe in the CPU ensures no undefined behavior occurs during execution (as long as the CPU design is correct).

Since this architecture is relatively simple, there are not an abundance of options for instructions, meaning less checking needs to be done to ensure an instruction can be executed with a certain option. This leaves the error conditions to mostly be when an instruction encoding is **undefined**, or when a particular combination of bits has no valid instruction to represent.

|  |
| --- |
| For example, let’s say the assembler erroneously outputs the following opcode:  0x2E 08 00 02 = 0b00101110 00001000 00000000 00000010  Upon initial inspection, this looks like a regular Data Processing Immediate instruction, as defined in our [Instruction Overview](#_o9jhvuctpxta) section. The instruction encoding looks fine until you get to bits 27 - 25, which are the ALU operation commands:  [27:25] = 111 |

If we look at the [ALU Operation Commands Table](#vh16e26n9s1u) we can see that this ALU Operation Command is **undefined** and could potentially cause undefined behavior in our ALU.

This is a situation in which we’d want to throw an error in the CPU. All of the error conditions can be discovered and accounted for in this manner; simply look for situations in the Instruction Set Architecture where behavior is undefined, and bar that from happening.
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# Environment Setup

First, clone this repository to your computer using git. Make sure you clone instead of download, so that you can easily track your changes using git.

Then, make sure you have Icarus Verilog and GTKwave installed via the Getting Started instructions for this class.

Then, make sure you have a version of Python 3 installed on your computer. You can use the [official Python website for installation instructions](https://www.python.org/downloads/).

Next, make sure you have make installed on your system. For Linux users, it should already be installed. Instructions for MacOS and Windows are below:

### Make for Windows

To install make on Windows systems, you'll need to first have either MSYS2 (recommended) or Windows Subsystem for Linux (WSL) installed. For instructions on installing and using MSYS2/WSL, please see the instructions included with the Lab 4 files in the [Labs repository](https://github.com/Herring-UGACSEE-4290/Labs).

Once you have MSYS2/WSL setup properly by following the instructions in Lab 4, we can begin to install our requirements.

#### MSYS2 Instructions

Open up an MSYS2 terminal and enter the following command to install make:

|  |
| --- |
| pacman -S make |

Test this installation by running the following command in a normal command prompt or PowerShell:

|  |
| --- |
| make --version |

If you get some boilerplate text and a version number, you're all set!

#### WSL Instructions

Open up a WSL terminal and enter the following command to make sure make is installed:

|  |
| --- |
| sudo apt install gcc gdb make |

After entering your WSL password and following the prompts, ensure everything installed correctly by executing this command:

|  |
| --- |
| make --version |

### Make for MacOS

To make sure we have make installed on MacOS, we'll need to use the homebrew package manager. If you don't already have homebrew installed on your MacOS machine, install it using this command:

|  |
| --- |
| /bin/bash -c "$(curl -fsSL https://raw.githubusercontent.com/Homebrew/install/HEAD/install.sh)" |

Then, make sure you're package list is updated:

|  |
| --- |
| brew update  brew upgrade |

Now, install make:

|  |
| --- |
| brew install make |

and ensure that everything worked:

|  |
| --- |
| make --version |

Now you should be all set to use this repo!
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# How to Use the Repository

Now that you have your dependencies setup, you can begin to use this repo for developing your single cycle computer!

In the repository, you'll find a couple of directories:

|  |
| --- |
| |\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_  | | |  parser scc tests |

`parser` contains the `assembler.py` and `instructions.json` files, which are used to convert your assembly code to a '.mem' file, which is readable by the testbench, and consequently your CPU.

`scc` contains the testbench file under the `tests` folder, and a small template for your Single Cycle Computer (`cpu.v`) under the `src` folder.

`tests` contains some sample test assembly files for you to use. They should all assemble correctly and be useful as a test for your Single Cycle Computer.

There is also a document called `scc.docx` which contains a load of more documentation about the class instruction set architecture, the project, and how to use the various tools and templates provided in this repository.

Generally, you'll read through the documentation in `scc.docx` and use that to construct and test your Single Cycle Computer. Your verilog for your Single Cycle Computer should live in `scc/src`, and your test assembly code should live in the `tests` folder.

As an example, to test and run your Single Cycle Computer with a particular test assembly file, execute the following command from the main repo directory. Note, your “python3” executable may differ depending on your system.

|  |
| --- |
| python3 parser/assembler.py tests/test.asm parser/instructions.json |

where ‘tests/test.asm` is the location of the assembly test file you wish to run and ‘parser/instructions.json’ is the location of the instructions.json file. Then, change directory into the `scc` folder and execute the following commands:

|  |
| --- |
| make build  make simulate ../parser/output.mem |

which will compile the verilog in the `scc/src` folder and the `testbench.v` file with `testbench` being the top-level module. It will also simulate with the given `output.mem` file, and export that to a file called `dump.lx2` in the `scc` folder. You can view the simulation using `gtkwave`:

|  |
| --- |
| gtkwave dump.lx2 |
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# Instruction Overview

|  |  |  |  |
| --- | --- | --- | --- |
| Instruction | Type | Instruction | Type |
| MOV | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | B | [System/Branch](#mqlpaejfseq4) |
| MOVT | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | B.cond | [System/Branch](#mqlpaejfseq4) |
| LOAD | [Load/Store](#ya1mcwqb2l4e) | BR | [System/Branch](#mqlpaejfseq4) |
| STOR | [Load/Store](#ya1mcwqb2l4e) | HALT | [System/Branch](#mqlpaejfseq4) |
| ADD | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | LSL | [Data Imm](#u0hx02du97hm) |
| ADDS | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | LSR | [Data Imm](#u0hx02du97hm) |
| SUB | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | CLR | [Data Imm](#u0hx02du97hm) |
| CMP [SUBS] | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | SET | [Data Imm](#u0hx02du97hm) |
| AND | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) | NOP | [System/Branch](#mqlpaejfseq4) |
| ANDS | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
| OR | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
| ORS | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
| XOR | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
| XORS | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
| NOT | [Data Imm](#u0hx02du97hm)[/Reg](#mx8v4n6erh81) |  |  |
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# Instruction Encoding

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31-30 | 29 | 28-25 | 27-25 | 24-21 | 24-22 | 21-19 | 18-16 | 15-0 |
| **1LD** | **S** | **2LD** | **ALU OC** | B.cond instr | destination reg | op 1 reg | op 2 reg | \*16-bit immediate |

\*16 bit immediate is always signed

**1LD:** First Level Decode

|  |  |
| --- | --- |
| Binary | Definition |
| 11 | SYS / BRANCH |
| 10 | LD/ ST |
| 01 | Data | Register |
| 00 | Data | Immediate |

**S:** ALU/ Special encoding for data instructions\*\*

* Only used for data instructions

|  |  |
| --- | --- |
| Binary | Definition |
| 1 | ALU functions |
| 0 | Special Functions |

**2LD:** Second Level Decode

* Data / ALU Functions
  + Bit 28 is “set flags”, which sets the “NCZV” flags with the ALU result
  + Bits 27-25 contain the ALU Operation Encoding
* SYS / BRANCH
  + General 2nd level encoding
* LD / ST
  + General 2nd level encoding

**ALU OC:** ALU Operation Commands

|  |  |
| --- | --- |
| Binary | Definition |
| 001 | Add |
| 010 | Sub |
| 011 | And |
| 100 | Or |
| 101 | Xor |
| 110 | Not |
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# Instructions

## Load/Store Instructions

These instructions operate with addresses to access (load to and store from) memory and use Register Offset addressing.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Name** | **Description** | **op\_code** | **Instruction** | **instr (bits)** |
| LOAD | Loads value from memory | load | r\_load; o\_load | 1000000 |
| STOR | Store value of target register. | stor | stor | 1000000 |

**Syntax**

<mnemonic> <Rd>, <Rp>, #<Offset>

Where <mnemonic> is the instruction mnemonic, <Rd> is the register to load to or store from, <Rp> is the register containing the memory address (the pointer), and <Offset> is a 16-bit signed offset for the address (pointer).

**LOAD**

Loads value from memory at the location of the address in the pointer register (+/- offset) into the target register.

args

* + r\_load
    - Reg: [24, 22]
    - Reg: [21, 19]
  + o\_load
    - Reg: [24, 22]
    - Reg: [21, 19]
    - Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18 | 17 | 16 | 15-0 |
| 1 | 0 | x | x | x | x | 0 | [Destination Register] | [Pointer Register] | x | x | x | [Offset] |

**STOR**

Stores value of target register to the location in memory of the address in the pointer register (+/- offset).

args

* + stor
    - Reg: [24, 22]
    - Reg: [21, 19]

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18 | 17 | 16 | 15-0 |
| 1 | 0 | x | x | x | x | 1 | [Source Register] | [Pointer Register] | x | x | x | [Offset] |

## Data Immediate Instructions

These instructions operate with/on data directly, using an **immediate** value for at least one operand and register values for other operands.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Name** | **Description** | **op\_code** | **Instruction** | **instr (bits)** |
| MOV | Moves 16-bit imm to lower 2 bytes. | mov | mov | 0000000 |
| MOVT | Moves 16-bit imm to upper 2 bytes. | movt | movt | 0000001 |
| ADD | Adds imm value and op reg value. | add | i\_add | 0010001 |
| ADDS | Same as ADD but sets flags. | adds | i\_adds | 0011001 |
| SUB | Subtracts imm value from op 1. | sub | i\_sub | 0010010 |
| CMP | Same as SUB but sets flags. (SUBS) | subs | i\_subs | 0011010 |
| AND | Logical and of op reg and imm. | and | i\_and | 0010011 |
| ANDS | Same as AND but sets flags. | ands | i\_ands | 0011011 |
| OR | Logical or on op register and imm. | or | i\_or | 0010100 |
| ORS | Same as OR but sets flags. | ors | i\_ors | 0011100 |
| XOR | Logical xor on op register and imm. | xor | i\_xor | 0010101 |
| XORS | Same as XOR but sets flags. | xors | i\_xors | 0011101 |
| LSL | Left shift register by an immediate. | lsl | lsl | 0000100 |
| LSR | Right shift register by an immediate. | lsr | lsr | 0000101 |
| CLR | Clears contents of target register. | clr | clr | 0000010 |
| SET | Sets all bits of the target register. | set | set | 0000011 |

**Syntax**

<mnemonic> <Rd>, <Rs>, #<Immediate>

Where <mnemonic> is the instruction mnemonic, <Rd> is the destination register, <Rs> is the Operand 1 or ‘Source’ register for the operation, and <Immediate> is a 16-bit signed immediate used as Operand 2 of the operation. <Immediate> is typically in hexadecimal with the syntax #0x<value>; however, shift values are given in decimal (just #<value>).

**MOV**

Moves a 16-bit immediate value into the lower 2 bytes of the target register. <Rs> is omitted from the instruction syntax.

args

* + Reg: [24, 22]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-16 | 15-0 |
| 0 | 0 | 0 | x | 0 | 0 | 0 | [Destination Register] | x | [Immediate] |

**MOVT**

Moves a 16-bit immediate value into the upper 2 bytes of the target register. <Rs> is omitted from the instruction syntax.

args

* + Reg: [24, 22]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-16 | 15-0 |
| 0 | 0 | 0 | x | 0 | 0 | 1 | [Destination Register] | x | [Immediate] |

**ADD**

Adds the values of the operand register and immediate value and stores this to the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 0 | 0 | 0 | 1 | [Destination Register] | [Op 1 Register] | x | [Immediate] |

**ADDS**

Adds the values of the operand register and immediate value and stores this to the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 1 | 0 | 0 | 1 | [Destination Register] | [Op 1 Register] | x | [Immediate] |

**SUB**

Subtracts the immediate value from operand 1 and stores this to the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 0 | 0 | 1 | 0 | [Destination Register] | [Op 1 Register] | x | [Immediate] |

**CMP [SUBS]**

Subtracts the immediate value from operand 1 and stores this to the destination register - sets flags. Works similarly to a compare function.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 1 | 0 | 1 | 0 | [Destination Register] | [Op 1 Register] | x | [Immediate] |

**AND**

Performs a logical and on the operand register and the immediate and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 0 | 0 | 1 | 1 | [Destination Register] | [Op 1 Register] | x | Immediate |

**ANDS**

Performs a logical and on the operand register and the immediate and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 1 | 0 | 1 | 1 | [Destination Register] | [Op 1 Register] | x | Immediate |

**OR**

Performs a logical or on the operand register and the immediate and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 0 | 1 | 0 | 0 | [Destination Register] | [Op 1 Register] | x | Immediate |

**ORS**

Performs a logical or on the operand register and the immediate and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 1 | 1 | 0 | 0 | [Destination Register] | [Op 1 Register] | x | Immediate |

**XOR**

Performs a logical xor on the operand register and the immediate and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 0 | 1 | 0 | 1 | [Destination Register] | [Op 1 Register] | x | Immediate |

**XORS**

Performs a logical xor on the operand register and the immediate and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 1 | 1 | 1 | 0 | 1 | [Destination Register] | [Op 1 Register] | x | Immediate |

**LSL**

Left shifts the shift register by the value in immediate and stores it in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 0 | x | 0 | 0 | 1 | [Destination Register] | [Shift Register] | x | Immediate |

**LSR**

Right shifts the shift register by the value in immediate and stores it in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Imm: [15, 0]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 0 | 0 | x | 1 | x | 1 | [Destination Register] | [Shift Register] | x | Immediate |

**CLR**

Clears the entire contents of the register. <Rs> and <immediate> are omitted from the instruction syntax.

args

* + Reg: [24, 22]

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-0 |
| 0 | 0 | 0 | x | 0 | 1 | 0 | [Destination Register] | x |

**SET**

Sets all bits of the entire contents of the target register. <Rs> and <immediate> are omitted from the instruction syntax.

args

* + Reg: [24, 22]

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-0 |
| 0 | 0 | 0 | x | 0 | 1 | 1 | [Destination Register] | x |

## Data Register Instructions

These instructions operate with/on data directly, using an immediate value for at least one operand and register values for other operands.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Name** | **Description** | **op\_code** | **Instruction** | **instr (bits)** |
| ADD | Adds imm value and op reg value. | add | r\_add | 0110001 |
| ADDS | Same as ADD but sets flags. | adds | r\_adds | 0111001 |
| SUB | Subtracts imm value from op 1. | sub | r\_sub | 0110010 |
| CMP | Same as SUB but sets flags. (SUBS) | subs | r\_subs | 0111010 |
| AND | Logical and of op reg and imm. | and | r\_and | 0110011 |
| ANDS | Same as AND but sets flags. | ands | r\_ands | 0111011 |
| OR | Logical or on op register and imm. | or | r\_or | 0110100 |
| ORS | Same as OR but sets flags. | ors | r\_ors | 0111100 |
| XOR | Logical xor on op register and imm. | xor | r\_xor | 0110101 |
| XORS | Same as XOR but sets flags. | xors | r\_xors | 0111101 |
| NOT | Logical not on op register and imm. | not | r\_not | 0110110 |

**Syntax**

<mnemonic> <Rd>, <Rop1>, <Rop2>

Where <mnemonic> is the instruction mnemonic, <Rd> is the destination register, <Rop1> is the Operand 1 register for the operation, and <Rop2> is the Operand 2 register for the operation.

**ADD**

Adds the values of the operand registers and stores this to the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 0 | 0 | 0 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**ADDS**

Adds the values of the operand registers and stores this to the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 1 | 0 | 0 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**SUB**

Subtracts operand 2 from operand 1 and stores this to the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 0 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**CMP [SUBS]**

Subtracts operand 2 from operand 1 and stores this to the destination register - set flags. Works similarly to a compare function.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 1 | 0 | 1 | 0 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**AND**

Performs a logical and on the operand registers and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**ANDS**

Performs a logical and on the operand registers and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 1 | 0 | 1 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**OR**

Performs a logical or on the operand registers and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 0 | 1 | 0 | 0 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | xx |

**ORS**

Performs a logical or on the operand registers and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 1 | 1 | 0 | 0 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**XOR**

Performs a logical xor on the operand registers and stores the result in the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 0 | 1 | 0 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**XORS**

Performs a logical xor on the operand registers and stores the result in the destination register - sets flags.

args

* + Reg: [24, 22]
  + Reg: [21, 19]
  + Reg: [18, 16]

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-16 | 15-0 |
| 0 | 1 | 1 | 1 | 1 | 0 | 1 | [Destination Register] | [Op 1 Register] | [Op 2 Register] | x |

**NOT**

Stores the 1's complement of the operand into the destination register.

args

* + Reg: [24, 22]
  + Reg: [21, 19]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-19 | 18-0 |
| 0 | 1 | 1 | 0 | 1 | 1 | 0 | [Destination Register] | [Operation 1 Register] | x |

## System/Branch Instructions

System and Branch instructions. Includes conditional/unconditional branching, no-op, and other special instructions for the CPU.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Name** | **Description** | **op\_code** | **Instruction** | **instr (bits)** |
| B | Branches to offset defined by imm. | b | i\_b | 1100000 |
| B.cond | Branches if condition flag permits. | b | b. | 1100001 |
| BR | Branches by value in target register. | br | r\_br | 1100010 |
| NOP | Does nothing, literally! | nop | nop | 1100100 |
| HALT | Sets a flag to stop the CPU. | halt | halt | 1101000 |

**B**

Branches to an offset defined by the immediate (signed).

**Syntax**

**B** <label>

OR

**B** #0x<immediate offset>

args

* + Immediate offset:[15, 0]

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-16 | 15-0 |
| 1 | 1 | x | 0 | 0 | 0 | 0 | x | Immediate |

**B.cond**

Branches to an offset defined by the immediate (signed) only if the proper condition flags are set.

**Syntax**

**B.cond** <label>

OR

**B.cond** #0x<immediate offset>

args

* + cond: [24, 21]
  + Label:[15, 0]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-21 | 20-16 | 15-0 |
| 1 | 1 | x | 0 | 0 | 0 | 1 | [Condition Flags] | x | Immediate |

# 

Condition flags:

|  |  |  |  |
| --- | --- | --- | --- |
| **Encoding** | **Name** | **Meaning** | **Flags** |
| 0000 | EQ | Equal | Z==1 |
| 0001 | NE | Not Equal | Z==0 |
| 0010 | HS (CS) | Unsigned Higher or Same (Carry Set) | C==1 |
| 0011 | LO (CC) | Unsigned Lower (Carry Clear) | C==0 |
| 0100 | MI | Minus (Negative) | N==1 |
| 0101 | PL | Plus (Positive or Zero) | N==0 |
| 0110 | VS | Overflow Set | V==1 |
| 0111 | VC | Overflow Clear | V==0 |
| 1000 | HI | Unsigned Higher | C==1 && Z==0 |
| 1001 | LS | Unsigned Lower or Same | !(C==1 && Z==0) |
| 1010 | GE | Signed Greater Than or Equal | N==V |
| 1011 | LT | Signed Less Than | N!=V |
| 1100 | GT | Signed Greater Than | Z==0 && N==V |
| 1101 | LE | Signed Less Than or Equal | !(Z==0 && N==V) |
| 1110 | AL | Always | Always |
| 1111 | NV | Never | Never |

**BR**

Branches to an address defined by the value in a pointer register plus an optional 16-bit signed offset.

**Syntax**

**BR** <Rp>, #0x<immediate offset>

args

* + Reg: [24, 22]
  + Off: [15, 0]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-16 | 15-0 |
| 1 | 1 | x | 0 | 0 | 1 | 0 | [Pointer Register] | x | Offset |

**NOP**

Does nothing, literally!

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26-0 |
| 1 | 1 | x | 0 | 1 | x |

**HALT**

Sets a flag to stop the CPU.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27-0 |
| 1 | 1 | x | 1 | x |

## Assembler Directives/Pseudo Instructions

Assembler Directives and Pseudo Instructions are mnemonics which are not actually unique instructions in the Instruction Set Architecture, but do implement otherwise useful functionality for the programmer. More specifically, **Assembly Directives** are exactly as they sound: directives for the assembler to execute a particular task such as allocating memory, setting the location of a list of instructions in memory, and other related things. **Pseudo Instructions** are aliases of common instruction combinations, such as MOV32 (MOV and MOVT) to load a 32-bit immediate into a register.

**ORG**

ORG is used to tell the assembler where in memory to write the following instructions to. For instance, if you want to store some instructions or data elsewhere in the **.mem** file, you would use the ORG directive as below:

**Syntax**

**ORG** #0x<address>

Where <address> is the address to start writing at.

args

* + Imm:[31, 0]

It is important to note that you **MUST** set the beginning of your program memory to address **0**, so that the CPU will be able to execute your code immediately (the CPU always starts execution at PC = 0).

For instance, if you saved some data or other instructions at memory address **@0000D500** using the directive ORG #0xD500 at the beginning of your assembly file, then you **MUST** reset the address pointer to 0 before starting your instruction data using ORG #0x0000.

Additionally, if you started your instruction memory at the beginning of the file, and followed it with your data at memory address **@0000D500** using ORG #0xD500, you would not need to reset the address pointer to 0, as you’ve already written your instruction memory to the file at address 0.

**MOV32**

MOV32 is used to move a 32-bit immediate value into a register. This pseudo-instruction converts to a MOV and MOVT instruction, with the lower 16-bits of the immediate being loaded in the MOV instruction, and the upper 16-bits loaded in the MOVT instruction.

**Syntax**

**MOV32** #0x<32-bit immediate>

args

* + \*Imm:[31, 0]

\* Note: this is encoded as 2 instructions, each using one 16 bit immediate

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24-22 | 21-16 | 15-0 |
| 0 | 0 | 0 | x | 0 | 0 | 1 | [Destination Register] | x | Immediate |
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**RMB**

RMB reserves 4 bytes of memory for data and skips storing an instruction to this address. Note that you cannot give this location a label, so make sure to keep track of its address (preferably by using the ORG command)

**Syntax**

**RMB**

args

None

**FCB**

FCB reserves 4 bytes of memory for a constant data byte. Note that you cannot give this location a label, so make sure to keep track of its address (preferably by using the ORG command)

**Syntax**

**FCB #0x**<32-bit immediate>

args

\*Imm:[31, 0]

# Parser

## Using the Parser

The parser is a python program that converts assembly language written according to the given ISA into hexadecimal machine code that can be run on the verilog testbench or a compliant microarchitecture. The parser is designed as a command line tool that can be called with the python 3 interpreter with the target assembly file and instructions.json passed as arguments. For example, the test assembly file “BabyTest.asm” can be parsed by navigating to the main repo folder in a terminal and executing the command:

python3 parser/assembler.py tests/BabyTest.asm parser/instructions.json

An output.mem file and an output.lst file are created in the current directory. The .mem file contains the machine code ready to be passed to verilog, and the .lst file is a listing file containing the address, machine code instruction, and mnemonic on each line for human reading and debugging.

\*In parser, the 16 bit immediate is always in hex.

## 

## Writing Valid Assembly

* Labels occupy their own line. A valid label begins with a letter and ends with a colon. The assembly within the label block begins on the next line
* Any line that begins with white space (tabs or spaces) will be parsed as an instruction. Arguments are then separated by commas.
* Any text after a semicolon will be parsed as a comment.
* Registers are parsed in the format ‘r2’ or ‘R4’ with the number being the register number
* Immediate values are expected in hex and should be denoted by ‘#0x<value>’
* Empty lines are removed

Valid assembly example:

This:

LOAD R11, R10

STOR R0, R2

MOV R0, #0x0; This is a comment!!!

That:

B.eq This, #0x20

NOP

HALT

## Parser Operation

![](data:image/png;base64,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)

## 

# Adding to instructions.json

Instructions.json is formed by nested list and dictionary objects and can be easily modified to incorporate new instructions into the parser. First, the instruction is specified, then the opcode is specified for decoding, then the arguments are specified in order they are to be given - with the bits they occupy within the instruction, and finally the opcode bits are provided. Any instruction that follows this general format can be added without modification to the parser program itself.

To add another instruction, navigate to instructions.json and follow the format below:

|  |
| --- |
| "<Instruction>": {  "op\_code": "<op\_code>",  "args": [  {"Flg": [index1,index2]},  ],  "instr": "<bits>"  **Example:**  "b.cond": {  "op\_code": "b.cond",  "args": [  {"Flg": [24,21]},  {"Imm": [15,0]}  ],  "instr": "1100001" |

**Assembler**

The assembler, assembler.py, reads instructions from the instructions.json file. This file is a dictionary, containing a comprehensive list of instructions, their opcodes, arguments, and mnemonic. The arguments list for each primitive needs to be in the same order as the instruction arguments listed above. The arguments from each line of the assembled file are compared to the instruction primitives from the instructions.json file; if the length and order of the list match, the assembler will begin constructing the instruction based on the selected primitive.

The instruction starts out as zero and the assembler uses shifting and bitwise or operations to construct the instruction. The first step in the construction is adding the opcode; since it is the first seven bits, no shifting is needed. After the opcode, arguments are added in the order they appear in the assembly file; flags require a four-bit shift, registers require three bits. The immediate shift and the label’s relative address shift are calculated to make them use bits 15 to 0. Instructions and labels use the same bit locations so the instructions will not have both. The completed instruction for each line is added to a list to be written to a file after all the instructions are constructed. During the writing phase of the assembler, a .mem file and a .lst file are created for running and to facilitate debugging.

# 

# 

# 

# 

# 

# Testbench

## Testbench Operation

The testbench is a Verilog program used to define data and instruction memory and is used to test and verify the correctness of a program using simulation. Below is an overview of the testbench and its operation.

**CLOCKS**

The testbench contains three clock signals: *main\_clock*, *mem\_clock*, and *core\_clock*. The *main\_clock* signal is the clock running at the simulation tick. The *core\_clock* signal is the clock feeding into the *cpu.v* file. The *mem\_clock* signal is the clock feeding into memory in the testbench. The *core\_clock* is set to never be faster than the *mem\_clock* in order to prevent data loss.

**INSTRUCTION & DATA MEMORY**

The testbench contains separate instruction and data memory, which are defined as 2^15-1 byte locations of memory. The signal *instruction\_memory\_en* controls whether the instruction memory should be read. If read, the instruction memory at a given address is loaded to *instruction\_memory\_v*. The signals *data\_memory\_read* and *data\_memory\_ write* control whether the data memory is being read from or written to for a given data memory address. Data memory is read on the positive edge of *mem\_clock*. Instruction memory is also read on the positive edge of *mem\_clock* and on the negative edge of *nreset* (*nreset* signal is low). A NOP instruction is inserted if the *nreset* signal is low.

Upon loading the testbench with the chosen ‘.mem’ file, both the instruction memory and data memory will be loaded with the contents of the ‘mem’ file. This means that initially, your instruction and data memory will be exactly the same, with the only difference being that you can write to the data memory and change its contents at any time.

**ERROR INDICATION**

If *error\_indicator* = 1, this indicates that a HALT instruction was detected. This will halt the execution of the testbench and print “Apollo has landed” in the simulation terminal. If *error\_indicator* = 2, this indicates that an error has occurred in the CPU. This will halt the execution of testbench and print “Houston we have a problem” in the simulation terminal. More details on error indication and error conditions can be found in ***Architecture Details***.

**.MEM FILE FORMAT**

Addresses should be written in the format @00000000. There should be one instruction per line, and each instruction should be written in hexadecimal bytes separated by whitespace. The file *output.mem* can be found below as an example. The parser will output the ‘.mem’ file format correctly, as below, however if you wish to make manual changes to the ’.mem’ file, make sure to follow the correct format.
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## Using the Testbench

Below are instructions on how to compile and simulate the *output.mem* file using the testbench:

Open the command prompt and navigate to the *scc* folder.

To compile the testbench, use the following command:

**make build**

This should create a file called *testbench.vvp*.

To simulate, use the command:

**make simulate output.mem**

This should create a file called *dump.lx2*.

To view the waveform, use the command:

**gtkwave dump.lx2**

This will open GTKWave, and signals can be added to view their waveforms.

To remove *testbench.vvp,* use the command:

**make clean**

In order to view specific memory locations in the waveform, signals will need to be instantiated within the testbench. To do this, create a wire and assign this to the memory location that is needed to be viewed. An example can be found below:

**wire [8:0] mem50;**

**assign mem50 = memory[80];** ![horizontal line](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABLAAAAAICAYAAADp9wbEAAAA3klEQVR4Ae3YQREAIRADweNkIwgziIIqVMyjV0Gqs6+Mveb5HAECBAgQIECAAAECBAgQIECAAIGowB/NJRYBAgQIECBAgAABAgQIECBAgACBJ2DA8ggECBAgQIAAAQIECBAgQIAAAQJpAQNWuh7hCBAgQIAAAQIECBAgQIAAAQIEDFh+gAABAgQIECBAgAABAgQIECBAIC1gwErXIxwBAgQIECBAgAABAgQIECBAgIAByw8QIECAAAECBAgQIECAAAECBAikBQxY6XqEI0CAAAECBAgQIECAAAECBAgQuIv9AvovIRyGAAAAAElFTkSuQmCC)

Rev\_1: Fall 2022

* Page 23: Changed condition argument bits to accurately reflect the instruction encoding bits
* Page 24: Added CS and CC as documented, valid arguments to reflect assembler.py
* Page 25: Fixed NV branch condition meaning to “never branch”
* Page 7, 8, 28: During the Fall 2022 SCC Project, the assembler.py was edited to work in more environments than the original by adding the instructions.json file as an argument in command line. The text was changed accordingly.