**A história do JavaScript**

A história do JavaScript é, de muitas maneiras, a história da Internet moderna. Qualquer pessoa que se lembre das páginas da web estáticas, desajeitadas e de carregamento lento nos primeiros anos da Internet, ou mesmo que tenha visto um vislumbre delas através da Wayback Machine, tem uma noção de quanto o desenvolvimento web evoluiu desde os anos 1990. Elementos interativos como animação, formulários preenchíveis e até mesmo a capacidade de rolar através de artigos como este se devem em grande parte ao surgimento do JavaScript, uma linguagem de programação que foi inicialmente desenvolvida em 10 dias e concebida como um “coadjuvante” do Java.

Este artigo fará uma análise aprofundada de quão longe o JavaScript chegou, guiando os leitores através dos conceitos básicos, origens, esforços de padronização e estado atual da linguagem de programação mais popular do mundo.

**O que é JavaScript?**

JavaScript vs. HTML vs. CSS

JavaScript é uma linguagem de script do lado do cliente que permite a criação de elementos interativos em websites. Junto com HTML e CSS, JavaScript fornece um dos três blocos de construção que são usados para criar websites modernos. Um post do blog da Hubspot blog post fornece a seguinte distinção simples para entender os três conceitos:

HTML fornece a estrutura básica dos sites, que é aprimorada e modificada por outras tecnologias como CSS e JavaScript.

CSS é usado para controlar apresentação, formatação e layout.

JavaScript é usado para controlar o comportamento de diferentes elementos.

Em outras palavras, HTML fornece a estrutura para uma página da web, CSS adiciona elementos de design, e JavaScript permite a interatividade.

**Para que o JavaScript é usado?**

O site de codificação Skillcrush fornece uma excelente descrição dos usos para JavaScript. Ele observa que JavaScript é “usado para criar e controlar conteúdo dinâmico de website, ou seja, qualquer coisa que se move, atualiza ou muda na sua tela sem exigir que você recarregue manualmente uma página da web.” Entre outros elementos interativos, isso inclui:

Caixas de confirmação.

Chamadas para ação deslizantes.

Jogos baseados em navegador.

Animação e outros efeitos especiais.

Recursos de segurança como senhas.

Feeds de notícias que se atualizam automaticamente.

Desenvolvimento de aplicações móveis.

**Origens do JavaScript**

JavaScript 1.0 foi lançado em 1995, quando a Internet ainda era uma invenção relativamente nova. O primeiro navegador web, Mosaic, havia sido lançado apenas dois anos antes, e HTML era a única ferramenta para construir websites (na época, CSS ainda era uma proposta e não seria oficialmente lançado até 1996). Criar websites ainda era uma habilidade relativamente fácil de adquirir, algo que era acessível não apenas para engenheiros de software, mas também para desenvolvedores e designers inexperientes.

Marc Andressen, o fundador do recém-lançado navegador Netscape, queria expandir as capacidades do navegador adicionando elementos mais dinâmicos. Ao mesmo tempo, ele queria que esses elementos estivessem disponíveis para o novo e crescente mercado de desenvolvedores web amadores. Assim, nasceu a ideia de criar uma linguagem de script simples e dinâmica que um dia seria conhecida como JavaScript.

**Criação na Netscape**

Brendan Eich, o criador do JavaScript, foi contratado pela Netscape para criar uma linguagem de script baseada em navegador. De acordo com JavaScript: The First Twenty Years, um artigo publicado pela ACM co-escrito por Eich, esta tarefa foi complicada pela parceria da Netscape com a Sun Microsystems. A estratégia conjunta deles era integrar a linguagem de programação Java da Sun no Netscape 2.0 em uma tentativa de superar o Internet Explorer da Microsoft. Como resultado, “a rápida estratégia dentro da Netscape para escolher uma linguagem de script prejudicou severamente Scheme, Perl, Python, Tcl e Visual Basic como não viáveis devido a interesses comerciais e/ou considerações de tempo para o mercado. A única abordagem considerada viável… era projetar e implementar uma ‘pequena linguagem’ para complementar o Java”.

Como a versão beta do Netscape 2.0 estava programada para ser lançada em setembro de 1995, Eich teve que agir rapidamente. O protótipo inicial, então chamado “Mocha”, foi criado em 10 dias em maio de 1995, com trabalho adicional durante o verão para eliminar bugs, responder a solicitações de recursos e projetar APIs que permitiriam que o Mocha interagisse com o Netscape. Essas APIs estabeleceram as bases para o que eventualmente seria conhecido como o Document Object Model (DOM), uma interface chave para interagir com documentos HTML e XML.

Como a Auth0 observa em um blog post de 2017, o resultado final “parecia um Java dinâmico, mas por baixo era uma besta muito diferente: um filho prematuro de Scheme e Self” e foi apresentado sob o novo nome JavaScript “como uma linguagem de script para pequenas tarefas do lado do cliente no navegador, enquanto Java seria promovido como uma ferramenta maior e profissional para desenvolver componentes web ricos”.

**Lançamento inicial**

A disponibilidade do JavaScript na versão beta do Netscape 2.0 foi anunciada em um press release de dezembro de 1995, que descrevia o JavaScript como:

Projetado para criar aplicações centradas em rede.

Complementar e integrado ao Java.

Complementar e integrado ao HTML.

Aberto e multiplataforma.

Na documentação inicial, a Netscape descreve as principais capacidades do JavaScript para “reconhecer e responder a eventos do usuário como cliques do mouse, entrada de formulário e navegação de página”. Isso permitiu uma ampla gama de casos de uso, como:

Solicitar o número de telefone ou código postal de um usuário.

Alertar usuários sobre entradas de formulário inválidas.

Criar caixas de seleção.

Adicionar botões “voltar” para navegar facilmente pelos websites.

Preservar o estado entre páginas da web para rastrear ações do usuário.

Reproduzir animações, textos rolantes ou arquivos de áudio.

**ActiveX e NetscapeONE: Rumo ao desenvolvimento de aplicações:**

**JScript e ActiveX**

À medida que o interesse pelo JavaScript crescia, navegadores concorrentes como o Internet Explorer estavam sob pressão para permitir recursos de script semelhantes. Embora “Java” estivesse sob marca registrada pela Sun, JavaScript era aberto e livremente licenciado, permitindo que a Microsoft fizesse engenharia reversa de sua própria implementação, JScript, que foi lançada com o Internet Explorer 3.0 em agosto de 1996.

Além disso, o JScript poderia se integrar ao ecossistema mais amplo da Microsoft como parte de um conjunto de tecnologias conhecido como ActiveX. Como afirmado em um 1996 press release, o ActiveX foi projetado para “formar uma estrutura robusta para criar conteúdo interativo usando componentes de software, scripts e aplicações existentes” e permitiu que os usuários “integrassem aplicações em navegadores web para que os dados gerenciados por essas aplicações se tornassem acessíveis como páginas web”. Também permitiu a criação de aplicações interativas no lado do servidor através do suporte para JScript, bem como VBScript, uma linguagem de script derivada do Visual Basic da Microsoft.

**NetscapeONE e JavaScript 1.1**

Além da popularidade do JavaScript, um grande impulso para o lançamento do ActiveX pela Microsoft foi um projeto semelhante na Netscape projetado para expandir o HTML além do navegador e para o domínio do desenvolvimento de aplicações web. Este projeto, conhecido como NetscapeONE, permitiu que as páginas web não apenas apresentassem informações, mas servissem como contêineres para aplicações de negócios.

O NetscapeONE, bem como o Netscape 3.0, também incluía a versão 1.1 do JavaScript, que permitia a criação de bibliotecas JavaScript como páginas separadas em vez de inserir código JavaScript em arquivos HTML.

No entanto, diferenças entre a implementação do JavaScript pela Microsoft e o JavaScript 1.1 da Netscape resultaram em incompatibilidades que causavam falhas no código interativo dependendo do tipo de navegador ou, às vezes, até mesmo da versão do navegador. Para realmente permitir suporte multiplataforma, era necessária a padronização.

**Padronização e expansão**

Ao criar especificações sobre como as ferramentas tecnológicas devem ser implementadas, os órgãos de padronização permitem a interoperabilidade entre plataformas e dispositivos. A Netscape anunciou seus planos para padronizar o JavaScript através do órgão internacional de padrões ECMA em um 1996 press release. Como a ECMA não poderia usar o nome registrado “Java”, a linguagem foi padronizada sob o nome ECMAScript. A introdução do ECMAScript permitiu mais interoperabilidade entre navegadores, mas novos desenvolvimentos na história da Internet estavam impulsionando a demanda por expansões ainda mais ambiciosas.

Um desses desenvolvimentos foi o surgimento do AJAX, uma técnica de desenvolvimento que usa várias tecnologias, incluindo JavaScript, para permitir programação assíncrona. Com isso, as páginas web podiam alterar dinamicamente o conteúdo sem recarregar a página inteira e, como resultado, sem interromper a experiência do usuário. Embora o post inicial de blog de 2005 propondo o AJAX o apresentasse principalmente como uma forma de melhorar a experiência do usuário reduzindo o tempo que os usuários estão “esperando o servidor fazer algo”, suas ramificações incluem muitos recursos amplamente utilizados na web hoje. Isso inclui sugestões de pesquisa que mudam conforme você as digita no Google até barras de status, notificações, feeds de notícias e outros elementos que se atualizam automaticamente.

**Node.js e JavaScript do lado do servidor**

Ao longo dos anos 2000, a introdução e o rápido crescimento da Internet sem fio, dispositivos móveis conectados à Internet, computação em nuvem e mídias sociais estavam impulsionando o uso da Internet a novos patamares, exigindo cada vez mais capacidade para atender a esse tráfego. Em 2009, a frustração com a incapacidade dos servidores HTTP Apache de lidar com requisições simultâneas na casa das dezenas e centenas de milhares inspirou a criação do Node.js.

Node.js é um ambiente de tempo de execução que move o JavaScript para fora do navegador, permitindo que o JavaScript seja executado em qualquer lugar onde o Node.js esteja instalado, usando o V8 Engine do Google para compilar código JavaScript em código de máquina. Como observado em JavaScript in Plain English, “isso mudou a linguagem JavaScript para sempre e ajudou lentamente a transformá-la em mais uma linguagem de programação e menos uma linguagem de script” e permitiu que desenvolvedores frontend escrevessem código do lado do servidor sem aprender uma nova linguagem. Além disso, o Node.js aumenta a capacidade do servidor usando um loop de eventos e E/S assíncrona para lidar com muitas solicitações simultâneas ao mesmo tempo.

JavaScript hoje

Hoje, JavaScript é consistentemente classificado como a linguagem de programação mais usada por desenvolvedores web, de acordo com GitHub. A partir deste ano, as pesquisas da W3Tech notes observam que JavaScript é usado para programação do lado do cliente por 97,1% de todos os websites, incluindo alguns dos websites mais populares do mundo, como Google, YouTube, Facebook e Amazon.

Os últimos anos trouxeram alguns dos desenvolvimentos mais emocionantes no JavaScript até o momento, incluindo a introdução de:

Async and await, um recurso JavaScript que simplifica a programação de código assíncrono.

Webassembly, uma linguagem complementar ao JavaScript que permite que código escrito em diferentes linguagens seja executado em velocidade quase nativa.

Typescript, uma variante do JavaScript que verifica erros em um programa antes da execução.

Embora o JavaScript tenha sido projetado rapidamente e destinado a pequenas tarefas de design frontend, agora é um ecossistema rico e maduro que transformou a Internet moderna com sites dinâmicos e aplicações web.

**Edge Functions com suporte a JavaScript**

Aqui na Azion, um de nossos principais objetivos é tornar a programação o mais simples e flexível possível. É por isso que o JavaScript, uma linguagem com suporte ubíquo e criada com facilidade de uso em mente, é uma ótima opção para Edge Functions, um novo produto que traz computação serverless para o edge da rede.

Nossa implementação de JavaScript usa o padrão ECMA, incluindo suporte para promessas com async/await e planos para suportar WebAssembly em breve. Com Edge Functions, os desenvolvedores podem construir e executar funções orientadas a eventos no edge da rede, usando a API JavaScript Runtime. As Edge Functions são executadas em milissegundos no node de edge mais próximo do usuário final e escalam automaticamente, eliminando a necessidade de provisionar ou gerenciar recursos. Como resultado, o custo e o uso de recursos são drasticamente reduzidos, e os desenvolvedores podem passar mais tempo focando no frontend de sua aplicação, garantindo a melhor funcionalidade e experiência do usuário possível.

Para ler mais sobre Edge Functions, visite a página do produto ou crie uma conta gratuita para começar a programar funções orientadas a eventos em JavaScript hoje.

**Principais Diferenças entre var, let e const:**

Em JavaScript, as palavras-chave var, let e const são usadas para declarar variáveis, mas possuem diferenças importantes em seu comportamento

**Var:**

Escopo: Possui escopo de função (se declarada dentro de uma função) ou global (se declarada fora de uma função).

Hoisting: Variáveis declaradas com var são içadas (hoisted) para o topo do seu escopo, mas com valor undefined até que a linha de código seja executada.

![](data:image/png;base64,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)Reatribuição: É possível reatribuir valores à variável declarada com var.