**Exercícios de Revisão**

Prof. Daniel Weingaertner

Prof. Armando L.N. Delgado

***Além dos exercícios abaixo, faça também os exercícios existentes nas notas de aula.***

# Questão 1

Considere uma função para calcular *d*=*A*×*B*×*s* , onde {*s,d*}∈ℝ*N*  são dois vetores de tamanho *N* e {*A,B*}∈{ℝ*N*×ℝ*N* } duas matrizes de tamanho *N*×*N*. Considere ainda que esta função é executada muitas vezes, e que todas estruturas cabem na cache do processador. Responda:

1. Supondo que a ordem das operações não seja relevante neste caso, qual a forma mais eficiente de computar o valor de *d*? Justifique sua resposta.

i. *d* = (*A*×*B*)×*s*

ii. *d* = *A*×(*B*×*s*)

1. Escreva o código que efetue o cálculo de *d*  de acordo com sua opção no item anterior.

**void** updCell(double \*s, double \*A, double \*B, double \*d, long SIZE)

{

double \*aux;

// aloca estrutura aux, seja ela qual for (não precisa alocar)

...

// inicia os cálculos

}

# Questão 2

Observe o código abaixo que calcula a seguinte integral pelo método de Monte Carlo:

*b*

∬*f* (*x , y*)*dx dy , onde f* (*x , y*) = 105*x*2+ *y*2−(*x*2+*y*2)2+10−5(*x*2+*y*2)4

*a*

|  |
| --- |
| **double** calc\_integral\_mc(**int** n, **double** a, **double** b){  **double** sum, x, y;  **for**(**int** i=0; i < n; i++) {   1. = a + (**double**) rand() \* ( (**double)** 1.0 / (RAND\_MAX \* (b – a)) ); 2. = a + (**double**) rand() \* ( (**double)** 1.0 / (RAND\_MAX \* (b – a)) );   sum += 1e5 \* pow(x, 2) + pow(y, 2) – pow( pow(x,2) + pow(y,2), 2 )  + 1e⁻5 \* pow(pow(x,2.0) + pow(y,2), 4) }  **return** (b - a)\*(b – a) \* sum / n; } |

Otimize este código o máximo possível. Destaque **cada** melhoria implementada que aumente a eficiência do seu código, **justificando-a!** A eficiência do código resultante é o principal critério de avaliação. A corretude é atributo indispensável*.*

# Questão 3

Sejam um conjunto de pontos (*xi, yi*)∈ℝ², *xi*<*xi*+1*,* 1⩽*i*⩽*N* e *f* (*xi*)=*yi* representando uma função a ser utilizada por determinada aplicação. Você foi contratada(o) para implementar um programa que retorne/calcule o valor de *f* (*z*)*, z*∈ℝ para *x*2<*z*<*xN*−1 . Caso o ponto

(*z ,f* (*z*)) não esteja definido no conjunto, você deve interpolar a função através de um polinômio de grau 4 (quatro) utilizando os pontos *xi* mais próximos de *z* . Considerando que os pontos não são uniformemente espaçados, responda:

1. Quantos pontos são necessários para calcular um valor interpolado *f* (*z*) ?

São necessários 5 pontos para calcular um polinômio de grau 4.

1. Qual dos métodos de interpolação deve ser utilizado: Newton ou Newton-Gregory? **Justifique!**

Newton, já que o método de Newton-Gregory serve para métodos de diferençaas ordinárias (pontos uniformemente espaçados).

1. Qual o problema em se utilizar um único polinômio interpolador definido a partir de todos os pontos, quando o número de pontos é muito grande?

O polinômio resultante pode acabar com maior grau e mais distânte que o polinômio correto (Fenômeno de Runge)

1. Considerando uma implementação eficiente do programa definido no enunciado, qual será o maior custo computacional: acesso à memória ou uso de CPU? Justifique.

CPU, já que serão realizadas várias operações com pontos flutuantes (???)

# Questão 4

1. Por que o código abaixo é ineficiente? **Justifique!**

Pois a cada iteração executada pelo loop, será calculado um desvio de condição não necessário.

1. Reescreva-o de forma a sanar o problema.

...

/\* n é muito grande \*/ for(i=0; i<n; i++) {

if( x == A ) {

FuncaoA(i);

}

else if( x == B ) {

FuncaoB(i);

}

else {

FuncaoC(i);

}

}

# Questão 5

Para cada par de códigos abaixo, indique qual das versões de código é mais rápida e por que?

(a)

|  |  |
| --- | --- |
| **Versão A** | **Versão B** |
| **int** p[SIZE];  **for** (**long** x=0; x<NUM\_COL; ++x) { **for** (**long** y=0; y<NUM\_LIN; ++y) {  p[x+y\*NUM\_COL]++  }  } | **int** p[SIZE];  **for** (**long** y=0; y<NUM\_LIN; ++y) { **for** (**long** x=0; x<NUM\_COL; ++x) {  p[x+y\*NUM\_COL]++  }  } |

A **versão B**, já que ao deixar x como loop interno, será utilizado os valores de p[ ] vizinhos, aproveitando a linha de *cache.*

(b)

|  |  |
| --- | --- |
| **Versão A** | **Versão B** |
| ... for (i=0; i<N; ++i) {  if (p==1)  norm += fabs(x[i]);  else if (p==2)  norm += x[i] x[i];∗  else  norm += pow(x[i],p); } | ... if (p==1)  for (i=0; i<N; ++i) norm += fabs(x[i]); else if (p==2)  for (i=0; i<N; ++i) norm += x[i] x[i];∗ else  for (i=0; i<N; ++i)  norm += pow(x[i],p); |

A **versão B**. Mesmo motivo da questão 4.

# Questão 6

Sejam um conjunto de pontos (*xi, yi*)∈ℝ², *xi*<*xi*+1*,* 1≤*i*≤*N* e *f* (*xi*)=*yi* uma função utilizada por determinada aplicação. Você foi contratada(o) para implementar um programa que retorne/calcule o valor de *f* (*z*)*,z*∈ℝ para *x*2≤*z*≤*xN*−1 . Caso o ponto (*z,f* (*z*)) não

esteja definido no conjunto, você deve interpolar a função através de um polinômio de grau 3 (três) utilizando os pontos *xi* mais próximos de *z* . Responda:

*n*

Lagrange: *pn*(*x*)=∑*i*=0 *Li*(*x*)*f* (*xi*) e *Li* ![](data:image/png;base64,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)=0, *j*≠ ( *i*− *j*)

Newton: *pn*(*x*)=*d*0+*d*1(*x*−*x*0)+*d* 2(*x*−*x*0)(*x*−*x*1)+⋯+*dn*(*x*−*x*0)⋯(*x*−*xn*−1) , onde *d k ,k*=0,1,…*,n* são as diferenças divididas de ordem *k* .

*d d d*
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onde *d k ,k*=0,1,…*,n* são as diferenças ordinárias de ordem *k* e *h* = *xi*+1−*xi ,i*=0,1,…*,n* .

1. Quantos pontos são necessários para calcular um valor interpolado *f* (*z*) ?

São necessários 4 pontos para calcular um polinômio de grau 3.

1. Qual dos métodos de interpolação pode ser utilizado: Newton, Laplace ou Newton-Gregory? **Justifique!**

Como o exercício não garante que os pontos sejam de diferenças ordinárias, não se usaria Newton-Gregory.

Como se pede para utilizar os pontos mais próximos e Newton utiliza somente os pontos anteriores ao a ser calculado, utilizaria Lagrange.

1. Qual das estruturas de dados abaixo seria mais eficiente para armazenar o conjunto de pontos caso você utilizasse o polinômio interpolador de Lagrange? E se você usasse Newton? **Justifique!**

|  |  |
| --- | --- |
| **Estrutura A** | **Estrutura B** |
| **struct** Ponto { **double** x,y;  } **struct** Ponto p[MAXPTOS]; | **struct** Pontos { **double** x[MAXPTOS];  **double** y[MAXPTOS];  } struct Pontos p; |

**Lagrange:** já que serão feitos vários cálculos utilizando somente os valores do vetor x, isso faz com que o acesso à memória seja mais efeciente na Estrutura B

**Newton:** já que serão feitos cálulos anterando entre os valores do vetor x e y, a estrutura A tem acesso à memória mais eficiente.

# Questão 7

1. Reescreva o código abaixo de forma a melhorar seu desempenho. Por que sua versão do código é mais eficiente? **Justifique!**

|  |
| --- |
| **double** a[n],x[n],y[n],b[n],z[n]; ...  **for** (i=0; i<n; i++){  a[i]=x[i]+y[i]\*sin((i%8)\*M\_PI);  } **for** (i=0; i<n; i++){ b[i]=1.0/x[i]+z[i];  } |

1. Considerando que a instrução “pragma unroll (8)” desenrola o laço 8 vezes, por que motivo o **Código A** tem um desempenho pior do que o **Código B**?

|  |  |
| --- | --- |
| **Código A** | **Código B** |
| 1. #pragma unroll (8) 2. for (i=0; i<n; i++) 3. { 4. a[i] = b[i]+c[i]\*d[i]; 5. e[i] = f[i]­g[i]\*h[i]+p[i]; 6. q[i] = r[i]+s[i]; 7. } | 1. #pragma unroll (8) 2. for (i=0; i<n; i++) 3. a[i] = b[i]+c[i]\*d[i]; 4. 3. #pragma unroll (8) 4. for (i=0; i<n; i++) 5. e[i] = f[i]­g[i]\*h[i]+p[i];8. 6. #pragma unroll (8) 7. for (i=0; i<n; i++) 8. q[i] = r[i]+s[i]; |

Pois o código A faz vários acessos a diferentes estruturas de dados. Ou seja, fazer os calculos de a[i], e[i] e q[i] em loops diferentes como no código B faz com que se aproveite a linha de *cache* para elementos vizinhos dos vetores (estes que são perdidos no código A).

# Questão 8

Analise o código apresentado abaixo.

1. **double** a[nd1][nd2], y[nd2], x[nd1]
2. ...
3. **for** (**long** i=0; i < nd2; ++i)
4. {
5. **double** t = 0.0;
6. **for (long** j=0; j < nd1; ++j)
7. t = t + a[j][i]\*x[j];
8. y[i] = t;
9. }

(a) Descreva dois **problemas** na implementação do código acima que o tornam ineficiente

A criação da variável t no loop de i, que poderia ser só zerado em vez de recriado a cada iteração, e o acesso à memória da matriz a, que calcula primeiro a coluna que a linha, não aproveitando a linha de *cache* e/ou a sequência de memória em que cada linha foi criada.

(b) Reescreva o código de forma a sanar/diminuir estas deficiências:

(c) Expliquepor que sua versão melhora cada um dos problemas apresentados no item (a)

Ta em a.

# Questão 9

Seja uma função *f* :ℝ2→ℝ . Escreva um programa em linguagem C que calcule a integral

*b*

∬*f* (*x, y*)*dxdy* utilizando o Método dos Retângulos. O número de pontos *n* inicial (para

*a*

cada dimensão) é dado, e o espaçamento entre os pontos *h* é igual em ambas dimensões e dado por *h*=*b*−*a*/*n* ⇒ {*xi , yi*}=*a*+*hi* . O programa deve executar diversas iterações, reduzindo o valor do intervalo ao meio a cada iteração, até que o Erro Aproximado Absoluto da integral seja menor do que ϵ dado.
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Método dos Retângulos: *b f* (*x*)*dx*≈∫*b p*0(*x*)*dx*=*h*

∫

**double** f (**double** x, **double** y); ... **double** integral (**double** a, **double** b, **double** epsilon, **uint** n)

{

}

(a) O Método dos Retângulos é apropriado para calcular a integral de funções de alta dimensionalidade? Justifique.

Não, já que a área de um retângulo pode acabar se diferenciando demais da área da função, dependendo do intervalo entre os pontos e o grau da integral.

# Questão 10

Observe o código para o método de Jacobi em duas dimensões apresentado abaixo.

|  |
| --- |
| **double** phi[iMAX][jMAX][2]; **int** t0=0, t1=1; ...  **for** (**long** it=1; it<ITER; ++it) {  **for** (**long** i=0; i < iMAX; ++i) {  **for (long** j=0; j < jMAX; ++j) {  phi[i][j][t1] = 1.0/4.0 \* (phi[i­1][j][t0] + phi[i+1][j][t0] +  phi[i][j­1][t0] + phi[i][j+1][t0]);  }  }  aux = t0; t0 = t1; t1 = aux; /\* troca os vetores \*/ } |

Reimplemente este código utilizando a técnica de “loop blocking” e **Justifique** por que o “loop blocking” torna este código mais eficiente!

# Questão 11

A versão A do código abaixo demora o dobro do tempo para executar do que a versão B. Por que isso ocorre?

|  |  |
| --- | --- |
| **Versão A** | **Versão B** |
| **struct** DATA { int a, b, c, d;  };  DATA p[N];  **for** (long i=0; i<N; ++i) {  p[i].a = p[i].b  } | **struct** DATA { int a, b;  };  DATA p[N];  **for** (long i=0; i<N; ++i) {  p[i].a = p[i].b  } |

Por causa da forma em que a struct DATA foi alocada em memória. Como na Versão B os valores de a e b são mais próximos, estes são melhor aproveitados pela linha de *cache* e acessso a memória.

# Questão 12

|  |
| --- |
| for (int i=0; i<N; ++i) for (int j=0; j<N; ++j)  c[i] = c[i] + A[i][j] \* b[j] |

Considere o código acima:

1. Reimplemente este código aplicando apropriadamente a técnica de “loop unroll” com tamanho quatro.
2. O código com o laço desenrolado é mais eficiente que o código original em umaarquitetura x64? Justifique sua resposta.

# Questão 13

Responda às seguintes questões:

1. Qual o problema de se utilizar muitos pontos para calcular o polinômio interpolador de uma função tabulada? Como proceder para calcular um valor interpolado a partir de um grande conjunto de pontos?

Fenômeno de Runge. Fazer com que em intervalos diferentes se tenha poliômios de menor grau (????)

1. Porque o acesso em coluna é ineficiente para matrizes bidimensionais em linguagem C?

Pois matrizes são alocadas linha a linha, fazendo com que o acesso em coluna faça “saltos” na memória para usar cada elemtento da matriz, enquanto o acesso em linha vá para os valores vizinhos.

1. Por que a integração numérica pelo método dos trapézios não é uma boa solução para problemas de alta dimensionalidade?

9.a

# Questão 14

Dado um conjunto de **n** pontos **(xi , yi )**, escreva um procedimento para calcular a tabela completa de diferenças divididas de Newton. Faça também um procedimento que recebe o valor do grau **p** de um polinômio interpolador entre dois pontos **(xk , yk )** e **(xj , yj ) , p < n**, e calcula os coeficientes do polinômio interpolador de Newton de grau **p**, usando a tabela de diferenças divididas gerada pelo primeiro procedimento. Finalmente faça um procedimento que calcule o valor do polinômio interpolador para um valor qualquer.