Array Elements - Even - Odd

 In your program, you have to declare an array of size 9 and have code to read elements with cin. You need not give any input. As a tester,  I only gave input and expected output for this GDB platform. You just compile and press test button. Your program will take my input and will give output. That oputput will be verified by this GDB.( as I informed GDB the expected output). You will have to get positive pass result.

No need of command line arguments now.

A to Z structure

**A to Z structure:**

Define a structure(s) as show below. Declare a structure pointer variable S. Create all the structures.

**Input** will be given as three numbers which are to be read(cin) into the field variables of **n** , **r, u.**

**Output**should be of five numbers (cout) of the values of field variables of **n , r , u , x , y**

The **logic**of the program is : if the value of  **u** (field variable) is even then **n**(field variable) value should be copied into **x** (field variable)  and **r**(field variable) value should be copied into **y** (field variable) , otherwise,  **n**(field variable) value should be copied into **y** (field variable)  and **r**(field variable) value should be copied into **x** (field variable).

Example1 : input  5 9 6     output : 5 9 6 5 9   (  as **u** (field variable) = 6 , even,   x (field variable)= 5 and **y** (field variable) = 9

Example2 : input 4 8 3   output : 4 8 3 8 4

You need not give any input. As a tester I am giving input and the expected output.

You look at the Structure diagram of your email attachment.

Std Structure

Student structure

Assume the following structure std. fullest

Create 5 such structure elements (array) and fill them with values.

The addr can be cno or hno depending on the value of tag.

Then print all the elements.

Your declaration must be as :  struct std \*S[5];

You look at your email for the diagram of std.

You only have to give input and check .

You have to submit correct code.

Recursive function - single function for min, max, average of an Array

Write detailed instructions of assignment here...

### Recursive Selection sort , Bubble sort

**Special Note : See that there** **should not** be**any for loops in the recursive functions.**

**Don't submit code with for loops in recursive functions.**

**Submit only if you have done both the recursive functions..**

**I am now giving input as 12 numbers. Read first 6 numbers for selection sort and next 6 numbers for bubble sort and sort and output.**

Example Input : 6 9 1 2 8 45        27 5 3 7 4 63

Expected output : 1 2 6 8 9  45     3 4 5  7  27 63

You  read 12 numbers. You need not give input. I only give input and check the output.

### Recursive - Sorts - Selection sort , Bubble sort

**Special Note : See that there** **should not** be**any for loops in the recursive functions.**

**Don't submit code with for loops in recursive functions.**

**Submit only if you have done both the recursive functions..**

**I am now giving input as 12 numbers. Read first 6 numbers for selection sort and next 6 numbers for bubble sort and sort and output.**

Example Input : 6 9 1 2 8 45        27 5 3 7 4 63

Expected output : 1 2 6 8 9  45     3 4 5  7  27 63

You  read 12 numbers. You need not give input. I only give input and check the output.

### Blessed - Recursion

1. Given a number n, generate all distinct ways to write n as the sum of positive integers. For example, with n = 4, the options are 4, 3 + 1, 2 + 2, 2 + 1 + 1, and 1 + 1 + 1 + 1.

2. Write a recursive function that, given two strings, returns whether the first string is a

subsequence of the second. For example, given *hac* and *cathartic*, you should return true,

but given *bat* and *table*, you should return false.

3. Given a nonnegative integer n, write a function that lists all strings formed from exactly n pairs of balanced parentheses. For example, given n = 3, you'd list these five strings:

              ((( )))                 (( )( ))             (( ))( )          ( )(( ))         ( )( )( )

As a hint, given any string of n≥ 1 balanced parenthesis, focus on the first open parentheses and the close parentheses it matches.

4. The Fibonacci strings are a series of recursively­defined strings. F₀ is the string **a**, F₁ is the string **bc**, and Fₙ₊₂ is the concatenation of Fₙ and Fₙ₊₁. For example, F₂ is **abc**, F₃ is **bcabc**, F₄ is **abcbcabc**, etc. Given a number n and an index k, return the kth character of the string Fₙ.

### Sorts - I - 5Qs

Submit the Assignments is a single program with different functions. Minimum three Answers submissions in a single program is expected.

Looks at the QAs-Sorts-I-8-9-2020.pdf for the questions.

### Sorts - III

Submit all either as  functions or main programs.

### Stacks - I - C

Submit all the five as functions or main() programs.

### Stacks - I - S

Submit all the five as functions or main() programs.

### Stacks - \* - Maze

Create the matrix ( 8\*8)  of 0's and 1's as given in the slides. The input 1 1 6 6 will be given by me as test case 1.  The output should be 1 if there is a path or 0 if there is no path.

### T1 - 11- 9 -2020

**Find all elements in an array that are greater than all elements present to their**

**right**

Given an unsorted array of integers, print all elements which are greater than all elements

present to its right.

For example,

**Input:**{ 10, 4, 6, 3, 5 }

**Output:**The elements greater than all elements to its right are 10, 6, 5

### T2 - 11 - 9 -2020

Infix evaluation with two stacks and in a single pass ( that means you have to read the input string only once)

### T3 - 11 - 9 - 2020

Given two integer sequences, one of which is the push sequence of a stack, check whether the other sequence is a corresponding pop sequence or not.

For example, if 1, 2, 3, 4, 5 is a push sequence( assume that integers from 1 to 5 can be  pushed on to stack in sequence not all at a time.) , 4, 5, 3, 2, 1 is a corresponding pop sequence, but the sequence 4, 3, 5, 1, 2 is not.

For case 1 : automatic check.. I give input the pop sequence as 4 5 3 2 1  (you have to read this)

And the output should be 1     ( means Yes)

And for case2 : I give input as 4 3 5 1 2

And the output should be 0    (means No)

### SSS - 12 - 09 - 2020

**SSS**- **Saturday Sunday Specials**

1. Infix expression evaluation using a single stack﻿

2. Iterative Quick sort

3. Minimum number of bracket(symbol) reversals needed to make an expression balanced, if the given input expression is not balanced.

4. Recursive postfix evaluation ( without a stack)

5. Recursive function to convert prefix expression to postfix expression

      Prefix : \*\*+AB-+CDEF        postfix : AB+CD+E-\*F\*

Fixes : affixes your success

**Fixes** : **affixes your success** – one of these (fixes) ,  in  many of them ( OTs and Interviews)

| **Infix Expression** | **Prefix Expression** | **Postfix Expression** |
| --- | --- | --- |
| A + B \* C + D | + + A \* B C D | A B C \* + D + |
| (A + B) \* (C + D) | \* + A B + C D | A B + C D + \* |
| A \* B + C \* D | + \* A B \* C D | A B \* C D \* + |
| A + B + C + D | + + + A B C D | A B + C + D + |

Write functions to convert: ( **C** – any 3,    **S**– any 5 ,    **E** – all )

1. Infix to prefix

2. Infix to postfix

3.  Prefix to infix

4. Prefix to postfix

5. Postfix to infix

6.  Post fix to prefix

All the above are easy only. One way or the other, they connect to the code of infix to postfix conversion and so on.

You think on your own and try to get your own method , **E = MC2**

Sample Example algorithm:  Infix to prefix

* Reverse the given infix expression. (Note: do another reversal only for brackets).

(A + B) \* (C + D)    reverse it to       ) D + C ( \* ) B + A (

again reverse only brackets  ( D + C ) \* ( B + A )

* Do Infix to postfix expression and get the result.

         DC + BA + \*

* Reverse the result to get the final expression. (prefix expression).

             \*+ A B + C D

All other conversions do on your OWN to be WON

### SSS - 13 - 09 - 2020

**SSS**- **Saturday Sunday Specials**

Saturday **Sunday**Specials of 13 - 9 - 2020.

( **C** – any 3,    **S**– any 4 ,    **E** – all 5 )

Look at SSS-13-9-2020.pdf  file for the Questions

### RCC1 - 14- 9 - 2020

Write two functions and call then in main()

read input as specified here...

1. Revererse  Q.

Example input :   A N J P K L M #

output :  M L K P J N A

 2. Check for Q a Palindrome

Example input :  a b c d d c b a #

output : 1

input : a b c d l j b a #

output : 0

### Q1-1-Islands

**Count the Number of Islands**

o for water

1 for land

1's in all eight directions put together constitutes an island. Look at PPT for the island matrix to get idea.

you have to get answer 5:

No input is given in the test case, as you have to initialize the matrix in your program as shown below.

After executing your program , only one cout<< that should match with answer 5.

Your program should contain no cin >> statements, and only one cout << statement.
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### Q1-2- Prefix Evaluation using Q

**Evaluate prefix expression using a Q.**

No input is given in the test case, as you have to initialize a character array in your program as shown below.

P[]  =  "-+\*9+28\*+4863"  ;

You can use P[] as your input.

After executing your program , only one cout<< that should match with answer.

Your program should contain no cin >> statements, and only one cout << statement.

### Q1-Cs

**1. Interleave the first half of the queue with second half**

 Given a queue of integers of even length, rearrange the elements by interleaving the first half of the queue with the second half of the queue. You can use only one stack can be used as an additional space.

Examples:     Input :  1 2 3 4

                    Output : 1 3 2 4

Input :   11  12  13  14  15  16  17  18  19  20

Output : 11  16  12  17  13  18  14  19  15  20

**2. Permutations of string of length n**

**3. Generate Binary numbers from 1 to n using a Queue**

**4. Sort a Queue ( Either recursion or iteration or Both)**

### Radix-sort with Count sort

Radix Sort :     with Count Sort : to sort the digits of 1's place , 10's place 100's place, you must have to use count sort.

Input :  n = 10

A[] :   21   10  17  34  44  11  654  123  957  89

Output : 10  11  17  21   34  44  89 123  654 957

first you have to cin >> n

Then read 10 numbers.

Next you cout<< the 10 sorted numbers which should match the above.

Positives convert negatives

**Positive converts negative to be positive:**

Given a M x N matrix of integers whose each cell can contain a negative, zero or positive value, code to find the minimum number of passes required to convert all negative values in the matrix to positive.

Only a non-zero positive value at cell (i, j) can convert negative values present at its adjacent cells (i-1, j), (i+1, j), (i, j-1), and (i, j+1) i.e. up, down, left and right.

For example, matrix that is given in the file "Queues-Qs -Positives convert.pdf" needs 3 passes as demonstrated in that figure.

Input : You initialize the matrix in the program itself.

Output :  3

You should have only one cout<<  whose result could be  3 to get matched/passed.

### Queues - Reviews

1.**Implement k Queues in a single array.**

void enqueue ( struct queue &Q , int i, int x )  // enters element x into queue i

int dequeue ( struct queue &Q, int i ) // deletes an element from queue i

Note that every Queue is a circular queue.

2. **Bubble sort using one Queue and 5 variables.**

You are given an array of integers. You have to use only one Queue and any five variables only( like  i , j , k , l , m )

You are not supposed to use any other structures, arrays and variables.

3.  **Generic Queue**

A Generic Queue contains elements of type int, char, and float. Implement enqueue , and dequeue operations.

### T1 - 17 -9 -2020 Stack - Queue - thro Dequeue

**Implement Stack and queue using a Dequeue**

### T2 - 17 - 9 - 2020 - Dequeue of int, char

**Dequeue of int, char**

input : example  N, I , 17 , T , 9 , 20 , C , S , 21 , E

The dequeue DQ should look like now N I T C S E 17 9 20 21

Use a Queue to arrange the elements of DQ as :

output : 17 9 20 21 N I T C S E

you have to type the input on your own.

Out put will be checked with test case : 17 9 20 21 N I T C S E

### T3 - 17 - 9 - 2020 - Knight Reach

**Knight Reach**

Find the minimum number of steps for a Knight in a chess board to reach from a source location to destination location.

You have to read the input four numbers :  (sx , sy ) and (dx, dy )

you need not type the numbers, they will be given as input in the test case. you just use cin>>

Input : 7 0 07  ( this will be given as input in the test case)

output : one cout<<  , your output should match the test case output

### Linked Lists - 1 - lptr opeartions

**Linked List Operations :**

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

Print all data values  (you have to use cout<<  )

Print all data values in reverse order  ( you have to use cout << )

Print the count of number of nodes ( how many nodes ) ( one cout<< )

Print minimum of all data values ( one cout <<)

Print maximum of all data values ( one cout <<)

Print middle node data value ( one cout <<  , the input , that I give as test case, will have odd number count, so that you can comfortably find the middle node)

Print number of odd data values  ( one cout << )

Print number of even data values ( one cout << )

Find k, ( one cin>>k , and if found you have to cout <<     1  , not found cout <<    0

### Linked - Lists - 2 - Alias of Genius

**Linked List Operations :**

**First Implement the following functions :**

**Create Linked List**

**Printing Liked List**

**Add-front   k ( one cin>> )**

**Add-before  x  , y ( two cin>>  add x before y )    y could be data value of first node**

**Add-after     x, y  ( two cin >> add x after y)**

**Delete k     ( one cin >>  k  )  k could be first node data value**

**Delete min   ( minimum data value node is to be deleted )**

**Delete max ( maximum data value node is to be deleted )**

**The following sequence ( cin>>   , cout << )  is to be followed to pass test case.**

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

Print all data values  (you have to use cout<<  )

Add-front   k ( one cin>> )

Print all data values  (you have to use cout<<  )

Add-before  x  , y ( two cin>>  add x before y )

Print all data values  (you have to use cout<<  )

Add-after     x, y  ( two cin >> add x after y)

Print all data values  (you have to use cout<<  )

Delete k     ( one cin >>  k  )  k could be first node data value

Print all data values  (you have to use cout<<  )

Delete min   ( minimum data value node is to be deleted )

Print all data values  (you have to use cout<<  )

Delete max ( maximum data value node is to be deleted )

Print all data values  (you have to use cout<<  )

SSS -19-9-2020 - Fit - LL - Set

**SSS**- **Saturday Sunday Specials**

**Saturday**SundaySpecials of **19 - 9 - 2020**.

Write functions for the following :

L1 , L2 are pointers to linked list of  sorted (ascending order)  unique numbers.

L3 is a pointer to linked list of numbers.

**1.    union**function for   L3  =  union of L1 , L2  ( L3 will also be a sorted list )

**2.    intersection** function for  L3   = intersection of L1 , L2  ( L3 will also be a sorted list )

**3.    diff** function for  L3    = difference of L1 , L2   ( L3 will also be a sorted list

L1 , L2 are pointers to linked list of  Unsorted      unique numbers.

L3 is a pointer to linked list of numbers.

**4.**  **u-union** function for   L3  =  union of L1 , L2      (  data values of L1 should appear first)

**5.**    **u-intersection** unction for  L3    = intersection of L1 , L2   (  data values of L1 should appear first)

**6,**     **u-diff** function for  L3    = difference of L1 , L2    : L1 - L2

**The following sequence ( cin>>   , cout << )  is to be followed to pass test case.**

First use the **create/insert**function to create linked lists  L1 , L2  with given numbers termination of input is -1

( you have to read with cin>>  till  -1 for L1, and  again you have to read with cin>>  till  -1 for L2 )

**L3 =** union( L1 , L2)     ( union of L1 , L2 has to return L3 )

Print all data values of L3  (you have to use cout<<  )

**L3 =** intersection( L1 , L2)     ( intersection of L1 , L2 has to return L3 )

 Print all data values of L3  (you have to use cout<<  )

**L3 =**  diff( L1 , L2)     ( difference of L1 , L2  : L1 - L2 has to return L3 )

Print all data values of L3  (you have to use cout<<  )

Again use the **create/insert**function to create linked lists  L1 , L2  with given numbers termination of input is -1

( you have to read with cin>>  till  -1 for L1, and  you have to read with cin>>  till  -1 for L2 )

**L3 =**  u-union( L1 , L2)     ( union of L1 , L2 has to return L3   ,   data values of L1 should appear first)

Print all data values of L3  (you have to use cout<<  )

**L3 =**   u-intersection( L1 , L2)     ( intersection of L1 , L2 has to return L3 )

 Print all data values of L3  (you have to use cout<<  )

**L3 =**   u -diff( L1 , L2)     ( difference of L1 , L2  :  L1 - L2  has to return L3 )

Print all data values of L3  (you have to use cout<<  )

* [**Draft version**](https://www.onlinegdb.com/s/as/12199)

SSS -20-9-2020 - Blinks of Links

**SSS**- **Saturday Sunday Specials**

**Saturday Sunday Specials** of **20 - 9 - 2020.**

**Write Functions ( recursive / non-reccursive ) for the following:**

**Assume all LLs are having data values as integers.**

**1.**Check if a given LL is a palindrome.

.**2.** Remove duplicates from a given sorted LL (recursive)

**3.**Remove duplicates from a given unsorted LL.

**4.** Delete last occurrence of a duplicate data value node from a given LL ( duplicate data values can be there)

Example : input : L = { 1 , 3, 2, 4, 5, 7, 8, 3, 4 , 2, 7, 4, 2 }

                 output :  L = { 1 , 3, 2, 4, 5, 7, 8 , 4 , 2 }

**5.**Segregate even data values to left and odd data values right of a given LL

input : L = {  4 , 7 , 8,  2, 5, 4, 9, 1, 6 }

output : L = { 4,  8,  2, 4, 6, 7  5 9 1  }

**6.** insertion sort on a give LL with unique data values

**7.** reverse a given LL ( try for recursion )

**8.** Swap Kth node from the beginning with Kth node from end in a given LL

input :  L = { 4, 9 , 8, 7 , 2 , 6, 1, 5 , 3 }

k = 3 .

output : L = {  4, 9, 1, 7, 2, 6, 8, 5, 3 }

**9.** Check whether L2 is present in L1.

Example : L1 = { 5, 8, 2, 9, 5, 8, 2, 3, 7, 1 , 6}

L2 = { 8, 2, 3 }  output : 1     if L2 = { 8, 2, 7 }   output : 0   if L2 = { 7 , 1}  output :

**10.**  Given two linked lists, merge their nodes together to make one list, taking nodes alternatively between the two lists. If either list runs out, all the nodes should be taken from the other list.

Example :

Input : L1 = { 1 ,  3, 5 }  L2 = { 2, 4, 6, 8, 9}

Output : L3 = { 1, 2, 3, 4, 5, 6, 8, 9 }

**Sequence ( cin>>   , cout << )  to be followed to pass test case:**

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**1.**Check if the LL  is a palindrome or not . for 'Yes' cout <<    1  for  'No'  cout<<   0

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

.**2.** Remove duplicates from the sorted LL (recursive)

Print all data values  (you have to use cout<<  )

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**3.**Remove duplicates from a given unsorted LL.

Print all data values  (you have to use cout<<  )

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**4.** Delete last occurrence of a duplicate data value node from a given LL ( duplicate data values can be there)

Print all data values  (you have to use cout<<  )

 Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**5.**Segregate even data values to left and odd data values right of a given LL

Print all data values  (you have to use cout<<  )

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**6.** insertion sort on a give LL with unique data values

Print all data values  (you have to use cout<<  )

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

**7.** reverse a given LL ( try for recursion )

Print all data values  (you have to use cout<<  )

Create a Linked list with given numbers termination of input is -1   ( you have to read with cin>>  )

Cin >> k

**8.** Swap Kth node from the beginning with Kth node from end in a given LL

 Print all data values  (you have to use cout<<  )

Create two Linked lists with given numbers termination of input is -1  ( you have to read with cin>>  till  -1 for L1, and  you have to read with cin>>  till  -1 for L2 )

**9.** Check whether L2 is present in L1.

 if L2 is present in L1  cout<<  1   if   L2  is not present cout<< 0

Create two Linked lists with given numbers termination of input is -1  ( you have to read with cin>>  till  -1 for L1, and  you have to read with cin>>  till  -1 for L2 )

**10.**  Given two linked lists, merge their nodes together to make one list, taking nodes alternatively between the two lists. If either list runs out, all the nodes should be taken from the other list.

 Print all data values  of L3 (you have to use cout<<  )

* [**Draft version**](https://www.onlinegdb.com/s/as/12252)

### RCC - T1 - 21-9-2020

**Polynomial Addition**

Let polynomial**:  P1 = 12 x7+ 10 x4 + 18 x2**

Let polynomial**: P2 =  8 x6+ 9 x4 + 27 x + 45**

**Write code for**:  **P3 = P1 + P2  = 12 x7+ 8 x6+ 19 x4 + 18 x2 + 27 x + 45**

Test case Input : ( cin >> ) :    12 7 10 4 18 2 -1

                            (cin >>  ) :    8 6 9 4 27 1 45 0 -1

Output: ( cout <<  ) :               12  7   8  6  19  4  18  2  27 1  45 0

### RCC -T2- 21-9-2020

**Create a Generic Linked list**

whose node value can be either an integer or character.

Read the input as given in the sequence.

If the input is a character, add to the beginning of the list and if it is an integer add at the end.

Input sequence would be :  N  I  21  T  9  20  C   S   45  E

test case input is : 0 N 0 I 1 21 0 T 1 9 1 20 0 C 0 S 1 45 0 E 0 #

(you read using one  cin>>  for tag , one  cin >> for value,  till termination character ‘#’ )

The list should be formed with node contents in sequence as:

{ N  I  T C S E  21  9 20 45 }

Print ( cout <<  ) the contents of the list as output

(test case output):  N I T C S E 21 9 20 45

RCC - T3 - 21-9-2020

**Reverse specified portion of a Linked List**

Example( test case) :   ( cin >> )    L   =   1 2 3 4 5 6 7 8  - 1

Start position       ( cin >> )   i = 2

End position         ( cin >> )   j = 5

Output ( test case) :  ( cout  << )       1 5 4 3 2 6 7 8

* [**Draft version**](https://www.onlinegdb.com/s/as/12315)

### CCC - T1 - 22-9-2020

Create a Linked list by making the last node's next pointer points to the fifth node on the list.

Now write a function to find, whether there is a loop in the LL and if it there what is the node value of the start of the loop node(5th node). ( Hint: use slow ptr, fast ptr )

Examplle :   L =  {  4  7  8  6  2  1  9  5 3  } , here the last node's ( data 3 ) next ptr should be linked to 5th node ( data value 2)

Input :  4  7  8  6  2  1  9  5 3 -1   ( read with cin >> till -1 )

Output : 1   ( as there is loop ) , in no loop 0 : but here as the LL is constructed with loop you will get output 1.

           :  2   (  at the node ( data value 2 ) the loop starts, i,e 5th node )

* [**Draft version**](https://www.onlinegdb.com/s/as/12584)

CCC - T2 - 22 - 9 - 2020

Write a function for deleting from list LL, nodes occupying positions **indicated in list LL itself.**

For instance, if L= ( 1 3 5 7 8) , then after deletion, L= (3 7).

Explanation:  The positions of nodes at 1 , 3, 5 are nodes of  1 , 5, 8 of  given original LL are deleted. There is no node at positions 7 and 8 in the original LL.  so The original LL will now become as L = (3  7 )

You should not use another linked lists or arrays, but you have to re-adjust the existing list nodes by using few variables.

Input  : 1 3 5 7 8 -1  ( cin >> till -1 )

output : 3 7               (  print the LL )

* [**Draft version**](https://www.onlinegdb.com/s/as/12589)

### CCC - T3 - 22-9-2020

**You should not use Pointers.**

Create a Generic Queue where each element is having varying number of items.

Example Q =  {    ( 3 , 'N' , 9.8 , 6 ) ,  ( 'N' , 8, 'C' , 5, 'L', 8.1 ) , ( 9.7 , 5.4, 'B' ) , (  7, 2, 45, 4.5, 9.3,72, 81, 36 )  , ( 'A' ,6, 'C', 7.5,'D' )  }

each of                                             are elements of queue.

Implement enqueue() , Dequeue() operations on the queue.

Print the contents of the queue after creation and a dequeue operation.

Note :  **You should not use Pointers.**

### Lab-Assignment-24-9-2020

Implement Stack Operations as a Linked List  :

Write main() function to add few elements and delete few .

Implement Queue Operations as a Linked List  :

Write main() function to add few elements and delete few .

There is no test case for this. Submit the code.

### CCC - T1 - 24 -2-2020

Given a singly linked list

    L:   L0 → L1 → … → Ln-1 → Ln,

reorder it to:

    L0 → Ln → L1 → Ln-1 → L2 → Ln-2 → …

You must do this in-place without altering the nodes’ values.

For example,

 Given {1,2,3,4}, reorder it to {1,4,2,3}.

create L with cin >> ... terminated by -1

print cout <<     node values of L

### CCC-T2- 24-9-2020

Write recursive function for:

Addition of 2 numbers (  5729 + 8522 = 14251 ) whose digits are nodes of 2 LLs.

 Ex. 5à7à2à9,

8à5à2à2   output: 1à 4 à2à5à1

input : 5729       ( two cin>> )

          8522

ouput : 14251   ( one cout<< )

### CCC-T3-24-9-2020

Create two Linked Lists , L1, L2 .

Let  L1 :  5 à 3 à7  à 6 à 9  à1 à 5

       L2 : 2 à 4 à 8

And connect the last node of L2 to a node of  L1 whose data value is 6.

Write code to find the node at which the intersection of two singly linked lists begins. (i.e the meeting point)

 L1 :   5 à 3 à7  à 6 à 9  à1 à 5

                               ä

L2 :     2 à 4 à 8

input :    (cins >> )  :  5 3 7 6 9  1 5 -1

                                   2 4 8 -1

output : ( cout ) :  6

Note : ﻿﻿It is to be noted that your check function doesn't know the intersection point's (node's) data value or ptr address

﻿

CCC-T4-24-9-2020

Given a linked list L and a value x,

write a function to partition  L such that all nodes less than x come before nodes greater than or equal to x.

Now use this function to sort L in ascending order.

Example :  L =  {  7 5 4 9 6 3 2 1 8 }    . you can choose x as the first node or any other node.

output L = { 1 2 3 4 5 6 7 8 9 }

input     ( cins >> )  :        7 5 4 9 6 3 2 1 8 -1

output  ( couts <<) :         1 2 3 4 5 6 7 8 9

Note : Must have to implement the 'logic' in the question with recursive calls to partition() to get sorted,

but not not a sorting method.

* [**Draft version**](https://www.onlinegdb.com/s/as/12991)

MLL-Flatten-Q2

**Flatten the Multi level lis**t to a Singly Linked List:

Example :

Input : ML:       3 – 4 – 7 – 18 – 45 – 36

                      |     |                    |

                      8    5                 6

                      |                         |

                      9                       2

Output: LL :    3 – 8 – 9 – 4 – 5 – 7 – 18 – 45 – 6 – 2 – 36

Input ( cin >>) : 3 1 8 9 -1 4 1 5 -1 7 0 18 0 45 1 6 2 -1 36 0 -2

( 1 – indication of down link,  0 – no down link

  -1 – termination of down LL ,  -2 termination of  ML

Output (cout <<) :  3 8 9 4 5 7 18 45 6 2 36

* [**Submitted versi**](https://www.onlinegdb.com/s/as/13207)

MLL - Level - Depth - Q3

**Print Level - Depth wise of a MLL.**

Example MLL:

               10 – 5 – 12  –  7 – 18

                |                        |

               4 – 20 – 9         25 – 6

                      |      |            |

                     3     63         2 – 8 – 54

                             |            |

                           72          47 – 86

                                           |

                                          36

**Input**: 10 1 4 0 20 1 3 0 -1 9 1 63 1 72 0 -1 -1 -1 5 0 12 0 7 1 25 1 2 1 47 1 36 0 -1 86 0 -1 8 0 54 0 -1 6 0 -1 18 0 -1

( 1 for down link, 0 for no down link , -1 for end of next link )

Output1 : Level–wise : 10 5 12 7 18 4 20 9 25 6 3 63 2 8 54 72 47 86 36

Output 2 : Depth–wise: 10 4 20 3 9 63 72 5 12 7 25 2 47 36 86 8 54 6 18

 First cout << Level wise  ,               next  cour << Depth wise

(Input : 10 1 4 0 20 1 3 0 -1 9 1 63 1 72 0 -1 -1 -1 5 0 12 0 7 1 25 1 2 1 47 1 36 0 -1 86 0 -1 8 0 54 0 -1 6 0 -1 18 0 -1 )

* [**Submitte**](https://www.onlinegdb.com/s/as/13214)

SSS -26-9-2020 -MLL-Sort

**SSS**- **Saturday Sunday Specials**

**Saturday**SundaySpecials of **26 - 9 - 2020.**

**Sort the Multi level lis**t

**You should not use Linked list or arrays and no sorting method.**

**You must have to go through the MLL  ONLY ONCE**

**There should not be a Linked List code , or construction of Linked List in your code.**

**Don’t submit codes with Linked List sort or arrays.**

**You have to go through the constructed MLL ONLY ONCE and print the sorted order.**

( You should not construct a Linked List from MLLand sort it. You have to sort MLL only)

Example :

Input :MLL:       3   –    7 –       10   –  36

                      |          |             |

                      8        12         18

                      |           |            |

                      15       45       72

Output: LL :    3 –  7– 8 – 10 – 12 – 15 – 18 – 36 – 45– 72

Input ( cin >>) : 3 1 8 15 -1 7 1 12 45 -1 10 1 18 72 -1 36 0 -2

( 1 – indication of down link,  0 – no down link

  -1 – termination of down LL ,  -2 termination of  ML

Output (cout <<) :   3  7 8  10  12  15 18  36  45 72

* [**Submitted version (1 p**](https://www.onlinegdb.com/s/as/13229)

### SSS - 26-9-2020 - Target

**SSS**- **Saturday Sunday Specials**

**Saturday**SundaySpecials of **26 - 9 - 2020.**

Targets - Print all targets ( paths ) from start node 1.﻿

The nodes are numbered (with data values) from 1 to 18.

The output is needed to print the path from 1 to 16  and from 3 to 12

The test case input sequence is  node's data value number of links it has

test case input ( cin >> )  : 1 1 2 1 3 2 4 1 5 2 6 1 7 0 8 1 9 0 10 3 11 1 12 0 14 1 15 1 16 0 17 1 18 0

input ( source point s, target point t )  ( cin >> s , cin >> t )  :  1 16

print path ( cout << )

input ( source point s, target point t )  ( cin >> s, cin >> t )  :  3 12

print path ( cout << )

test case output :  1 2 3 10 14 15 16

test case output : 3 10 11 12

SSS - RPL - 27-9-2020

**Saturday Sunday**Specials of **27 - 9 - 2020**.

**Random Pointer Linked List**

Create a linked list as below:

5 à 2 à  1 à 8  à 6  à 3 à 9 à4 à7

         |\_\_\_\_|\_\_\_á     á      |\_\_\_\_\_\_\_á

                  |\_\_\_\_\_\_\_\_|

Print the RPL as below: ( You should not modify the RPL during printing)

5 2 1 8 6 3 9 4 7

5 2 8 6 3 9 4 7

5 2 8 6 3 4 7

5 2 1 6 3 9 4 7

5 2 1 6 3 4 7

5 2 1 8 6 3 4 7

Input : test case   ( Node's data value , next ptr node, random ptr node  ) three cins till 7 0 0

             5 2 0

             2 1 8

             1 8 6

             8 6 0

             6 3 0

             3 9 4

             9 4 0

             4 7 0

             7 0 0

output : test case : Print the RPL as below: cout <<  ( You should not modify the RPL during printing)

5 2 1 8 6 3 9 4 7

5 2 8 6 3 9 4 7

5 2 8 6 3 4 7

5 2 1 6 3 9 4 7

5 2 1 6 3 4 7

5 2 1 8 6 3 4 7

* [**Submitted version (0 passed of 1)**](https://www.onlinegdb.com/s/as/13320)

SSS- LL Game - 27-9-2020

**SSS**- **Saturday Sunday Specials**

**Saturday Sunday**Specials of **27 - 9 - 2020**

Consider a game played between two players A and B. The game is defined by two lists of integers L\_1 and L\_2. The game ends when both lists are empty. The two players play alternately, starting with player A, and at each move the player making the move selects either the head of L\_1 or head of L\_2    and removes it from the corresponding list. (If one of the lists is empty, the player has to select the head of the other non-empty list.)

When the game ends, the winner is the player whose sum of selected integers is greater. The game is a draw if the sums are equal.

Implement the game as a function that takes two lists as parameters, and determines whether for the game defined by these two lists, any of the players has a winning strategy. A winning strategy is a way of ensuring that no matter how the other player plays, it is possible to play in a way to ensure a win.

 For example, if the lists are  (2,1) (3,5) player B has a winning strategy.

Whatever move is made by player A first, player B selects from the same list.

The possible selections are A: 2,3  B: 1,5 or A: 3,2  B: 5,1, so B wins in all cases.

Input : L1 :  2 1 -1         ( cin >>  termination -1 )

            L2 : 3 5 -1          ( cin >> termination  -1)

output : B                       (cout <<      because B wins in all cases )

* [**Submitted ver**](https://www.onlinegdb.com/s/as/13379)

### MLL-Create-Q1

#### **Create a Multi-Level List :**

#### **{ A B { C D E } F { G { H I J } K } L M }**

#### **input :     {AB{CDE}F{G{HIJ}K}LM} #           ( cin >>   a char  till '#' )**

#### **output : { A B { C D E } F { G { H I J } K } L M }**

#### 

#### **( cout <<  observe one ' ' after each character in the output)**

### MLL-Radix-Sort-Array-Ptrs-Q4

**Radix Sort :**

Implement radix sort by taking Buckets as an Array[10] pointers to LL :  lptr R[10]

Input : n

first you have to cin >> n

Then read cin >>    n numbers .

output : you cout << the  n sorted numbers .

OTC-28-9-2020

**Flatten the Multi level lis**t to a Singly Linked List:

Example :

Input : ML:       3 – 4 – 7 – 18 – 45 – 36

                      |     |                    |

                      8    5                 6

                      |                         |

                      9                       2

Input ( cin >>) : 3 1 8 9 -1 4 1 5 -1 7 0 18 0 45 1 6 2 -1 36 0 -2

( 1 – indication of down link,  0 – no down link

  -1 – termination of down LL ,  -2 termination of  ML

Output (cout <<) :  ( 3 8 9 ) ( 4 5 ) ( 7 ) (18 ) ( 45 6 2 ) ( 36 )

* [**Submitted version (1 passed of 1)**](https://www.onlinegdb.com/s/as/13540)

### DLL- Add/Delete-Before-After-End-Sort

### Doubly Linked List

### Create a DLL and perform the following(sequence of) operations :

#### **Create DLL  ( cin >>  )   6 9 5 3 7 2 -1**

#### **print DLL ( cout << )  6 9 5 3 7 2**

#### **addfront(D, k )  : ( cin >> k )  8**

#### **print DLL (cout << ) 8 6 9 5 3 7 2**

#### **addend(D,k) : ( cin >> k )  4**

#### **print DLL (cout << ) 8 6 9 5 3 7 2 4**

#### **addbefore(D, x, y ) : ( cin >>x>>y)  1 3**

#### **print DLL (cout << ) 8 6 9 5 1 3 7 2 4**

#### **addafter(D, x, y ) : ( cin >>x>>y)  45 7**

#### **print DLL (cout << ) 8 6 9 5 1 3 7 45 2 4**

#### **delfront(D)**

#### **print DLL (cout << ) 6 9 5 1 3 7 45 2 4**

#### **delend(D)**

#### **print DLL (cout << ) 6 9 5 1 3 7 45 2**

#### **del(D,k) : ( cin >> k )  5**

#### **print DLL (cout << ) 6 9 1 3 7 45 2**

#### **sort(D) : any sorting method is allowed,** quick sort is preferable

#### **( should not use an array, have to sort DLL in place)**

#### **print DLL (cout << ) 1 2 3 6 7 9 45**

* [**Submitted version (Compile Error)**](https://www.onlinegdb.com/s/as/13641)

### DLL - sorts MLL

### Use DLLto sort the Multi level list

#### You should not use Linked list , arrays, Stacks, Queues and no sorting method. You must have to go through the MLL  ONLY ONCE  and print the sorted order.

### ( You can use one Doubly Linked List  only)

Example :

Input :MLL:       3   –    7 –       10   –  36

                      |          |             |

                      8        12         18

                      |           |            |

                      15       45       72

Output: LL :    3 –  7– 8 – 10 – 12 – 15 – 18 – 36 – 45– 72

Input ( cin >>) : 3 1 8 15 -1 7 1 12 45 -1 10 1 18 72 -1 36 0 -2

( 1 – indication of down link,  0 – no down link

  -1 – termination of down LL ,  -2 termination of  ML

Output (cout <<) :   3  7 8  10  12  15 18  36  45 72

* [**Submitted version (1 p**](https://www.onlinegdb.com/s/as/13647)

### CSR - Course-Student-Reg-MLL

### Course-Student-Reg-MLL

#### **﻿Create a CSR-MLL  with three nodes of course , student , reg as explained in the class.**

#### **You can take liberty in designing the node structures, still circularity is preferred.**

#### **Assume there are 4 courses and 5 students.**

#### **input : cin >> ( student rno  course name )   2 C 3 A ........ -1 #  ( -1 # is termination of input of registrations)**

#### **Construct the CSR - MLL**

#### **input : cin >>  (student rno  )   example 3**

#### **output : cout << print all the courses taken by student 3 with a single space**

#### **example :    A C D**

#### **input : cin>> ( student rno ) example 5**

#### **output : cout <<   print all the courses taken by student 5 with a single space**

input :cin >>  ( course name ) example B

#### **output : cout <<   print all the students who have taken course B**

example : 1 3 4

input : cin >> ( course name ) example D

#### **output : cout << print all the students who have taken course D**

#### Test case :

#### Input :

#### **1 A 2 B 4 A 3 A 5 B 1 C 2 D 4 C 3 C 5 C 4 D -1 #**

#### **4**

#### **3**

#### **A**

#### **D**

#### **output :**

#### **A C D**

#### **A C**

#### **1 3 4**

#### **2 4**

* [**Draft version**](https://www.onlinegdb.com/s/as/13837)

### DLL - Triplet

### DLL - Triplet    s = 2x + y + z

### Create a sorted doubly linked list of distinct nodes (no two nodes have the same data) with given data values and read a value s.

**Care fully observe the output and accordingly implement the logic.**

Print the triplets ( x y z )  in the list that sum up to s = 2x + y + z

Example DLL  1 ßà 2 ßà 3 ßà 4 ßà 5 ßà 6 ßà 7 ßà 8 ßà 9

s = 17

triplet  :  1 7 8   ( 2\*1 + 7 + 8 = 17 )

Input : cin >>    ( till -1 )

Input : cin >> s

Output : cout << x y z     ( print all possible triplets )

test case input :

1 2 3 4 5 6 7 8 9 -1

19

test case output :

1 8 9

2 6 9

##### **2 7 8 3 4 9 3 5 8 3 6 7 4 2 9 4 3 8 4 5 6 5 1 8 5 2 7 5 3 6 6 2 5 6 3 4 7 1 4 7 2 3 8 1 2**

CLL- Circle’s –circles

**CLL- Circle’s –circles**

Construct a Circular Linked List (CLL) with given data.

Print all the circles as shown in the test case output.

 4 à 3 à 8 à 7 à 2 à 9 à 4 à 3 à 4 à 6 à 2

 á\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ û

Test case Input : 4 3 8 7 2 9 4 3 4 6 2 -1

Output :              4 3 8 7 2 9 4

                           4 3 4

                           4 6 2 4

                           3 8 7 2 9 4 3

                           3 4 6 2 4 3

                           2 9 4 3 4 6 2

                           2 4 3 8 7 2

Note: **Either iterative or recursive (preferable)**

CLL - Josephus problem- V1

**Josephus problem- V1**

Given a group of **n** men arranged in a circle under the edict that every **m-th** man will be executed going around the circle until only one remains.

Order of arrangement :  **6, 5, 4, 3, 2, 1, 0**      given **n = 7 , m = 3**

For example, if 6, 5, 4, 3, 2, 1, 0 are arranged in circle, with m = 3,

then the order of removal is 4, 1, 5, 0, 2, 6, with 3 remaining as the survivor.

4, 1( in the first round)

5, 0  ( in the second round)  
2, 6  ( in the third round ) 

Code to construct a**Circular Linked List**  and to print the sequence of removals

for a given  n, the order of numbers and m.

**Sequence of cins, couts**:

               input :   cin >>   n

                             cin >>        ( n numbers )

                             cin >>  m

output :

 cout <<   ( sequence of removals)

test case input :

**7**

**6 5 4 3 2 1 0**

**3**

test case output :

**4 1 5 0 2 6**

CLL - JP-V2 - DGG

**JP-V2 - DGG**

A teacher plays the game “Duck-Goose-Goose” with his class. The game is played as follows: All the students stand in a circle and the teacher walks around the circle. As he passes each student, he taps the student on the head and declares her a ‘duck’ or a ‘goose’. Any student named a ‘goose’ leaves the circle immediately. Starting with the first student, the teacher tags students in the pattern: duck, goose, goose, duck, goose, goose, etc., and continues around the circle (re-tagging some former ducks as geese) until only one student remains. This remaining student is the winner.

For example, if there are 8 students, the game proceeds as follows: student 1 (duck), student 2 (goose), student 3 (goose), student 4 (duck), student 5 (goose), student 6 (goose), student 7 (duck), student 8 (goose), student 1 (goose), student 4 (duck), student 7 (goose) and student 4 is the winner.

Code to create a CLL and given the number of students n, print the winner.

cin >> n

cout << winner

test case :

input   : 8

output :  4

CLL - JP - V3- AB

**JP - AB**

Consider a circle of two groups (say, "A" and "B") of 15 men each (giving a total of 30 men), with every ninth man cast overboard, illustrated bel. To save all the members of the "A" group, the men must be placed at positions 1, 2, 3, 4, 10, 11, 13, 14, 15, 17, 20, 21, 25, 28, 29. Written out explicitly, the order is
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Code to create a CLL and print the order of As , Bs

test case : cout <<  As, Bs.
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### Multi-Index-Lists-CSR

### Multi-Index-Lists-Course-Student-Course-Reg

#### **﻿Create Multi Index Lists with three nodes of student, course , reg as explained in the class on 1-10-2020**

#### **Use the structure of stdnode as rno, slptr , structure of coursenode as cname, clptr**

#### **regnode as rrno , sfp, rcname , cfp , next.**

#### **( if you wish you can use sbkp , cbkp as backword pointers for further extensions of CSR)**

#### **Assume there are 4 courses and 5 students.**

#### **input : cin >> ( student rno  course name )**

#### **2 C 3 A ........ -1 #  ( -1 # is termination of input of registrations)**

#### Construct  stdindextable ( array of stdnode) , courseindextable ( array of coursenode) and

#### R ( linked list of all registrations of regnode and adjust pointers accordingly

#### **input : cin >>  (student rno  )   example 3**

#### **output : cout << print all the courses taken by student 3 with a single space**

#### **example :    A C D**

#### **input :cin >>  ( course name ) example B**

#### **output : cout <<   print all the students who have taken course B**

example : 1 3 4

input : cin >> ( course name1 , course name2 )

example  A C

#### **output : cout << print all the students who have taken both courses A C**

input : cin >> ( student rno1 , student rno2 )

output : cout << print all the common courses taken by rno1 and rno2

output : cout << print all the registrations

**Test case :**

#### Input :

#### **1 A 2 B 4 A 3 A 5 B 1 C 2 D 4 C 3 C 5 C 4 D 3 D 5 A -1 #**

#### **5**

#### **D**

#### **C D**

1 5

#### **output :**

#### **B C A**

#### **2 4 3**

#### **3 4**

A C

1 A 2 B 4 A 3 A 5 B 1 C 2 D 4 C 3 C 5 C 4 D 3 D 5 A

Lab-Assignment- 3-10-2020

**Implement Creation of Doubly Linked List and operations on it.**

Write main() function to add two large numbers as given blow.

 Create two DLLs for representing the two numbers ( digits of  a number as data value of  a node)

Add the two numbers and store the sum in  third DLL and print it.

In your program you should have cins , couts as below :

Test case input :  cin >>     587624319269#

                            cin >>               8978196#

output                cout <<    587633297465

### CCC- T1- 3 -10-2020

### Create a Multi-Level List  and Print it as given.

#### **{ A B { C D E } F { G { H I J } K } L M }**

#### **output  as given is :  { A B [ C D E ] F ( G < H I J > K ) L M }**

test case :

#### **input :     {AB{CDE}F{G{HIJ}K}LM}#**

#### **( cin >>   a char  till '#' )**

#### **output : { A B [ C D E ] F ( G < H I J > K ) L M }**

#### 

#### **( cout <<  observe one ' ' after each character in the output)**

CCC - T2 - 3-10-2020

**Common elements among n Linked lists of a Linked List**

Create a Linked list L, whose elements as linked lists with data value as both char and int.

Read(and create) **Three** linked lists as the elements of L

 ( L also gets created).

**Many of your logic is almost WRONG.               You should not use any sorting methods.**

**You have to use logic for even there can be 10 linked lists**

Print all the node data values of all the linked lists of L as shown.

Find and print the **common node data values**of the **three linked lists** of L.

Note : You **should not use brute force method** of taking one node of a LL and comparing it with all other nodes of other LLs.

Example :

L  = {  [ ‘A’ 3 , ‘C’ 9 , ‘N’ 5 , ‘S’  6]  , [ ‘B’  5,  ‘S’ 6 , ‘L’ 2, ‘C’ 9 ],

           [ ‘L ‘ 7 , ‘J’ 8 , ‘N’ 2, ‘A’ 3 , ‘C’ 9 , ‘B’ 9, ‘S’ 6 , ‘E’ 4 ] }

Common elements :

                  ‘C’ 9  , ‘S’ 6

Test case :

**Input**  cin >>  :   A3 C9 N5 S6 #-1

                            B5 S6 L2 C9# -1

                            L7 J8 N2 A3 C9 B9 S6 E4 #-1

**Output**:   cout <<   :  A3 C9 N5 S6 B5 S6 L2 C9 L7 J8 N2 A3 C9 B9 S6 E4

                 cout <<   :  C9 S6

CCC - T3 - 3 -10 - 2020

**Link the Links**

Create two sorted linked lists L1 and L2.

**Create** another linked list **SL** as show in the figure, which **links the nodes of L1, L2** in a sorted order.

**NOTE : Look at Email to see the figure**

**And You must have to use proper Definitions of Structures**

**Print SL to get sorted values**of data from L1 and L2.

Test case input cins >> :

2 3 9 12 25 48 54 72 -1

4 6 8 15 18 20 36 40 63 67 80 90 -1

Output : cout << :

2 3 4 6 8 9 12 15 18 20 25 36 40 48 54 63 67 72 80 90

M1- Q5 - Common Elements in n LLs

**Top three in frequency(count) of Common elements among n Linked lists**

**(final timeline till 5.25PM)**

Create  **n**   linked lists with data value as  int.

Find and print the  **Top three  frequency(count) of common node data values**of the   **n   linked lists**

**You should not use any sorting methods.**

**You have to use approriate logic of O(n)  : You should not use two loops of O(n\*n)**

Note : You **should not use brute force method** of taking one node of a LL and comparing it with all other nodes of other LLs.

Example :

L1  =   [  3 , 9 , 5 ,  6 ]

L2  =   [ 5,  6 ,  2,  9 ]

L3  =   [  7 , 8 ,  2,  3 ,  9 ,  6 ,  4 ]

L4  =   [  1, 8, 9, 3, 5, 6 ]

L5  =   [   9, 7,  1, 4 ]

Top three count(frequency) of Common elements :

9 5

6 4

5 3

3 3

Test case :

**Input**

cin >> n   :    5

cin >>  :

3 9 5 6 -1

5 6 2 9 -1

7 8 2 3 9 6 4 -1

1 8 9 3 5 6 -1

9 7 1 4 -1

**Output**:   cout <<   :

9 5

6 4

5 3

3 3

M1- Q6 - MLL - LLM

**Convert (reverse ) MLL as Required.**

**(final timeline till 5.30PM)**

Example Given MLL:

               10 – 5 – 12  –  7 – 18

                |                        |

               4 – 20 – 9         25 – 6

                      |      |            |

                     3     63         2 – 8 – 54

                             |            |

                           72          47 – 68

                                           |

                                          36

**Convert( reverse) as below :**

10 –  4

  |       |

 5     20 – 3

 |        |

12     9 – 63 – 72

 |

7 – 25 – 2 – 47 – 36

 |      |      |      |

18   6     8    68

              |

             54

**Input**: 10 1 4 0 20 1 3 0 -1 9 1 63 1 72 0 -1 -1 -1 5 0 12 0 7 1 25 1 2 1 47 1 36 0 -1 68 0 -1 8 0 54 0 -1 6 0 -1 18 0 -1

( 1 for down link, 0 for no down link , -1 for end of next link )

Output1 : Level–wise : 10 4 5 20 3 12 9 63 72 7 25 2 47 36 18 6 8 68 54

Output 2 : Depth–wise:  10 5 12 7 18 25 6 2 8 54 47 68 36 4 20 9 63 72 3

 First cout << Level wise  ,               next  cout < Depth wise

(Input : 10 1 4 0 20 1 3 0 -1 9 1 63 1 72 0 -1 -1 -1 5 0 12 0 7 1 25 1 2 1 47 1 36 0 -1 68 0 -1 8 0 54 0 -1 6 0 -1 18 0 -1 )

BST Levels - Labels of Novel Intellections

**Binary Search Tree – Levels**

Create a binary tree with given input data.

Print all the following level orders.

Input data: 5 8 3 4 1 9 6 7 2 -1

Output level orders :

**1.** Level order :   5 3 8 1 4 6 9 2 7

**2.** Reverse reversed level order:

7 2 9 6 4 1 8 3 5

**3.** Reverse level order :

2 7 1 4 6 9 3 8 5

**4.** Squirrel level order (clock-wise start):

5 8 3 1 4 6 9 7 2

**5.** Squirrel level order (anti-clock-wise start):

5 3 8 9 6 4 1 2 7

**6.** Alternate odd-level reversal level order :

5 8 3 1 4 6 9 7 2

**7.** Alternate even-level reversal level order:

5 3 8 9 6 4 1 2 7

Test case:

input ( cin >> ) : 5 8 3 4 1 9 6 7 2 -1

output ( cout >>) :

5 3 8 1 4 6 9 2 7

7 2 9 6 4 1 8 3 5

2 7 1 4 6 9 3 8 5

5 8 3 1 4 6 9 7 2

5 3 8 9 6 4 1 2 7

5 8 3 1 4 6 9 7 2

5 3 8 9 6 4 1 2 7

BST - Paths - of Success

**Binary Search Tree – Paths**

Create a binary tree with given input data.

Print all the following types of Paths.

Input data: 5 8 3 4 1 9 6 7 2 -1

Output Paths:

**1.**All paths - Root to leaf : 5 3 1 2

                                            5 3 4

                                            5 8 6 7

                                            5 8 9

**1.** Leftmost path :   5 3 1 2

**2.** Rightmost path : 5 8 9

**3.** Maximum sum path:  5 8 6 7

**4.** Minimum sum path : 5 3 1 2

**5.** Path with sum s = 22  :  5 8 9

**6.** Path with maximum even numbers : 5 8 6 7

**7.**  Path with maximum odd numbers : 5 3 1 2

Test case:

input ( cin >> ) : 5 8 3 4 1 9 6 7 2 -1

output ( cout >>) :

5 3 1 2

5 3 4

5 8 6 7

5 8 9

5 3 1 2

5 8 9

5 8 6 7

5 3 1 2

5 8 9

5 8 6 7

5 3 1 2

Lab-10-10-2020-BST post order - levels -lines

.**Binary Search Tree – Create from Postorder**

Create a binary tree with given input data of post order traversal of it.

**You must have to create with LRD . Not just reverse reading of  input.**

Then print all levels line by line.

Input data:  2 1 4 3 7 6 9 8 5 -1

Output level line by line :

5

3 8

1 4 6 9

2 7

### Lab-10-10-2020 - BT-Levels - Max, Min, Ascending , Descending, Unsorted

#### BT-Levels - Max, Min, Ascending , Descending, Unsorted

Create a Binary Tree with given input data values of integers.

Implement the logic in  a**Single function**to print the following:

Input  : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Output :

1. Maximum of all levels : 15

2. Minimum of all levels  : 1

3. Ascending level numbers : 1

4. Descending level numbers : 2

5. Unsorted level numbers : 3

Lab-10-10-2020-BST post order - levels -lines

.**Binary Search Tree – Create from Postorder**

Create a binary tree with given input data of post order traversal of it.

**You must have to create with LRD . Not just reverse reading of  input.**

Then print all levels line by line.

Input data:  2 1 4 3 7 6 9 8 5 -1

Output level line by line :

5

3 8

1 4 6 9

2 7

### Lab-10-10-2020 - Correct to be BST

**Adjust the misplaced two nodes to make a BST**

Create a Binary tree of integers with given data.

In that Binary tree, two nodes are misplaced, swap those two nodes to make in BST.

**You must have to traverse the tree only once ( touch each node only once)**

test case :

input : 5 3 1 0 2 0 0 6 0 0 8 4 0 7 0 0 9 0 0    ( 0 for Null node)

output( in order) : 1 2 3 4 5 6 7 8 9

### Lab-10-10-2020 - BST in BT

**Find largest BST in given BT**

Create a Binary tree with given data of integers.

Find the largest Binary Search Tree in the BT.

input :  27 18 15 9 0 0 0 22 12 8 0 0 0 45 32 0 0 72 0 0 36 25 0 0 63 54 0 0 0

output : In order of largest BST : 8 12 22 32 45 72

### BST-Two to Third Sum

**Sum of Two nodes to a Third Node :**

Create Two Binary Search Trees pointed by T1, T2.  
Find and print the node values  of either T1 of T2 such that sum of a node value  from T1 and a node value from T2 is equal to this third node. ( Don't use Brute Force, You may have to traverse T1, T2 only once or at most two times)

Example : T1 is : 5 3 8 1 7   and  T2 is : 6 4 10 2 9

output : ( 1 , 9 , 10 )  ,  ( 1, 6 , 7 ) , ( 1 , 4 , 5 ) , ( 1, 2, 3) , ( 3, 6, 9) , (3,4,7) , (3,2,5) , ( 5,4,9) , ( 5 , 2, 7), ( 7, 2, 9), (8,2, 10).

test case Input : 5 3 8 1 7 -1

                          6 4 10 2 9 -1

Test case Output : As many ways of solving, the sequence of outputs differ.

If you have not used Brute-Force method, and have used an elegant method and have got the above outputs

then send an email with the screen short of output. Submit code here in GDB.

### BT- Max node in Two Nodes Path

**Maximum value Node in the path of two Nodes :**

Create a Binary Tree with given data.

Find the maximum node value in the path of given two nodes.

Input  for Tree creation : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Input two Nodes : 15 12   output : 8    Input two Nodes : 7 3 output : 8  Input two nodes : 7 8 output : 5

Test case :

Input : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Input :  15 12

             7 3

             7 8

Output : 8 8 5

### Lab-Assignment-Q- 15 - 10 -2020

**Construct a Binary Tree** from its given  Level order serialized string.

Input string : NITC#SE#ABW$      ---  ( # for NULL , $ for end of input )

print the tree level by level.

test case : Input : NITC#SE#ABW$

out ut :

N

I T

C S E

A B W

BT - Boundary Nodes -15-10-2020

**Binary Tree Boundary Nodes**

Construct Binary Tree and print the boundary nodes of the tree.

Input : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Output : 5 2 7 9 6 15 12 1 8 5

### BT-Blends of bends -15-10-2020

**Path of Maximum Bends:**

Construct a Binary tree.

Find and print  the path , that having maximum number of bends.

A bend could be left to right or right to left.

Input : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Output  (the paths of maximum(2) bends) :

              5 2 4 9

              5 8 3 15

BT - Hidden Nodes -15-10-2020

**Binary Tree Hidden Nodes**

Construct Binary Tree and print the hidden nodes of the tree.

Input : 5 2 7 0 0 4 9 0 0 6 0 0 8 3 0 15 0 0 1 0 12 0 0

Output : 4 3

### SSS-PPP-BT-Hidden View

**Hidden View** of a Binary Tree :

Given Binary Tree input as Serialized string, construct the tree and

print the hidden nodes values as given below:

input : MJPB###TE###LKS###QF#G###

output : T K F

### SSS-PPP-BT-Path of LCA

**Path from Root to LCA of two nodes**of a Binary Tree :

Given Binary Tree input as Serialized string, construct the tree and

print the path from root to LCA of given two nodes:

input : MJPB###TE###LKS###QF#G###

two nodes : BE

output : M J

### SSS-PPP-BT-Braced Print

**BT- Braced Print**

Given a serialized input string of Binary tree,

construct the tree and print it in Braced form as shown below:

input : ABD##EH###CFI##J##G##

output : A(B(DE(H))C(F(IJ)G))

### SSS-PPP- BST level to preorder

**BST - construct from Level order**

Construct a BST with given level order .

Print it in preorder.

Level order input : 5 2 8 1 4 7 9 3 6 -1

Preorder output    : 5 2 1 4 3 8 7 6 9

Lab-6-11-2020 Segment Tree -1

**Segment Tree**

Write code to answer the following queries and update the values.

Input format:

First line contains an integer N.(number of elements in array)

Second line contains N numbers of array.

Third line contains an integer Q (number of queries)

Next q lines contains three integers each of following pattern:

0 i x : Update i’th index element to x

1 l r: print sum of range from l to r (l & r including)

2 l r: print minimum of range from l to r(l & r including)

3 l r:print average of range from l to r(l & r including).

Output format:

For queries with 1 or 2 or 3 print the required answer.

Test case :

Input:

9

9 3 7 2 5 4 3 1 2

7

1 2 7

2 2 7

3 4 8

0 7 99

1 6 7

2 6 8

3 7 8

Output:

24

2

3

103

1

50

Lab-6-11-2020 Segment Tree-2

**All-in-One Segment Tree**

Code a Segment Tree which constitutes of all min, max, sum, average in a single tree.

You should use only a single tree and it should consist of all the parameters (min, max, sum, avg) of given range. (HINT: Try storing all the parameters in a single node of segment tree).

Input format:

First line contains an integer N.(number of elements in array)

Second line contains N numbers of array.

Third line contains an integer Q (number of queries)

Next Q lines contains three integers each of following pattern:

0 i x : Update i’th index element to x and update the segment tree

1 l r: print minimum of range from l to r(l & r including)

2 l r: print maximum of range from l to r(l & r including)

3 l r: print sum of range from l to r (l & r including)

4 l r:print average(float) of range from l to r(l & r including).

Output format:

For queries with 1 or 2 or 3 or 4 print the required answer.

Test case:

 input:

10

1 2 3 4 5 6 7 8 9 10

12

1 2 7

2 3 9

3 2 6

4 0 5

0 6 13

0 2 7

0 9 12

0 0 17

1 0 4

2 5 9

3 2 7

4 6 9

output:

3

10

25

3.5

2

13

43

10.5

Segment Tree-3

**Commonality SGTs**

Print all the possible ranges [l,r]  of given two arrays A1 and A2, which satisfies the following condition.

The min of range [l,r] in array A1 should be same as min of range [l,r] in array A2.

And also l and r should not be same i.e  l != r .

Code efficient way.

Example:

Input:

5

3 5 7 8 10

5

3 11 1 12 8

Output:(Any order is allowed)

0 0    min is same and it is 3

0 1    min is same and it is 3

3 4    min is same and it is 8

Test Case:

input:

7

3 4 1 7 11 2 10

7

15 3 10 2 11 4 18

output :(any one of the following, enough to get one test case passed)

0 1

3 5

3 6

\_\_\_\_\_

0 1

3 6

3 5

\_\_\_\_\_\_

3 5

0 1

3 6

\_\_\_\_\_\_\_

 3 5

3 6

0 1

\_\_\_\_\_\_\_\_

3 6

3 5

0 1

\_\_\_\_\_\_\_\_

3 6

0 1

3 5

Segment Tree - 4

**Segment Tree - String**

Code to answer the following queries and update the values.

Input format:

First line contains a string ( terminated by #)

Second line contains Q(number of queries).

Next Q lines contain input from each of the following pattern:

1 i x : Update i’th index character of string s to x.(x is a character)

2 l r: Calculate number of distinct characters in the substring[l:r] (both l and r included).

Output format:

For queries with type 2, print the required answer.

Test case:

Input:

dfcbbcfeeedbaea#

17

1 6 e

1 4 b

2 6 14

1 7 b

1 12 c

2 6 8

2 1 6

1 7 c

1 2 f

1 10 a

2 7 9

1 10 a

1 14 b

1 1 f

2 1 11

1 14 e

2 14 15

 Output:

5

2

5

2

6

2

Interval Tree - 1 - Lab-6-11-2020

**Interval Tree**

 Every node of Interval Tree stores following information.

a) **i**: An interval which is represented as a pair *[low, high]*  
b) **max**: Maximum *high*value in subtree rooted with this node ,

The max value of a node will be given as input first time. later on it gets updated depenging on other input maxximu values.

**The Maximum high should get updated depending on nodes insertion.**

The low value of an interval is used as key to maintain order in Binary Search Tree.

The insert and delete operations are same as in BST.

Operations to be implemented are :

**1)**Add an interval  
**2)** Given an interval x, find if x overlaps with any of the existing intervals.

Example:
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Interval Tree :

[5, 20]  max = 20

[10, 30]  max = 30

[12, 15] max = 15

[15, 20] max = 40

[17, 19] max = 40

[30, 40] max = 40

Searching for interval [6,7]

Output :

Overlaps with [5, 20]

test case

input :

1 15 20 20

1 10 30 30

1 12 15 15

1 5 20 20

1 17 19 40

1 30 40 40

2 6 7

2 32 35

output

5 20

30 40

### RCC-General Tree - 9-11-2020

Construct a general tree with given input and print it in level order.

input :

ABC.D.E..FG.H..JK.L.MP.Q..N....

output :

A

B F J

C D E G H K L M N

P Q

### Flow Tree

**Flow Tree**

Given a very large n-ary tree. Where the root node has some information which it wants to pass to all of its children down to the leaves with the constraint that it can only pass the information to one of its children at a time (take it as one iteration).

Now in the next iteration the child node can transfer that information to only one of its children and at the same time instance the child’s parent i.e. root can pass the info to one of its remaining children. Continuing in this way you have to find the minimum no of iterations required to pass the information to all nodes in the tree.

Minimum no of iterations for tree below is 6. The root A first passes information to B.

 In next iteration, A passes information to E and B passes information to H and so on.
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input :  ABHN.O..I.J..C.D.EKP..LQ...F.GM....

output :  6

GT - BT ( General Tree to Binary Tree )

**GT to BT :**Split a give general tree into a set of binary trees.

Input1:  ABFI.J..SK..H..C.DLM.N..P.Q..E...

Output1:

ABFI..J..SK...C..

ABH...DLM..N..P..

ADQ...E..

Input2 : ABFI.J..SK..H.O..C.DLM.N..P.Q..E...

Output2:

ABFI..J..SK...C..

ABH..O..DLM..N..P..

 ADQ...E..

IDS

**Iterative Deepening Search(IDS) or Iterative Deepening Depth First Search(IDDFS)**

There are two common ways to traverse a graph, BFS and DFS. Considering a Tree (or Graph) of huge height and width, both BFS and DFS are not very efficient due to following reasons.

1. **DFS** first traverses nodes going through one adjacent of root, then next adjacent. The problem with this approach is, if there is a node close to root, but not in first few subtrees explored by DFS, then DFS reaches that node very late. Also, DFS may not find shortest path to a node (in terms of number of edges).

2. **BFS** goes level by level, but requires more space. The space required by DFS is O(d) where d is depth of tree, but space required by BFS is O(n) where n is number of nodes in tree (Why? Note that the last level of tree can have around n/2 nodes and second last level n/4 nodes and in BFS we need to have every level one by one in queue).

**IDDFS** combines depth-first search’s space-efficiency and breadth-first search’s fast search (for nodes closer to root).

How does IDDFS work?

IDDFS calls DFS for different depths starting from an initial value. In every call, DFS is restricted from going beyond given depth. So basically we do DFS in a BFS fashion.

**Algorithm:**

// Returns true if target is reachable from

// src within max\_depth

**bool** IDDFS(src, target, max\_depth)

**for** limit **from** 0 **to** max\_depth

**if** DLS(src, target, limit) == **true**

**return** true

**return** **false**

**bool** DLS(src, target, limit)

**if** (src == target)

**return** **true**;

    // If reached the maximum depth,

    // stop recursing.

**if** (limit <= 0)

**return** **false**;

**foreach** adjacent i of src

**if** DLS(i, target, limit?1)

**return** **true**

**return** **false**

An important thing to note is, we visit top level nodes multiple times. The last (or max depth) level is visited once, second last level is visited twice, and so on. It may seem expensive, but it turns out to be not so costly, since in a tree most of the nodes are in the bottom level. So it does not matter much if the upper levels are visited multiple times.

Code the implementation of above algorithm.﻿

input : // data is of  type int, 0 for null

50 49 47 33 0 43 35 0 34 0 0 42 32 0 0 0 0 46 41 31 0 30 0 0 40 29 0 28 0 0 0 48 45 39 27 0 26 0 0 38 25 0 24 0 0 0 44 37 23 0 22 0 0 21 0 36 20 0 0 0 0 0 0

3

21

35

19

output

1

1

0

### RCC - GT - 1 - 10 - 11- 2020

Create the same general tree of yesterday according to input format of.

Node data, number of children. Then print serialized order.

input : A 3 B 3 C 0 D 0 E 0 F 2 G 0 H 0 J 4 K 0 L 0 M 2 P 0 Q 0 N 0

output : ABC.D.E..FG.H..JK.L.MP.Q..N....

### RCC- General Tree - 2 - 10 -11-2020

Create the same general tree of yesterday according to input format of.

Node data, number of children level wise

Then print serialized order.

input : A 3 B 3 F 2 J 4 C 0 D 0 E 0 G 0 H 0 K 0 L 0 M 2 N 0 P 0 Q 0

output : ABC.D.E..FG.H..JK.L.MP.Q..N....

### M-way Tree - Lab

**M - Way Tree v1 , v2**

﻿Create m-way trees of version 1 and version 2.

Then print them in inorder. (sorted sequence)

input1 ( for version 1 tree)  : 4  ( m = 4)

18 36 27 9 54 45 50 63 20 47 72 0 // 0 for end of input

input2 ( for version 2 tree ) : 4 ( m = 4)

18 36 27 9 54 45 50 63 20 47 72 0 // 0 for end of input

output1 : 9 18 20 27 36 45 47 50 54 63 72

output2 : 9 18 20 27 36 45 47 50 54 63 72

test cases look like :

input :

4

18 36 27 9 54 45 50 63 20 47 72 0

4

18 36 27 9 54 45 50 63 20 47 72 0

output :

9 18 20 27 36 45 47 50 54 63 72   
9 18 20 27 36 45 47 50 54 63 72

### M-way Tree : Level Order Construction

**M - way Tree V2 construction**

﻿Construct m-way tree of version2 with given level order input.

i) Then print in level order line by line.

ii) Delete given two key values k, then again print in level order line by line.

test case

input :

3   //  m = 3

18 54 6 8 25 45 63 81 1 3 10 12 30 36 72 75 90 -1   // -1  for end of input

25  // k = 25 is to be deleted

54  // k = 54 is to be deleted

output:     // after creation print line by line

18 54

6 8 25 45 63 81

1 3 10 12 30 36 72 75 90

output:         // after deleting 25 , 54  print line by line

18 63

6 8 30 45 72 81

1 3 10 12 36 75 90

Quaternary Heap

﻿**Quaternary heap**

﻿A quaternary heap is a min heap stored with a complete quaternary tree(four child ptrs): each node has up to four children and the nodes are filled in a breadth-first traversal order( i.e. top to bottom left to right). Parent node data value is minimum of four children node data values.

An example of a complete quaternary tree is shown in Figure

![](data:image/png;base64,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)

  A complete ternary tree with 59 nodes.

Given input construct a quaternary min heap and print it level by level.

It is to be noted that you must use " complete tree construction...

Th tree node struct must be "

**int data ;**

**struct qtnode \*cptr[4] ;**

Others notations and arrays are not accpeted.

You even try to code for a complete tree heap for any number of children.

Test case :

input

9 5 12 3 10 6 8 14 11 4 7 1 13 15 2 -1   // -1 for end of input

output           // print level by level

1

6 3 2 10

9 8 14 11 12 7 4 13 15 5

M-way Tree : Inorder Order Construction

**M - way Tree V2   a fully complete tree construction**

﻿Construct m-way tree of version2  which is fully complete with given inorder input.

Then print in level order line by line.

input :  // inorder

3    //value of m

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 -1 //inorder sequence.

Output: //level order

9 18

3 6 12 15 21 24

1 2 4 5 7 8 10 11 13 14 16 17 19 20 22 23 25 26

### Best - First Tree

**B- Tree** :

Create a B - tree of order 3 for input 1 to 10 .

Then print in inorder.

test case :

Input : 10 9 8 7 6 5 4 3 2 1

output 1 2 3 4 5 6 7 8 9 10

Best - First Tree2

**B- Tree order 5** :

Create a B - tree of order 5 for given input

Then print in inorder.

test case :

Input :

5  // cin >> d      .... order of B-tree

22 // cin >> n     .... number of keys

 4 7 22 21 35 12 23 39 16 32 29 46 28 43 64 9 49 53 40 42 24 60

output

4 7 9 12 16 21 22 23 24 28 29 32 35 39 40 42 43 46 49 53 60 64

### Lab-13 -11- 2020 - M-way Tree - Left view - Right view

**﻿M-way Tree - Left view - Right view**

Create m-way tree of  version 1.

Then print the left view and right view of it.

test cases look like :

input : 4 ( m = 4)

18 36 27 9 54 45 50 63 20 47 72  46 48 49 0 // 0 for end of input

output1  Left view: 18 9 20 46

output  Right view: 54 72 49 46

### Lab - 13-11-2020 M-way tree bottom-up alternate reverse print

**M-way tree bottom-up alternate reverse print**

Create m-way tree of  version 2.

Then print bottom-up reverse of it.

test cases look like :

input : 4 ( m = 4)

18 36 27 9 54 45 50 63 20 47 72  46 48 49 0 // 0 for end of input

output : 48 72 63 49 47 46 9 20 45 50 54 36 27 18

B-Tree -LL - Linked Leaves

**B- Tree -LL - Linked leaves** :

Create a B - tree of order 3 for input 1 to 10 by

linking the leaf nodes. That means the right most pointer of a leaf node should link to the right side leaf.

Then print all the leaf nodes contents only as if printing a linked list.

(i.e. travers to the leftmost leaf node then follow the links to print the contents.)

test case :

Input : 10 9 8 7 6 5 4 3 2 1

output   1 2 6 8 10        // all linked leaf nodes contents

### B - Tree Left biased Right biased

**B - Tree Left biased Right biased**- **4 way.**

 Create a B-tree of 4 way .

First create as Left biased and print level order.

Next create as Right biased and print level order.

Testcases..

input : 10 9 8 7 6 5 4 3 2 1

output1 : left biased level order

2 5 8  
1 3 4 6 7 9 10

output2 : right biased level order

7  
3 5 9  
1 2 4 6 8 10

B -Tree Diwali Dhamaka

**B- Tree -DL - Doubly Linked leaves** :

Create a B - tree of order 3 (3 way) for input given by doubly linking the leaf nodes.

That means the right most pointer of a leaf node should link to the right side leaf and the leftmost pointer should link to the left side leaf node.

i) First print it in level order

Then print all the leaf nodes contents only as if printing a Doubly linked list as

ii) Print left to right

(i.e. traverse to the leftmost leaf node then follow the links to print the contents as left to right)

iii) Print right to left

(i.e. traverse to the rightmost leaf node then follow the links to print the contents as right to left)

test case :

Input : 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 16 17 18 0 // 0 for end of input

output 1 : level order

8

4 12

2 6 10 14 16

1 3 5 7 9 11 13 15 17 18

output 2   :  1 3 5 7 9 11 13 15 17 18      // all linked leaf nodes contents left to right

output 2   :  18 17 15 13 11 9 7 5 3 1      // all linked leaf nodes contents right to left

B+ Tree ^ Diwali Delight ^

**B+ Tree ^ Diwali Delight ^**

A B+ \_Tree  is a B - Tree with few changes:

1. When a leaf node is split, then the median also will be stored in the new node along with its right side keys.

2. Splitting of a non leaf nodes is same as B-Tree.

3. All the keys will be there in leaf nodes.

Construct a B+ \_ tree of  order 3 ( 3- way) and print it in level order.

test case input :

10 9 8 7 6 5 4 3 2 1 0 // 0 is end of input

output :   // level order

7

3 5 9

1 2 3 4 5 6 7 8 9 10

B -Tree Levels connected - Diwali Special

**B- Tree -LC - Levels Connected** :

Create a B - tree of order 3 for given input as below:

Include an additional pointer(d+1) at end in the node structure.

Link all the nodes at each level from left to right with this additional pointer during construction of tree.

That means the additional right most pointer of a node should link to its right side node.

i) First, print nodes contents of each level as if printing linked lists.

(i.e. travers to the leftmost node of a level then follow the links to print the contents.)

ii) Next, form a single linked list of linking all levels from top to bottom, left to right and then print that single linked list.

test case :

Input : 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 16 17 18 0 // 0 for end of input

output 1 : level orders as printing linked lists

8

4 12

2 6 10 14 16

1 3 5 7 9 11 13 15 17 18

output 2 : level orders as printing a single linked list

8 4 12 2 6 10 14 16 1 3 5 7 9 11 13 15 17 18

B –Tree Diwali Celebration of Distribution

**B –Tree Diwali Celebration of Distribution**

Create a B-Tree of order 3 ( d=3 ways) as specified below.

When a node is Overflow then before splitting, look for the below **Key Distribution** options.

i) if the overflow node’s **immediate**left sibling is having less than 2 keys ( less than d-1 keys),

 then distribute the keys as: bring down the key , Ki of the parent node and

insert it into the **immediate**left sibling node(*the position of this key will be rightmost in this node*)  of overflow node,

and put the leftmost key of the overflow node as the Ki of parent node.

ii)if the **immediate** left sibling of the overflow node is full( with 2 keys, i.e. d-1 keys) , then look for the **immediate** rightmost sibling of the overflow node for a vacant place.

If the **immediate** rightmost sibling’s count<2 ( less than d-1 keys) ,then distribute the keys as :

bring down the key Ki of the parent node and insert it into the **immediate** right sibling node (*the position of this key will be leftmost in this node*) of overflow node ,

and put the rightmost key of the overflow node as the Ki of parent node.

ii) If  Key Distribution is not possible with immediate left and right siblings , then do Node Splitting as you have coded in B-Trees so far.

Explanation: step by step

input  -  15 , 9 , 8 , 7, 6 ,

Level order tree :

**. 8 .  .**

**. 6. 7.     .9.15.**        // key distribution with right sibling

input – 18 27 45 ,

level order of tree:

**. 8 .18 .**

**. 6. 7.     .9.15.**    **.27.45.     //**key distribution with left sibling

input – 3, 5 ,4

level order of tree :

**.8.**

**.5. .                    .18. .**

**.3.4.   .6.7.      .9.15.     .27.45.**

Test case

input :

15 9 8 7 6 18 27 45 3 5 4 0     // 0 for end of input

**output:** // level order

**8**

**5 18**

**3 4 6 7 9 15 27 45**

### B-Tree Siblings Distribution

**B-Tree Siblings Distribution :**

B-Tree – 3-way creation

Implement a modified version of the B-Tree insertion algorithm so that each time we create a new node because of a split of a node v, we can redistribute keys among all of v’s siblings.

test case :

input : 5 19 21 28 16 18 26 29 13 20 8 14 15 4 6 27 30 0

Output:  // level order

18

6 14 21 28

4 5 8 13 15 16 19 20 26 27 29 30

B-Tree Delete

**B-Tree Delete**

Implement B-Tree delete of order 5  without key distribution ( for test case below)which incudes all the cases.

Example : order 3 ( 3 way tree)

You can check manually as indicated below before passing the test case

case 1: Leaf nodes

Input : 5 10 15 20 30 25 31 40 50 45 55 33 35 60 65 28 32 0

simple b-tree **without**key distribution

output : level print  
20 40  
10 30 33 50 60  
5 15 25 28 31 32 35 45 55 65

delete 32

level print:

20 40  
10 30 33 50 60  
5 15 25 28 31 35 45 55 65

delete 31 (checking left sibling first for deleting)

level print

 20 40  
10 28 33 50 60  
5 15 25 30 35 45 55 65

delete 30

20 40

10 33 50 60

5 15 25 28 35 45 55 65

case 2: internal nodes

Input : 5 10 15 20 30 25 31 40 50 45 55 33 35 60 65 28 32 0

simple b-tree **without**key distribution

level print  
20 40  
10 30 33 50 60  
5 15 25 28 31 32 35 45 55 65

delete 33

level print

20 40

10 30 32 50 60

5 15 25 31 35 45 55 60

delete 30

level print

20 40

10 32 50 60

5 15 25 31 35 45 55 65

case 3: internal node with no distribution possible

input : 5 10 15 20 30 35 70 0

simple B-Tree with no key distribution

level print

20

10 35

5 15 30 70

 delete 10

level print

20 35

5 15 30 70

and distribution will prefer left node over right and merging will follow same criteria

 TEST CASE ( check it )without key distribution

**Input for tree of order 5 ( 5 way )**

4 5 6 14 15 16 17 18 19 20 21 90 99 100 101 82 89 80 52 59 13 85 44 32 27 0

Input keys to delete

5   52  14  80  82

level order output:

16 19 32 90

4 6 13 15 17 18 20 21  27 44 59 85 89 99 100 101

RCC - 17-11-2020 Left Rotations

Create a balanced BST with given input using left rotations.

Test case

input :   // -1 for end and 0 for LR and -2 for data end

1 2 3 -1 1 0 4 5 -1 3 0 6 -1 2 0 7 -1 5 0 -2

output : Preorder ( LDR ) : 4 2 1 3 6 5 7

RCC - 17-11-2020 Right Rotations

Create a balanced BST with given input using right rotations.

Test case

input :   // -1 for end and 0 for LR and -2 for data end

15 14 13 -1 15 0 12 11 -1 13 0 10 -1 14 0 9 -1 11 0 -2

output Preorder  : 12 10 9 11 14 13 15

### RCC-17-11-2020 Treaps

### Treaps

test case :

input1 : p 45 s 63 h 21 m 36 e 27 g 9 #

input 2 ( delete  read two keys one by one without space) :  gh

output ( after deleting g, h) : LDR :

e 27 m 36 p 45 s 63

Ternary Tree

Ternary Tree

Create a Ternary Tree by taking input of 4 strings

and then take input for two search strings and then print 1 if string is present or 0 if it is not there for each of them.

 input : //cin>> 4 strings

indiana

india

jakarta

japan

//cin>> 1st string

//cin>> 2nd string

india

jap

**Output** : 1 0

Rotation Mutation - T1 to T2

Covert a Binary Search Tree T1 into another Binary Search Tree T2. ( similar shape )

These two binary search trees T1 and T2 are built with the same set of keys, {1,..,n}.

First construct T1 and T2 with the given input Preorders .

Then covert T1 into the same shape of T2

and print T1 in preorder which you should be same as that preorder of T2.

Test case :

input : **T1 Preorder DLR**:   6 4 2 1 3 5 8 7 9 -1

input : **T2 Preorder DLR**:   7 5 4 2 1 3 6 8 9 -1

output : **T1 Preorder DLR:**7 5 4 2 1 3 6 8 9      // T1 is  same as T2's shape

### RCC - Trie

Construct a trie with the following strings and print them in sorted order.

abd5c2

ac8b9

bd367abd367a

cdd294a1

da5b4c63

input : abd5c2 ac8b9 cdd294a1 da5b4c63 bd367#

output : abd5c2 ac8b9 bd367 cdd294a1 da5b4c63