**Практическая работа №5. Создание оконного приложения на основе класса базы данных.**

Выполнил студент группы исп 21.1А Жигач Дмитрий

Задание.

1

Создать проект в среде PyCharm «Приложение для ведения бюджета» по примеру

по ссылке:

https://thecode.media/sqlite-project/

2

На основе примера создать оконное приложение по своей предметной области.

Использовать класс, описанный в ПР№4 (из консольного приложения).

1. Модуль database.py

import sqlite3

class ProductDB:

    def \_\_init\_\_(self):

        self.connection = sqlite3.connect("products.db")

        self.cursor = self.connection.cursor()

        self.cursor.execute(

            """CREATE TABLE IF NOT EXISTS products

            (ID INTEGER PRIMARY KEY,

            company\_name TEXT,

            product\_name TEXT,

            unit\_of\_measurement TEXT,

            purchase\_price INTEGER,

            delivery\_date DATE,

            volume INTEGER,

            cost INTEGER)"""

        )

        self.connection.commit()

    def \_\_del\_\_(self):

        self.connection.close()

    def view(self):

        self.cursor.execute("SELECT \* FROM products")

        rows = self.cursor.fetchall()

        return rows

    def insert(self, company\_name, product\_name, unit\_of\_measurement, purchase\_price, delivery\_date, volume, cost):

        self.cursor.execute("INSERT INTO products VALUES (NULL, ?, ?, ?, ?, ?, ?, ?)",

                            (company\_name, product\_name, unit\_of\_measurement, purchase\_price, delivery\_date, volume, cost))

        self.connection.commit()

    def update(self, id, company\_name, product\_name, unit\_of\_measurement, purchase\_price, delivery\_date, volume, cost):

        self.cursor.execute("UPDATE products SET company\_name = ?, product\_name = ?, unit\_of\_measurement = ?, purchase\_price = ?, delivery\_date = ?, volume = ?, cost = ? WHERE ID = ?",

                            (company\_name, product\_name, unit\_of\_measurement, purchase\_price, delivery\_date, volume, cost, id))

        self.connection.commit()

    def delete(self, id):

        self.cursor.execute("DELETE FROM products WHERE ID = ?", (id,))

        self.connection.commit()

    def search(self, company\_name):

        self.cursor.execute("SELECT product\_name, volume, cost FROM products WHERE company\_name=?", (company\_name,))

        rows = self.cursor.fetchall()

        return rows

1. Модуль main.py

from tkinter import \*

from tkinter import ttk, messagebox

from database import ProductDB

global selected\_tuple

def get\_selected\_row(event):

    global selected\_tuple

    index = list1.curselection()[0]

    selected\_tuple = list1.get(index)

    company\_name\_entry.delete(0, END)

    company\_name\_entry.insert(END, selected\_tuple[1])

    product\_name\_entry.delete(0, END)

    product\_name\_entry.insert(END, selected\_tuple[2])

    unit\_of\_measurement\_entry.delete(0, END)

    unit\_of\_measurement\_entry.insert(END, selected\_tuple[3])

    purchase\_price\_entry.delete(0, END)

    purchase\_price\_entry.insert(END, selected\_tuple[4])

    delivery\_date\_entry.delete(0, END)

    delivery\_date\_entry.insert(END, selected\_tuple[5])

    volume\_entry.delete(0, END)

    volume\_entry.insert(END, selected\_tuple[6])

    cost\_entry.delete(0, END)

    cost\_entry.insert(END, selected\_tuple[7])

def view\_command():

    list1.delete(0, END)

    for row in database\_products.view():

        list1.insert(END, row)

def search\_command():

    list1.delete(0, END)

    for row in database\_products.search(company\_name\_text.get()):

        list1.insert(END, row)

def add\_command():

    database\_products.insert(

        company\_name\_text.get(),

        product\_name\_text.get(),

        unit\_of\_measurement\_text.get(),

        purchase\_price\_text.get(),

        delivery\_date\_text.get(),

        volume\_text.get(),

        cost\_text.get(),

    )

    view\_command()

def delete\_command():

    database\_products.delete(selected\_tuple[0])

    view\_command()

def update\_command():

    database\_products.update(

        selected\_tuple[0],

        company\_name\_text.get(),

        product\_name\_text.get(),

        unit\_of\_measurement\_text.get(),

        purchase\_price\_text.get(),

        delivery\_date\_text.get(),

        volume\_text.get(),

        cost\_text.get(),

    )

    view\_command()

def on\_closing():

    if messagebox.askokcancel("", "Закрыть программу?"):

        window.destroy()

window = Tk()

window.title("Product DB")

window.protocol("WM\_DELETE\_WINDOW", on\_closing)

fields = {

    "company\_name": "Company Name",

    "product\_name": "Product Name",

    "unit\_of\_measurement": "Unit of Measurement",

    "purchase\_price": "Purchase Price",

    "delivery\_date": "Delivery Date",

    "volume": "Volume",

    "cost": "Cost",

}

for index, (field\_name, field\_label) in enumerate(fields.items()):

    frame = ttk.Frame(borderwidth=1, relief=SOLID, padding=5)

    label = Label(frame, text=field\_label)

    label.pack()

    field\_text = StringVar()

    field\_entry = ttk.Entry(frame, textvariable=field\_text)

    field\_entry.pack()

    frame.grid(row=0, column=index)

    globals()[f"{field\_name}\_text"] = field\_text

    globals()[f"{field\_name}\_entry"] = field\_entry

frame = ttk.Frame(borderwidth=1, relief=SOLID, padding=5)

list1 = Listbox(frame, height=25, width=65)

list1.pack(side=LEFT, fill=BOTH, expand=1)

sb1 = Scrollbar(frame)

sb1.pack(side=RIGHT, fill=Y)

list1.configure(yscrollcommand=sb1.set)

sb1.configure(command=list1.yview)

frame.grid(row=1, column=0, columnspan=2)

list1.bind('<<ListboxSelect>>', get\_selected\_row)

frame = ttk.Frame(borderwidth=1, relief=SOLID, padding=5)

b1 = Button(frame, text="Посмотреть все", width=12, command=view\_command)

b1.pack()

b2 = Button(frame, text="Поиск", width=12, command=search\_command)

b2.pack()

b3 = Button(frame, text="Добавить", width=12, command=add\_command)

b3.pack()

b4 = Button(frame, text="Обновить", width=12, command=update\_command)

b4.pack()

b5 = Button(frame, text="Удалить", width=12, command=delete\_command)

b5.pack()

b6 = Button(frame, text="Закрыть", width=12, command=on\_closing)

b6.pack()

frame.grid(row=1, column=2)

database\_products = ProductDB()

window.mainloop()

1. Результат

![](data:image/png;base64,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)