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**Задание**

Реализовать последовательный и параллельные алгоритмы поиска простых чисел; выполнить анализ быстродействия алгоритмов при разном объеме данных, разном числе потоков; рассчитать ускорение и эффективность выполнения алгоритмов; сделать выводы о целесообразности применения параллельных алгоритмов и необходимости использования синхронизации.

**Вопросы**

1. Какими достоинствами и недостатками обладает каждый вариант распараллеливания?
2. Какие средства синхронизации можно использовать вместо конструкции lock? Какой вариант будет более эффективным?
3. Какой вариант ожидания завершения работ, запущенных пулом потоков, более эффективный и почему?

**Ход работы**

Разработанная в ходе выполнения практической работы программа работает следующим образом: вводится число на проверку, после чего определяется количество потоков, используемых для распараллеливания задач. Пользователь может выбрать алгоритм, который можно использовать для получения итогового результата. Результатом выполнения программы является сообщение, сигнализирующее, является ли число простым или составным, а также время, затраченное на выполнение данного алгоритма.

Проведем анализ быстродействия программы для последовательного и параллельных алгоритмов.

*Анализ эффективности многопоточной обработки*

Сравним время, затрачиваемое на выполнения задачи для последовательного и двух параллельных алгоритмов. Для анализа эффективности возьмем четыре числа и обработаем их с помощью последовательного алгоритма и параллельного, осуществляющего декомпозицию по данным.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **M\N** | **1000** | **10000** | **100000** | **1000000** |
| **1** | 730 мкс | 3935 мкс | 29991 мкс | 378702 мкс |
| **2** | 1274 мкс | 4186 мкс | 25480 мкс | 261999 мкс |
| **3** | 1708 мкс | 4715 мкс | 30037 мкс | 173013 мкс |
| **4** | 1890 мкс | 4717 мкс | 28014 мкс | 175097 мкс |
| **5** | 2086 мкс | 5114 мкс | 23073 мкс | 232194 мкс |
| **10** | 2700 мкс | 2760 мкс | 28486 мкс | 266454 мкс |

Таблица 1. Время выполнения операции для последовательного алгоритма и параллельного с декомпозицией по данным
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Идея распараллеливания с декомпозицией по данным заключается в разбиении диапазона ![\sqrt{n}…n](data:image/png;base64,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)на равные части. Каждый поток обрабатывает свою часть чисел, проверяя на разложимость по каждому базовому простому числу.

Сравним полученные результаты, проанализировав те же числа, но используя параллельный алгоритм с декомпозицией набора простых чисел.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **M\N** | **1000** | **10000** | **100000** | **1000000** |
| **1** | 730 мкс | 3935 мкс | 29991 мкс | 378702 мкс |
| **2** | 1233 мкс | 3276 мкс | 23918 мкс | 313986 мкс |
| **3** | 1375 мкс | 3397 мкс | 23780 мкс | 170982 мкс |
| **4** | 1568 мкс | 3497 мкс | 24722 мкс | 121505 мкс |
| **5** | 1601 мкс | 3704 мкс | 25011 мкс | 190501 мкс |
| **10** | 2578 мкс | 4580 мкс | 27720 мкс | 256935 мкс |

Таблица 2. Время выполнения операции при последовательном алгоритме и параллельном с декомпозицией набора простых чисел
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На основе данных таблицы 1 и таблицы 2 можно сделать вывод, что параллельный алгоритм с декомпозицией набора простых чисел оказался эффективнее для всех четырех чисел. Для значений N = 1000, 10000 разница несущественна, а увеличение числа потоков не ведёт к уменьшению времени работы программы. Для более крупных значений разница между методами более значительна, а увеличение числа потоков положительно сказывается на быстродействии вплоть до M = 4 для обоих методов. При дальнейшем увеличении числа потоков быстродействие падает из-за необходимости дополнительной обработки средств, используемых на организацию распараллеливания.

**Ответы на вопросы**

1. Все варианты распараллеливания наиболее эффективны только при большом количестве вычисляемых данных, так как при малом объеме элементов массива, накладываются расходы, связанные с организацией многопоточной обработки, которые существенно превышают выигрыш от параллельности обработки. Анализируя эффективность от распараллеливания задачи по частям и от параллельного выполнения цикла, можно сказать, что при первом варианте наибольшая эффективность достигается в случае, если число потоков будет совпадать с числом секций, а второй вариант – более универсальный, но сильно зависит от средств синхронизации потоков.
2. Помимо конструкции *lock* возможно использование конструкции *flush*, которая позволяет синхронизировать состояние памяти. Её выполнение предполагает следующие действия:

* значения всех переменных, временно хранящиеся в регистрах и кэш-памяти текущего потока, будут занесены в основную память;
* все изменения переменных, сделанные потоком во время работы, станут видимы остальным потокам;
* информация, хранящаяся в буферах вывода, будет удалена, т.е. буферы будут сброшены.

Выполнение данной директивы связано со значительными дополнительными расходами, и, если нужна гарантия согласованного представления не всех переменных, их можно явно перечислить в директиве списком. До полного завершения операции никакие действия с перечисленными в ней переменными не могут начаться. В связи с этим, эффективнее всего будет использование *lock*.

1. Для ожидания завершения работ, запущенных пулом потоков, можно использовать конструкцию *barrier*. Данный вариант будет наиболее эффективным, поскольку позволяет явно указать точку, где задача, запущенная пулом потоков, завершится.

**Вывод**

В рамках данной практической работы была реализована программа на языке Java, позволяющая определить простое или составное число с применением последовательного алгоритма, а также методов распараллеливания. Анализ эффективности показал, что с увеличением количества потоков производительность параллельного алгоритма возрастает вплоть до 4 потоков, но только с учётом большого числа обрабатываемых элементов. При дальнейшем увеличении их числа производительность падает из-за дополнительных затрат на распараллеливание. В связи с этим применять элементы использование большего числа потоков нецелесообразно как для большого массива обрабатываемых данных, так и для малого, где эффективность распараллеливания даже ниже, чем у последовательного алгоритма.

**Листинг программы**

import java.util.Scanner;

import java.util.concurrent.atomic.AtomicInteger;

public class Main {

static Scanner scanner = new Scanner(System.in);

public static void main(String[] args) throws InterruptedException {

while (true) {

System.out.println("Введите число для проверки: ");

int startValue = scanner.nextInt();

if (startValue == 0) break;

System.out.println("Введите число потоков: ");

int M = scanner.nextInt();

int[] startArray = createStartArray(startValue);

int[] endArray = new int[0];

while (true) {

System.out.print("""

Выберите метод обработки:

1. Последовательный алгоритм

2. Параллельный алгоритм: декомпозиция по данным

3. Параллельный алгоритм: декомпозиция набора простых чисел

4. Параллельный алгоритм: последовательный перебор простых чисел

Введите соответствующее число:

""");

int chkValue = scanner.nextInt();

long time1 = System.nanoTime() / 1000;

if (chkValue == 0) break; else {

switch (chkValue) {

case 1 -> endArray = consistentAlgorithm(startArray, startArray.length);

case 2, 3, 4 -> endArray = parallelAlgorithm(startArray, M, chkValue - 1);

}

}

for (int i = 0; i < endArray.length; i++) {

//System.out.print(endArray[i] + " ");

if (endArray[i] == startValue) {

System.out.println("\nДанное число - простое");

break;

}

if (i == endArray.length - 1) System.out.println("\nДанное число - составное");

}

System.out.println("Время выполнения = " + (System.nanoTime() / 1000 - time1) + " мкс\n");

}

}

}

public static int[] createStartArray(int N) {

int[] startArray = new int[N];

for (int i = 0; i < startArray.length; i++) {

startArray[i] = i + 2;

}

return startArray;

}

public static int[] convertArray(int[] startArray, int[] modifiedArray) {

int[] tempArray = new int[modifiedArray.length];

int j = 0;

for (int i = 0; i < modifiedArray.length; i++) {

if (modifiedArray[i] == 0) {

tempArray[j] = startArray[i];

j++;

}

}

int[] endArray = new int[j];

System.arraycopy(tempArray, 0, endArray, 0, j);

return endArray;

}

public static int[] consistentAlgorithm(int[] startArray, int N) {

int[] sieveArray = new int[N];

for (int i = 2; i <= (int) Math.round(Math.sqrt(N)); i++) {

if (sieveArray[i - 2] == 1) continue;

for (int j = 0; j < sieveArray.length; j++) {

if (sieveArray[j] == 1) continue;

if (startArray[j] == i) sieveArray[j] = 0;

else if ((startArray[j] % i) == 0) {

sieveArray[j] = 1;

} else sieveArray[j] = 0;

}

}

return convertArray(startArray, sieveArray);

}

public static int[] parallelAlgorithm(int[] startArray, int M, int value) throws InterruptedException {

AtomicInteger atomicInteger = new AtomicInteger();

AtomicInteger atomicInteger1 = new AtomicInteger();

AtomicInteger atomicInteger2 = new AtomicInteger();

Object lock = new Object();

int round = (int) Math.round(Math.sqrt(startArray.length));

int[] basicArray = consistentAlgorithm(startArray, round);

int[] modifiedArray = new int[startArray.length];

atomicInteger.set(0);

atomicInteger1.set(round - 2);

atomicInteger2.set(0);

Runnable task1 = () -> { //Декомпозиция по данным

int length = (int) Math.ceil((double)(startArray.length - (round - 2)) / M);

for (int i = atomicInteger1.get(); i <= atomicInteger1.get() + length; i++) {

if (i >= startArray.length) break;

for (int k : basicArray) {

if (startArray[i] % k == 0) {

modifiedArray[i] = 1;

break;

} else modifiedArray[i] = 0;

}

}

atomicInteger1.set(atomicInteger1.get() + length);

};

Runnable task2 = () -> { //Декомпозиция набора базовых простых чисел

int length;

if (M > basicArray.length) length = 1;

else length = (basicArray.length) / M;

for (int i = atomicInteger.get(); i <= atomicInteger.get() + length; i++) {

if (i >= basicArray.length) break;

for (int j = round - 2; j < startArray.length; j++) {

if (modifiedArray[j] == 1) continue;

if (startArray[j] % basicArray[i] == 0) {

modifiedArray[j] = 1;

} else modifiedArray[j] = 0;

}

}

atomicInteger.set(atomicInteger.get() + length);

};

Runnable task3 = () -> { //Последовательный перебор

synchronized (lock) {

for (int i = atomicInteger2.get(); i <= atomicInteger2.get() + 1; i++) {

if (i >= basicArray.length) break;

else for (int j = 0; j < startArray.length; j++) {

if (modifiedArray[j] == 1) continue;

if (startArray[j] % basicArray[i] == 0) {

modifiedArray[j] = 1;

} else modifiedArray[j] = 0;

}

}

atomicInteger2.set(atomicInteger2.get() + 1);

}

};

Thread[] threads = new Thread[M];

for (int i = 0; i < threads.length; i++) {

switch (value) {

case 1 -> {

threads[i] = new Thread(task1);

threads[i].start();

threads[i].join();

}

case 2 -> {

threads[i] = new Thread(task2);

threads[i].start();

threads[i].join();

}

case 3 -> {

threads[i] = new Thread(task3);

threads[i].start();

if (atomicInteger2.get() == basicArray.length) break;

else if ((i + 1) == threads.length) i = 0;

}

}

}

for (int i = 0; i <= (round - 2); i++) {

for (int k : basicArray) {

if (startArray[i] == k) {

modifiedArray[i] = 0;

break;

} else modifiedArray[i] = 1;

}

}

return convertArray(startArray, modifiedArray);

}

}