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Імпорт необхідних модулів:

import warnings

import pandas as pd

import numpy as np

import matplotlib.pyplot as plt

import seaborn as sns

from sklearn import metrics

from sklearn.model\_selection import train\_test\_split

from sklearn.model\_selection import GridSearchCV

from sklearn.tree import DecisionTreeClassifier

from sklearn.ensemble import RandomForestClassifier

from sklearn.preprocessing import StandardScaler

from sklearn.neighbors import KNeighborsClassifier

from sklearn.svm import SVC

from sklearn.linear\_model import LogisticRegression

from sklearn.ensemble import VotingClassifier

from sklearn.datasets import load\_wine

from sklearn.ensemble import ExtraTreesClassifier

from sklearn.linear\_model import RidgeClassifier

from sklearn.ensemble import BaggingClassifier

from sklearn.model\_selection import cross\_val\_score

from sklearn.ensemble import AdaBoostClassifier

from sklearn.ensemble import GradientBoostingClassifier

from xgboost import XGBClassifier

from sklearn.linear\_model import Ridge, Lasso, LogisticRegression

from sklearn.tree import DecisionTreeRegressor

from sklearn.base import BaseEstimator, RegressorMixin, clone

Підготовка даних:

warnings.filterwarnings(action='ignore')

# Data preparation

df = pd.read\_csv("data.csv")

df.drop(['Unnamed: 32', 'id'], axis=1, inplace=True)

df['diagnosis']=df['diagnosis'].astype('category').cat.codes

X = df.drop(['diagnosis'], axis = 1)

y = df['diagnosis']

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size =

0.3, random\_state = 42)

print(df.head())
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# Decision tree

base\_dt = DecisionTreeClassifier()

base\_dt.fit(X\_train, y\_train)

base\_dt\_y\_pred = base\_dt.predict(X\_test)

parameters = {'max\_features': ['log2', 'sqrt', 'auto'],

'criterion': ['entropy', 'gini'],

'max\_depth': [2, 3, 5, 10, 50],

'min\_samples\_split': [2, 3, 50, 100],

'min\_samples\_leaf': [1, 5, 8, 10]

}

grid\_obj = GridSearchCV(base\_dt, parameters)

grid\_obj = grid\_obj.fit(X\_train, y\_train)

tuned\_dt = grid\_obj.best\_estimator\_

tuned\_dt.fit(X\_train, y\_train)

tuned\_dt\_y\_pred = tuned\_dt.predict(X\_test)

acc\_base\_dt = round(metrics.accuracy\_score(y\_test, base\_dt\_y\_pred) \*

100, 2)

acc\_tuned\_dt = round(metrics.accuracy\_score(y\_test, tuned\_dt\_y\_pred) \*

100, 2)

print('Accuracy of base Decision Tree model: ', acc\_base\_dt)

print('Accuracy of tuned Decision Tree model: ', acc\_tuned\_dt)
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# Random forest

base\_rf = RandomForestClassifier()

base\_rf.fit(X\_train, y\_train)

base\_rf\_y\_pred = base\_rf.predict(X\_test)

parameters = {'n\_estimators': [4, 6, 9, 10, 15],

'max\_features': ['log2', 'sqrt', 'auto'],

'criterion': ['entropy', 'gini'],

'max\_depth': [2, 3, 5, 10],

'min\_samples\_split': [2, 3, 5],

'min\_samples\_leaf': [1, 5, 8]

}

grid\_obj = GridSearchCV(base\_rf, parameters)

grid\_obj = grid\_obj.fit(X\_train, y\_train)

tuned\_rf = grid\_obj.best\_estimator\_

tuned\_rf.fit(X\_train, y\_train)

tuned\_rf\_y\_pred = tuned\_rf.predict(X\_test)

acc\_base\_rf = round(metrics.accuracy\_score(y\_test, base\_rf\_y\_pred) \*

100, 2)

acc\_tuned\_rf = round(metrics.accuracy\_score(y\_test, tuned\_rf\_y\_pred) \*

100, 2)

print('Accuracy of base Random Forest model: ', acc\_base\_rf)

print('Accuracy of tuned Random Forest model: ', acc\_tuned\_rf)
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# Support Vector Machine

sc = StandardScaler()

X\_train = sc.fit\_transform(X\_train)

X\_test = sc.transform(X\_test)

base\_svc = SVC()

base\_svc.fit(X\_train, y\_train)

base\_svc\_y\_pred = base\_svc.predict(X\_test)

parameters = [

{'C': [1, 10, 100, 1000], 'kernel': ['linear']},

{'C': [1, 10, 100, 1000], 'gamma': [0.001, 0.0001], 'kernel':

['rbf']},

]

grid\_obj = GridSearchCV(base\_svc, parameters)

grid\_obj = grid\_obj.fit(X\_train, y\_train)

tuned\_svc = grid\_obj.best\_estimator\_

tuned\_svc.fit(X\_train, y\_train)

tuned\_svc\_y\_pred = tuned\_svc.predict(X\_test)

acc\_base\_svc = round(metrics.accuracy\_score(y\_test, base\_svc\_y\_pred) \*

100, 2)

acc\_tuned\_svc = round(metrics.accuracy\_score(y\_test, tuned\_svc\_y\_pred)

\* 100, 2)

print('Accuracy of base SVC model: ', acc\_base\_svc)

print('Accuracy of tuned SVC model: ', acc\_tuned\_svc)
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# K-Nearest Neighbors

base\_knn = KNeighborsClassifier()

base\_knn.fit(X\_train, y\_train)

base\_knn\_y\_pred = base\_knn.predict(X\_test)

parameters = {'n\_neighbors': [3, 4, 5, 10],

'weights': ['uniform', 'distance'],

'algorithm' : ['auto', 'ball\_tree', 'kd\_tree', 'brute'],

'leaf\_size' : [10, 20, 30, 50]

}

grid\_obj = GridSearchCV(base\_knn, parameters)

grid\_obj = grid\_obj.fit(X\_train, y\_train)

tuned\_knn = grid\_obj.best\_estimator\_

tuned\_knn.fit(X\_train, y\_train)

tuned\_knn\_y\_pred = tuned\_knn.predict(X\_test)

acc\_base\_knn = round(metrics.accuracy\_score(y\_test, base\_knn\_y\_pred) \*

100, 2)

acc\_tuned\_knn = round(metrics.accuracy\_score(y\_test, tuned\_knn\_y\_pred)

\* 100, 2)

print('Accuracy of base KNN model: ', acc\_base\_knn)

print('Accuracy of tuned KNN model: ', acc\_tuned\_knn)
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# Max Voting

estimators = []

estimators.append(('LR', LogisticRegression(solver='lbfgs',

multi\_class='multinomial', max\_iter=200)))

estimators.append(('SVC', SVC(gamma='auto', probability=True)))

estimators.append(('DTC', DecisionTreeClassifier()))

hard\_voting = VotingClassifier(estimators=estimators, voting='hard')

hard\_voting.fit(X\_train, y\_train)

y\_pred = hard\_voting.predict(X\_test)

score = metrics.accuracy\_score(y\_test, y\_pred)

print("Accuracy of Hard Voting model: %f" % score)

soft\_voting = VotingClassifier(estimators=estimators, voting='soft')

soft\_voting.fit(X\_train, y\_train)

y\_pred = soft\_voting.predict(X\_test)

score = metrics.accuracy\_score(y\_test, y\_pred)

print("Accuracy of Soft Voting model: %f" % score)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATsAAAAjCAIAAABkTDrSAAAAAXNSR0IArs4c6QAACXxJREFUeF7tXT1T20wQlpmU+QcemyIF+QseU8SU0LtwMpMW0rsgM64yEwr1wS0zxIV7KBEFjP8CFCkw49/h99nd0+ls606Sv14LTlVyPu3t7e239IjKx48fA395CXgJlEQCeyXh07PpJeAlQBJ4vxZb+fzj7726/v74vGV1qJxc3GPVSmU761Zkt1tcMee+8sghOaiLk5xk3/A0ZbFKfXfvRDck+krl5He/PQ5bX/j6+ufJthBL5uIkNi3cKKa2IcY0WSyDZc1VFkcWeRDmNs3bluk//fmKMzodTlZfl2QoVw5VV25O5htnwTqgr0QZbONzs+fP1MKPzSSVxR4cNYNhOAyaRweri6UMFA7268Ho4XZ3Wb19GAWNQ9NTHDaW53g6ZbWHZ5pOd3fPG+YMltOtD09buE6HQbv/+9ixIMz17LrffDyFs6D59a64Qh4nMuLriVDvDLmSbRy33JzLXNAJx+0+3L+s6+CHqPXa49FokUOyWPx81KyOX27vHudN1vQmpvNeHBeHpLkxsx38gHt1bmPSMdxPEseIJeMHJSm63/Bns/9NFf2MjzTi5BoVI5X/PPuNuo0MNsRktVIZLiZ1XyJeUK22+8r/x2EhNauMz0vvwIwVRsGgAow1p6CTuvghBcbFiVBTpBzy16vOyaFQDBTVzZntIwAeNibDX5fwWfBfl7+Gk0bHlSshiFVHg8tnrELzB6Nq84irmE+1ajB+oXFcz3ePk2rtE/3TNp6c83R6g0Ot71NUdPNzAHsNhlcPKTrCMZaZQ8B5fhnHbNEwDiNipzSXOtrGHSoINSJ/pbxbTyQFYR8+KOLhqNG9Jl9lXZdlo3MAkSdChm1R00eyL6wLfVHGqN+uBo1uFMUKuUyWa+MfLKXul3xqECp3G6a4T3MvcrraZOWIbqZT274kdQTVSez+v5zfCEFHVtnodl75fClWfFfu4ZgLBhVbJkTw/MYZmRvt2qCFpZkasldSYRufKrakycGUDwUjZwws7HaPkaMoQ4MSXJMCKFNLJ0UGaFz/XsUycS5XMPbuNTUhuLaCZeFcbOMmDazbaSgvENj5wTSy11/sLRYuslitDQH8emIURBNOadEqbOMuIeLYv5F7I68Qz4MmaVWgiBJfqfRNPydJQUZSa/hIEH4WJ3mg1BdpziQYhS3xF+DCnStq276PjKBg45/2sbBf5VOvCiTiOjGe2a9lX4U1mG8Yhd/kfOlY6vuS3emCATJPQohjgckQ24JKB7E2Uhix8GmTw9z4LZlFUhTYFi+W7U9e/x2cwWFHFD2y6mIjx5EcVRswzp3T2wjKEIQt3QSxjYuTkjgh5q22Y+Hn+DvZqy0a7ZnawH5dmaycnI7+WmS28QyNGb9IBYUlzrmcwr/Nbq02BBd97VC47M5QfvhISCRhK3aSy6i2tm0qRbRrSeVfkV/cL6W1i+J0cqOVJk6CaPY695WyOmwAxiuxXXRjRor5pWfj0yYHGkdqIlmPJEGSP67vijMfFPTp8ctYCor6kxIz4ieKesEgaXzB/NhUcYUBJsTVh20cVHUpO6j1kyZWGj9IYJHXWuIr8bfHvpASRJEUFUIqX6efbTJbXZbit4I4hTMMwbqudihksI93GU2UeQud16AVFcHNfyZx0s+sSyfGSRKEWza8L8VUo8uaSumxo5Hu2kE+PhM5UJRHZqKqpLiFv74+GeUASU7Bap/hi6RbJ5xcBjVVlVBmCz5/SiYMq5Z6mDPelPE5EZET5lyGc5IUfihZJsfFnkLaElGk20NssaTJ1EBT9RWVIZQ9qoyo/V23K2Vtx3jim1EnZHZWjEqd6oF4vo2+rI5kCb25XnMsLQHXRXVvo3OmvPQxFpg83mXdlGVE5u9Jp8Hk30rB4Ad+lEJIjoujbKdnlgDOfZGZGA43xwrzUzg7TXIKXQwXJmXj0yIHcce6ls65XP7OE8xvQLJUvRJknmYfJH4wM9P+1Dxw4yYIf3JFQ57FKB21FtjGjZ2Ql+9QNU3dLws/OhpTH0HaEq2W2UfYo6LRjFdGgwcuhvMCFX51j9c2zrUH++Z+bZBVJpB/onaTZB2d1zDJOmz0WV5UWFXH1INxHyrVvd+o2lC5AzpoUkiv6XLwn7qC9CfxTIH2iwZNVudJESGTrVaNmt29r2dZQ46MszXdsJVemx63iYE7KMmhZ86300mXv0MOt5yG6gedy/HvOF6iHwuHWoBxZ852S9LQpvYcBVXMlLgq58hhEIqVxNvFcbNhjpyFHhfF6xblR/islOu9YulAojOZ0b1ck1m+QzLcR4VeqY4UpQ9ctHmB74gylOwtRfWcqkDDdUfkXB425p5qUKG5ZO+pPHsuE6elibF4+Mm1H0oslZ+UScyl4jUWtTBNz6kcz71LtbO3wGxpLPYtCNvvwUtgZQmULCteeb+egJdAuSXgLbbc5+e5f28SeL8Wu2l87KbpF9LU/M8tC5FdfbLHxxaVocfH8istdnwsPQEzjY+RKZlStuFv8+NXPT5WC9njY0198/jYDOubw6BkmrcitzL+1uNjM91i0QkeH6veTtFI3zeKj53BPZpaUgh/68Cvpmuex8cy9NJ95c/2PT42BTfrEG558bHqdfzuzNvYkirrbxTkwd868KupcvP4WI+P9fjYJfGxeDkb72QreJP+3s868beuKAskhsfH2oKBx8d6fGy6bhCql7/TA8NVH/XaME6V+PD4WI+PXdBHj4/NKpWM3xUeUrBW+fCfBagvTPX42HW+HenxsYu42feAj2UgNONsl8LfFsWvenzsujpPbwYf+4HxsVcJcJQUsY0g8ufpiXCqwV+ALbssNrwSLs8tbePAx3b6wDdi+ig8HXZ6LmkzvvQwAj6WqE/w6dV6R8230aefmb32eJATH1uL+vftmPul8LHxV7zivegPOAWE/yxKn/CrzX4/Yp5G2RBNSoy73QbA1zFcSfCxtnUX6UuHLMbP8+k412V8bEcfel4+UxIEG5+EE4YM6FwgzDDox+cOvOj+NXCnom5KPkX5d+ic0M8vfHoaJF+8JFi5AldznkVklF4xUoK1MX18ln/+bl788L8oP7K1kiEBPD52lTQ7z70eH5tHSv/jnJK9pejxsRvXFY+P3biIV1qgNDHW42NXOuciN3t8bBFpbXtuaSx224Lx63kJ7KQESpYV76QMPVNeAtuTgLfY7cnar+QlsLoE3q/FbhS/WuQN9Zm/MLb6iapnANv9+7RrYzv3X75a14o56ewOjvc/HRsAv3gOhOwAAAAASUVORK5CYII=)

# Weighted Averaging

class AverageWeight(BaseEstimator, RegressorMixin):

def \_\_init\_\_(self,model,weight):

self.model = model

self.weight = weight

def fit(self,X,y):

self.models\_ = [clone(x) for x in self.model]

for model in self.models\_:

model.fit(X,y)

return self

def predict(self,X):

w = list()

pred = np.array([model.predict(X) for model in self.models\_])

# for every data point, single model prediction times weight, then add them together

for data in range(pred.shape[1]):

single = [pred[model,data]\*weight for model,weight in zip(range(pred.shape[0]), self.weight)]

w.append(np.sum(single))

return w

def rmse\_cv(model,X,y):

rmse = np.sqrt(-cross\_val\_score(model,X,y,scoring="neg\_mean\_squared\_error",cv=5))

return rmse

estimators = []

estimators.append(LogisticRegression())

estimators.append(DecisionTreeRegressor())

estimators.append(Lasso())

estimators.append(Ridge())

w1 = 0.2

w2 = 0.3

w3 = 0.4

w4 = 0.1

weight\_avg = AverageWeight(model=estimators, weight=[w1, w2, w3, w4])

score = rmse\_cv(weight\_avg, X, y)

print("Accuracy of Weighted Averaging model: %f" % score.mean())
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# Blending

X\_train, X\_val, y\_train, y\_val = train\_test\_split(X\_train, y\_train,

test\_size=0.25, random\_state=42)

x\_val = pd.DataFrame(X\_val)

x\_test = pd.DataFrame(X\_test)

model1 = DecisionTreeClassifier()

model1.fit(X\_train, y\_train)

val\_pred1=model1.predict(X\_val)

test\_pred1=model1.predict(X\_test)

val\_pred1=pd.DataFrame(val\_pred1)

test\_pred1=pd.DataFrame(test\_pred1)

model2 = KNeighborsClassifier()

model2.fit(X\_train,y\_train)

val\_pred2 = model2.predict(X\_val)

test\_pred2 = model2.predict(X\_test)

val\_pred2 = pd.DataFrame(val\_pred2)

test\_pred2 = pd.DataFrame(test\_pred2)

df\_val = pd.concat([x\_val, val\_pred1, val\_pred2], axis=1)

df\_test = pd.concat([x\_test, test\_pred1, test\_pred2], axis=1)

model = LogisticRegression()

model.fit(df\_val, y\_val)

print("Accuracy of Blending model: ", model.score(df\_test, y\_test))
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# Bagging

rf = RandomForestClassifier()

et = ExtraTreesClassifier()

knn = KNeighborsClassifier()

svc = SVC()

rg = RidgeClassifier()

clf\_array = [rf, et, knn, svc, rg]

for clf in clf\_array:

vanilla\_scores = cross\_val\_score(clf, X, y, cv=10, n\_jobs=-1)

bagging\_clf = BaggingClassifier(clf,max\_samples=0.4, max\_features=10, random\_state=42)

bagging\_scores = cross\_val\_score(bagging\_clf, X, y, cv=10,n\_jobs=-1)

print ("Mean of: {1:.3f}, std: (+/-) {2:.3f}[{0}]".format(clf.\_\_class\_\_.\_\_name\_\_,vanilla\_scores.mean(), vanilla\_scores.std()))

print ("Mean of: {1:.3f}, std: (+/-) {2:.3f} [Bagging {0}]\n".format(clf.\_\_class\_\_.\_\_name\_\_,bagging\_scores.mean(), bagging\_scores.std()))

clf = [rf, et, knn, svc, rg]

eclf = VotingClassifier(estimators=[('Random Forests', rf), ('Extra Trees', et), ('KNeighbors', knn), ('SVC', svc), ('Ridge Classifier', rg)], voting='hard')

for clf, label in zip([rf, et, knn, svc, rg, eclf], ['Random Forest', 'Extra Trees', 'KNeighbors', 'SVC', 'Ridge Classifier', 'Ensemble']):

scores = cross\_val\_score(clf, X, y, cv=10, scoring='accuracy')

print("Accuracy: %0.2f (+/- %0.2f) [%s]" % (scores.mean(), scores.std(), label))
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# Boosting

ada\_boost = AdaBoostClassifier(random\_state=42)

ada\_boost.fit(X\_train, y\_train)

ada\_boost.score(X\_test,y\_test)

grad\_boost=GradientBoostingClassifier(learning\_rate=0.01,random\_state=42)

grad\_boost.fit(X\_train, y\_train)

grad\_boost.score(X\_test,y\_test)

xgb\_boost=XGBClassifier(random\_state=1,learning\_rate=0.01)

xgb\_boost.fit(X\_train, y\_train)

xgb\_boost.score(X\_test,y\_test)

eclf = VotingClassifier(estimators=[('Ada Boost', ada\_boost), ('Grad Boost', grad\_boost), ('XG Boost', xgb\_boost)], voting='hard')

clf = [rf, et, knn, svc, rg]

for clf, label in zip([ada\_boost, grad\_boost, xgb\_boost,eclf], ['Ada Boost','Grad Boost','XG Boost','Ensemble']):

scores = cross\_val\_score(clf, X, y, cv=10, scoring='accuracy')

print("Accuracy: %0.2f (+/- %0.2f) [%s]" % (scores.mean(), scores.std(), label))
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