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**Cordic Algorithm in ARM**

Using the ARMSim application, we have written code to compute several complex values:

* sin(x)
* cos(x)
* sinh(x)
* cosh(x)
* ex

Our code makes use of the following ARM instructions, which are listed with their corresponding cycle count:

* LDR – 2 cycles
* MOV – 1 cycle
* CMP – 1 cycle
* BEQ – 3 cycles
* ADD – 1 cycle
* BLT – 3 cycles
* LSR – 3 cycles
* SUB – 1 cycle
* B – 3 cycles
* STR – 2 cycles

**Cycles per Instruction Calculations**

Below is a detailed analysis of the functions that exist within our code (for the purposes of this paper, a function will be the section of code that follows a label, ending where the next label begins):

* Main
  + 9 LDR instructions
  + 2 MOV instructions
* Loop
  + 2 CMP
  + 3 branch type instructions
  + 1 LDR
  + 2 LSR
  + 3 ADD
  + 2 MOV
  + 2 SUB
* Neg
  + 2 MOV
  + 2 LSR
  + 3 ADD
  + 1 SUB
  + 1 Branch
* End\_rot
  + 1 LDR
  + 2 STR
  + 1 ADD
* Start\_hyp
  + 5 LDR
  + 3 MOV
* Looph
  + 4 CMP
  + 4 Branches
  + 1 LDR
  + 3 ADD
  + 2 MOV
  + 2 LSR
  + 1 SUB
* Negh
  + 2 MOV
  + 2 LSR
  + 2 SUB
  + 2 ADD
  + 2 CMP
  + 3 Branch
* Rep
  + 1 CMP
  + 2 Branches
  + 1 ADD
* Yes
  + 1 ADD
  + 1 Branch
* End\_hyp
  + 1 LDR
  + 3 STR
  + 3 ADD
* Totals for the program

**Run Time**

Using the estimated cycles calculated above, we can estimate the total processing time the implemented algorithm takes a on specific architecture. We will examine three hypothetical systems clocked at 32KHz, 1MHz, and 1GHz each.

* 32KHz System
* 1MHz System
* 1GHz System

**Description of the Algorithm**

The Cordic algorithm is a convergence algorithm, where the cosine and sine values being calculated are determined by examining the current angle calculation against the target angle: when the current calculation is less than 0, then the value from our lookup table that corresponds to the iteration number is added to our running total. If the current running calculation is greater than or equal to zero, then the corresponding value from our lookup table is subtracted from our running total.

Our lookup table is comprised of 32 values, where the nth value is pre-computed as a *arctan(2n)*. Because our program does not use floating point values, we multiply all of our values by 65536 before they are stored. In addition, all of our output values are calculated and scaled up with the same value.

Below is a high-level, C-style pseudocode interpretation of our algorithm:

#define AG\_CONST 0.6072529350

#define FXD(X) ((long int)((X) \* 65536.0))

**static** **long** **int** Alpha[] = { FXD(45.0), FXD(26.565),

FXD(14.0362), FXD(7.12502), FXD(3.57633), FXD(1.78991),

FXD(0.895174), FXD(0.447614), FXD(0.223811), FXD(0.111906),

FXD(0.055953), FXD(0.027977) };

**long** **int** X, Y, CurrAngle;

**unsigned** i;

**for** (i = 0; i < 12; i++) {

**long** **int** NewX;

**if** (CurrAngle > 0) {

NewX = X - (Y >> i);

Y =+ (X >> i);

X = NewX;

CurrAngle -= Alpha[i];

}

**else** {

NewX = X + (Y >> i);

Y =- (X >> i);

X = NewX;

CurrAngle += Alpha[i];

}

}