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**Цель работы:** Ознакомиться с принципом инкапсуляции, ознакомиться с использованием принципа наследования в Python.

**Ход работы:**

**Задание 1**

# Постановка задачи:

1. Определить пользовательский класс – «Улица»

2. Определить счетчик

3. Определить в классе конструкторы с параметрами и без. Конструктор должен выводить сообщение о количестве объектов.

4. Определить в классе внешние компоненты-функции для получения и установки полей данных.

5. Написать демонстрационную программу, в которой объекты пользовательского класса создаются с помощью неявного использования конструкторов без параметров.

6. Показать в программе явное использование конструкторов с параметрами.

**Код программы:**

class Street:  
 count = 0  
 # Если переменная начинается с двух нижних подчеркиваний, то эта переменная будет доступна только внутри класса  
 # Это инкапсуляция (сокрытие данных)  
  
 # Полиморфизм - способность функции обрабатывать данные разных типов.  
 \_\_street\_name = str()  
 \_\_city = str()  
 \_\_number = int()  
  
 def \_\_init\_\_(self):  
 Street.count += 1  
 print(Street.count)  
  
 def \_\_init\_\_(self, sn="", ct="", nm=0):  
 Street.count += 1  
 print(Street.count)  
  
 print("Конструктор с параметрами вызван")  
 try:  
 self.\_\_street\_name = str(sn) # \_\_street\_name - поле класса  
 self.\_\_city = str(ct)  
 self.\_\_number = int(nm)  
 except ValueError as e:  
 print(e)  
  
 def set\_street\_name(self, sn):  
 try:  
 self.\_\_street\_name = str(sn)  
 except ValueError as e:  
 print(e)  
  
 def set\_city(self, ct):  
 try:  
 self.\_\_city = str(ct)  
 except ValueError as e:  
 print(e)  
  
 def set\_number(self, nm):  
 try:  
 self.\_\_number = int(nm)  
 except ValueError as e:  
 print(e)  
  
 def get\_street\_name(self):  
 return self.\_\_street\_name  
  
 def get\_city(self):  
 return self.\_\_city  
  
 def get\_number(self):  
 return self.\_\_number  
  
 def read(self):  
 try:  
 self.\_\_street\_name = input("Введите название улицы :\n")  
 self.\_\_city = input("Введите название города:\n")  
 self.\_\_number = int(input("Введите номер улицы:\n"))  
 except ValueError:  
 print("Ошибка ввода")  
  
 def show(self):  
 print("Название улицы:" + self.\_\_street\_name + " Название города:" + self.\_\_city + " Номер улицы:" + str(self.\_\_number))  
  
  
# Специальная переменная \_\_name\_\_ будет равна \_\_main\_\_ только, когда запускается как отдельный файл  
# Равна имени скрипта, который импортировал этот скрипт  
if \_\_name\_\_ == "\_\_main\_\_":  
 y = Street() # Создание экземпляра класса. Вызывается конструктор без параметров  
 y1 = Street()  
 y.read()  
 y1.read()  
 y.show()  
 y1.show()  
 x = Street("Советская", "Брест", 19)  
 x.show()  
 c = Street()  
 c.set\_street\_name("Московская")  
 c.set\_city("Брест")  
 c.set\_number(17)  
 c.show()  
 print("Количество улиц:", Street.count)

**Задание 2**

# Постановка задачи:

1. Построить модель предметной области в соответствии со своим вариантом (см. ниже)

2. Для каждого класса создать конструктор и деструктор, выдающий сообщение о своей работе

3. Для каждого класса создать внешние функции установки и получения полей данных

4. Для каждого класса разработать функции, позволяющие представить на экране значения полей данных

5. Для каждого класса разработать функции, позволяющие вводить с консоли значения полей данных

6. Написать демонстрационную программу, иллюстрирующую поочередный вызов конструкторов и деструкторов базового и производного классов

7. Построить диаграмму классов

**Код программы:**

class Human:  
 name = str()  
  
 def \_\_init\_\_(self, nm=""):  
 print("Вызван конструктор Human", self)  
 if type(nm) == str:  
 self.\_\_name = nm  
 else:  
 print("Ошибка ввода")  
  
 def set\_name(self, nm):  
 if type(nm) == str:  
 self.\_\_name = nm  
 else:  
 print("Ошибка ввода")  
  
 def get\_name(self):  
 return self.\_\_name  
  
 def \_\_del\_\_(self):  
 print("Вызван деструктор класса Human ", self)  
  
 def read(self):  
 self.\_\_name = input("Введите имя человека:\n")  
  
 def show(self):  
 print("Имя человека:", self.\_\_name)  
  
  
class Serviceman(Human):  
 \_\_place\_of\_service = str()  
  
 def \_\_init\_\_(self, ps="", nm=""):  
 print("Вызван конструктор класса Serviceman", self)  
 try:  
 self.\_\_place\_of\_service = ps  
 self.\_\_name = nm  
 except ValueError:  
 print("Ошибка ввода")  
  
 def set\_place\_of\_service(self, ps):  
 self.\_\_place\_of\_service = ps  
  
 def get\_place\_of\_service(self):  
 return self.\_\_place\_of\_service  
  
 def \_\_del\_\_(self):  
 print("Вызван деструктор класса Serviceman", self)  
  
 def read(self):  
 self.\_\_name = input("Введите имя военнослужащего:\n")  
 self.\_\_place\_of\_service = input("Введите место службы:\n")  
  
 def show(self):  
 print("Имя человека: ", self.\_\_name)  
 print("Место службы: ", self.\_\_place\_of\_service)  
  
  
class Officer(Serviceman):  
 \_\_number\_of\_subordinates = int()  
  
 def \_\_init\_\_(self, ps="", nm="", ns=0):  
 print("Вызван конструктор класса Officer", self)  
 try:  
 self.\_\_name = nm  
 self.\_\_place\_of\_service = ps  
 self.\_\_number\_of\_subordinates = int(ns)  
 except ValueError:  
 print("Ошибка ввода")  
  
 def \_\_del\_\_(self):  
 print("Вызван деструктор класса Officer", self)  
  
 def set\_number\_of\_subordinates(self, ns):  
 try:  
 self.\_\_number\_of\_subordinates = ns  
 except ValueError:  
 print("Ошибка ввода")  
  
 def get\_number\_of\_subordinates(self):  
 return self.\_\_number\_of\_subordinates  
  
 def read(self):  
 try:  
 self.\_\_name = input("Введите имя военнослужащего:\n")  
 self.\_\_place\_of\_service = input("Введите место службы:\n")  
 self.\_\_number\_of\_subordinates = int(input("Введите количество подчиненных:\n"))  
 except ValueError:  
 print("Ошибка ввода")  
  
 def show(self):  
 print("Имя человека: ", self.\_\_name)  
 print("Место службы: ", self.\_\_place\_of\_service)  
 print("Количество подчиненных:", self.\_\_number\_of\_subordinates)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 print("Example 1")  
 human1 = Human()  
 human1.set\_name("Олешик Максим")  
 human1.show()  
 print("\n")  
  
 print("Example 2")  
 human2 = Human("Теркин Леонид")  
 human2.show()  
 print("\n")  
  
 print("Example 3")  
 serviceman1 = Serviceman()  
 serviceman1.read()  
 serviceman1.show()  
 print("\n")  
  
 print("Example 4")  
 serviceman2 = Serviceman("Петров Константин", "д. Нижние холмы")  
 serviceman2.show()  
 print("\n")  
  
 print("Example 5")  
 officer1 = Officer()  
 officer1.read()  
 officer1.show()  
 print("\n")  
  
 print("Example 6")  
 officer2 = Officer("Тернов Андрей", "г. Минск", 36)  
 officer2.show()  
 print("\n")

**Диаграмма классов:**

![](data:image/png;base64,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)

**Вывод:** я ознакомился с принципом инкапсуляции, ознакомился с использованием принципа наследования в Python.