* [Теория графов](https://foxford.ru/lessons/32275/conspects/1)
* [Алгоритм поиска в ширину](https://foxford.ru/lessons/32275/conspects/2)

**Теория графов**

**Основные термины теории графов**

Многие объекты, возникающие в жизни человека, могут быть смоделированы (представлены в памяти компьютера) при помощи графов. Например, транспортные схемы (схема метрополитена и т. д.) изображают в виде станций, соединенных линиями. В терминах графов станции называются вершинами графа а линии – ребра.

**Графом** называется конечное множество вершин и множество ребер. Каждому ребру сопоставлены две вершины – концы ребра.

Бывают различные варианты определения графа. В данном определении концы у каждого ребра – равноправны. В этом случае нет разницы где начало, а где – конец у ребра. Но, например, в транспортных сетях бывают случаи одностороннего движения по ребру, тогда говорят об **ориентированном** графе – графе, у ребер которого одна вершина считается начальной, а другая – конечной.  
Если некоторое ребро u соединяет две вершины A и B графа, то говорят, что ребро u **инцидентно** вершинам A и B, а вершины в свою очередь инцидентны ребру u. Вершины, соединенные ребром, называются **смежными**.

Ребра называются **кратными**, если они соединяют одну и ту же пару вершин (а в случае ориентированного графа – если у них совпадают начала и концы). Ребро называется **петлей**, если у него совпадают начало и конец. Во многих задачах кратные ребра и петли не представляют интереса, поэтому могут рассматриваться только графы без петель и кратных ребер. Такие графы называю **простыми**.

Степенью вершины в неориентированном графе называется число инцидентных данной вершине ребер (при этом петля считается два раза, то есть степень - это количество «концов» ребер, входящих в вершину). Довольно очевидно, что сумма степеней всех вершин равна удвоенному числу ребер в графе. Отсюда можно посчитать максимальное число ребер в простом графе - если у графа n вершин, то степень каждой из них равна n−1, а, значит, число ребер есть n(n−1)/2. Граф, в котором любые две вершины соединены одним ребром, называется полным **графом**.

Также легко заметить следующий факт – в любом графе число вершин нечетной степени – четно. Этот факт называется **«леммой о рукопожатиях»** – в любой компании число людей, сделавших нечетное число рукопожатий всегда четно.

**Пути, циклы, компоненты связности**

**Путем** на графе называется последовательность ребер u1, u2, …, uk, в которой конец одного ребра является началом следующего ребра. Начало первого ребра называется началом пути, конец последнего ребра - концом пути. Если начало и конец пути совпадают, то такой путь называется **циклом**.

Путь, который проходит через каждую вершину не более одного раза называется простым путем. Аналогично определяется **простой цикл**.

Граф называется **связным**, если между любыми двумя его вершинами есть путь. Если граф несвязный, то его можно разбить на несколько частей (подграфов), каждая из которых будет связной. Такие части называются **компонентами связности**. Возможно, что некоторые компоненты связности будут состоять всего лишь из одной вершины.

Понятно, что в графе из n вершин может быть от 1 до n компонент связности.

**Деревья**

Рассмотрим связный граф из n вершин. Какое минимальное число ребер может быть в нем?

Несложно построить пример графа, содержащего n−1 ребро – например, можно взять одну вершину графа и соединить ее с n−1 ребром. Нетрудно также понять, что в таком графе не должно быть простых циклов (иначе в простом цикле можно выбросить одно ребро и граф останется связным). Такие графы называются **деревьями**.

Определение – **деревом** называется связный граф не содержащий простых циклов.

Нетрудно видеть, что в дереве нельзя удалить ни одного ребра, чтобы граф остался связным. Поэтому дерево является минимальным связным графом.

Основным свойством дерева является следующая теорема:

*Дерево из*n*вершин содержит*n−1*ребро.*

Эту теорему можно доказать математической индукцией по n, используя лемму о висячей вершине – в каждом дереве есть хотя бы одна вершина степени 1. Эту вершину можно удалить и далее применить предположение индукции для меньшего числа вершин.

Можно показать, что эквивалентны следующие определения дерева:

1. Деревом называется связный граф не содержащий простых циклов.
2. Деревом называется связный граф, содержащий n вершин и n−1 ребро.
3. Деревом называется связный граф, который при удалении любого ребра перестает быть связным.
4. Деревом называется граф, в котором любые две вершины соединены ровно одним простым путем.

Очень часто в дереве выделяется одна вершина, называемая корнем дерева, дерево с выделенным корнем называют корневым или подвешенным деревом. Примером такого дерева является генеалогическое дерево.

**Способы представления графов в памяти**

Представление графов в памяти – это способ хранения информации о ребрах графа, позволяющий решать следующие задачи:

1. Для двух данных вершин u и b проверить, соединены ли вершины u и v ребром.
2. Перебрать все ребра, исходящие из данной вершины u .

При этом способ хранения графов в памяти должен учитывать возможности работы с ориентированными и неориентированными графами. По умолчанию будем предполагать, что хранимый граф является простым, но можно рассмотреть вопрос и о представлении графов с петлями и кратными ребрами.

Рассмотрим следующий граф:
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При представлении графа **матрицей смежности** информация о ребрах графа хранится в квадратной матрице (двумерном списке), где элемент A[i][j] равен1, если ребра i и j соединены ребром и равен 0 в противном случае. Для данного примера матрица смежности будет выглядеть так:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 |
| 1 | 0 | 1 | 1 | 1 | 0 |
| 2 | 1 | 0 | 0 | 1 | 1 |
| 3 | 1 | 0 | 0 | 1 | 0 |
| 4 | 1 | 1 | 1 | 0 | 1 |
| 5 | 0 | 1 | 0 | 1 | 0 |

Если граф неориентированный, то матрица смежности всегда симметрична относительно главной диагонали.  
При использовании матрицы смежности удобно проверять соединены ли две вершины ребром – это просмотр одного элемента матрицы A[i][j], но сложнее перебирать все ребра, исходящие из данной вершины (для этого необходимо перебрать все оставшиеся вершины и проверить, соединены ли они ребром). Также матрица смежности требует O(n2) памяти и может оказаться неэффективным способом хранения дерева или разреженных графов.

При представлении графа **списками смежности** для каждой вершины i хранится список W[i] смежных с ней вершин. Для рассмотренного примера списки будут такими:

**W[1] = [2, 3, 4]**

**W[2] = [1, 4, 5]**

**W[3] = [1, 4]**

**W[4] = [1, 2, 3, 5]**

**W[5] = [2, 4]**

Таким образом, весь граф можно представить одним списком, состоящим из вложенных списков смежности вершин.

**W = [[], [2, 3, 4], [1, 4, 5], [1, 4], [1, 2, 3, 5], [2, 4]]**

Поскольку нумерация в нашем примере начинается с 0, то к списку добавлен еще один фиктивный элемент W[0].

В языке С++ для представления списков смежности будем использовать тип vector<vector<int> >, то есть массив (вектор), элементами которого являются динамические массивы (векторы) чисел. В языке Python будут использоваться списки, элементами которого являются списки смежности.

В таком способе удобно перебирать ребра, выходящие из вершины i (это просто список W[i]), но сложно проверять наличие ребра между вершинами i и j – для этого необходимо проверить, содержится ли число j в списке W[i]. Но в языке Python можно эту часть сделать более эффективной, если заменить списки на множества – тогда проверка существования ребра между двумя вершинами также будет выполняться за O(1).

При помощи матриц смежности и списков смежности можно представлять и неориентированные графы. В случае матрицы смежности A[i][j] будет равно 1, если есть ребро, начинающееся в вершине i и заканчивающееся в вершине j. В случае списков смежности наличие ребра из вершины i в вершину j означает, что в списке W[i] есть число j.

Например, для такого графа:

![https://foxford.ru/uploads/tinymce_image/image/1960/2.png](data:image/png;base64,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)

Матрица смежностей будет следующей:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 |
| 1 | 0 | 1 | 0 | 0 | 0 |
| 2 | 0 | 0 | 0 | 1 | 1 |
| 3 | 1 | 0 | 0 | 1 | 0 |
| 4 | 1 | 0 | 1 | 0 | 0 |
| 5 | 0 | 0 | 0 | 0 | 0 |

А списки смежности будут следующими:

**W[1] = [2]**

**W[2] = [4, 5]**

**W[3] = [1, 4]**

**W[4] = [1, 3]**

**W[5] = []**

Приведем код считывания графа. Будем считать, что граф задается следующим образом: в первой строке записано число вершин n и число ребер m графа. Далее записаны m строк, содержащих по два числа – номера начальной и конечной вершины ребра. Например, первый граф из первого примера можно задать так:

**5 7**

**1 2**

**2 5**

**5 4**

**4 2**

**1 4**

**1 3**

**3 4**

Пример заполнения матрицы смежности. Матрица создается размером (n+1)×(n+1) , так как используется нумерация с единицы:

**C++**

**cin >> n >> m;**

**vector <vector<int> > A(n + 1, vector<int>(n + 1));**

**for (int i = 0; i < m; ++ i) {**

**int u, v;**

**cin >> u >> v;**

**A[u][v] = 1;**

**// A[v][u] = 1;**

**}**

**Python**

**n, m = map(int, input().split())**

**A = [[0] \* (n + 1) for i in range(n + 1)]**

**for i in range(m):**

**u, v = map(int, input().split())**

**A[u][v] = 1**

**# A[v][u] = 1**

Пример заполнения списков смежности, используются множества вместо списков:

**C++**

**cin >> n >> m;**

**vector <vector<int> > W(n + 1);**

**for (int i = 0; i < m; ++ i) {**

**int u, v;**

**cin >> u >> v;**

**W[u].push\_back(v);**

**// W[v].push\_back(u);**

**}**

**Python**

**n, m = map(int, input().split())**

**W = [set() for i in range(n + 1)]**

**for i in range(m):**

**u, v = map(int, input().split())**

**W[u].add(v)**

**# W[v].add(u)**

Здесь также используется нумерация с единицы. Во всех примерах закомментированная строчка нужна в случае неориентированного графа, тогда для каждого считанного ребра из u в v необходимо добавить обратное ребро из v в  u.

**Взвешенные графы**

Очень часто рассматриваются графы, в которых каждому ребру приписана некоторая числовая характеристика – **вес**. Вес может означать длину дороги или стоимость проезда по данному маршруту. Соответствующие графы называются взвешенными.

При представлении графа матрицей смежности вес ребра можно хранить в матрице, то есть A[i][j] в данном случае будет равно весу ребра из i в j. При этом при отсутствии ребра можно хранить специальное значение, например, None. Во многих задачах удобно при отсутствии ребра хранить очень большое число, в этом случае отсутствие ребра аналогично наличию ребра очень большой стоимости.

При представлении графа списками смежности можно поступить двумя способами. Можно в списках смежности хранить пару (кортеж) из двух элементов – номер конечной вершины и вес ребра. Но в этом случае неудобно проверять наличие ребра между двумя вершинами.

Другой способ – хранить списки смежности как ранее, а веса ребер хранить в отдельном ассоциативном массиве (map в C++, dict в Python), в котором ключом будет пара из двух номеров вершин (номер начальной и конечной вершины), а значением будет вес ребра между этими вершинами.

#### Алгоритм поиска в ширину

**Алгоритм поиска в ширину** (англ. breadth-first search, BFS) позволяет найти кратчайшие пути из одной вершины невзвешенного (ориентированного или неориентированного) графа до всех остальных вершин. Под кратчайшим путем подразумевается путь, содержащий наименьшее число ребер.

Алгоритм построен на простой идее — пусть до какой-то вершины u найдено кратчайшее расстояние и оно равно d, а до вершины v кратчайшее расстояние не меньше, чем d. Тогда если вершины u и v – смежны, то кратчайшее расстояние до вершины v равно d+1.

Через d[i] будем обозначать кратчайшее расстояние до вершины i. Пусть начальная вершина имеет номер s, тогда d[s]=0. Для всех вершин смежных с s расстояние равно 1, для вершин, смежных с теми, до которых расстояние равно 1, расстояние равно 2 (если только оно не равно 0 или 1) и т. д.

Таким образом, организовать процесс вычисления кратчайших расстояний до вершин можно следующим образом. Для каждой вершины в массиве d будем хранить кратчайшее расстояние до этой вершины, если же расстояние неизвестно — будем хранить значение  -1 или None (в языке Python). В самом начале расстояние до всех вершин равно -1 (None), кроме начальной вершины, до которой расстояние равно 0. Затем перебираем все вершины, до которых расстояние равно 0, перебираем смежные с ними вершины и для них записываем расстояние равное 1. Затем перебираем все вершины, до которых расстояние равно 1, перебираем их соседей, записываем для них расстояние, равное 2 (если оно до этого было равно -1 (None)). Затем перебираем вершины, до которых расстояние было равно 2 и тем самым определяем вершины, до которых расстояние равно 3 и т. д. Этот цикл можно повторять либо пока обнаруживаются новые вершины на очередном шаге, либо n−1 раз (где n – число вершин в графе), так как длина кратчайшего пути в графе не может превосходить n−1.

Такая реализация алгоритма будет неэффективной, если на каждом шаге перебирать все вершины, отбирая те, которые были обнаружены на последнем шаге. Для эффективной реализации следует использовать очередь.

В очередь будут закладываться вершины после того, как до них будет определено кратчайшее расстояние. То есть очередь будет содержать вершины, которые были «обнаружены» алгоритмом, но не были рассмотрены исходящие ребра из этих вершин. Можно также сказать, что это очередь на «обработку» вершин.

Из очереди последовательно извлекаются вершины, рассматриваются все исходящие из них ребра. Если ребро ведет в не обнаруженную до этого вершину, то есть расстояние до новой вершины не определено, то оно устанавливается равным на единицу больше, чем расстояние до обрабатываемой вершины, а новая вершина добавляется в конец очереди.

Таким образом, если из очереди извлечена вершина с расстоянием d, то в конец очереди будут добавляться вершины с расстоянием d+1, то есть в любой момент исполнения алгоритма очередь состоит из вершин, удаленных на расстояние d, за которыми следуют вершины, удаленные на расстояние d+1.

Запишем алгоритм поиска в ширину.

#### Реализация на языке C++

**vector<int> D(n + 1, -1);**

**D[start] = 0;**

**queue<int> Q;**

**Q.push(s);**

**while (!Q.empty())**

**{**

**int u = Q.front();**

**Q.pop();**

**for (auto v : V[u])**

**if (D[v] == -1)**

**{**

**D[v] = D[u] + 1;**

**Q.push(v);**

**}**

**}**

#### Реализация на языке Python

**D = [None] \* (n + 1)**

**D[start] = 0**

**Q = [start]**

**Qstart = 0**

**while Qstart < len(Q):**

**u = Q[Qstart]**

**Qstart += 1**

**for v in V[u]:**

**if D[v] is None:**

**D[v] = D[u] + 1**

**Q.append(v)**

В этом алгоритме n — число вершин в графе, пронумерованных от 1 до n. Номер начальной вершины (от которой ищутся пути) хранится в переменной start. Q — очередь, в которой хранятся обрабатываемые элементы (в примере на языке Python используйется список, Qstart — первый элемент очереди, добавление новой вершины в конец очереди — это вызов метода append для списка, удаление вершины из начала очереди — это увеличение Qstart на 1 (при этом первый элемент в очереди хранится в Q[Qstart])).

В самом начале в очередь добавляется только один элемент start, для которого в самом начале определено расстояние D[start] = 0 (для всех остальных элементов расстояние не определено). Цикл продолжается пока очередь не пуста (что в примере на Python проверяется условием Qstart < len(Q)). В цикле из очереди удаляется первый элемент u. Затем перебираются все смежные с ним вершины v. Если вершина v не была обнаружена ранее, что проверяется при помощи условия D[v] == -1 (D[v] is None в Python), то расстояние до вершины v устанавливается равным расстоянию до вершины u, увеличенному на 1, затем вершина v добавляется в конец очереди.

Если в графе содержится n вершин и m ребер, то сложность такого алгоритма равна O(n+m), так как алгоритму необходимо пройти по всем ребрам. Если граф хранится при помощи матрицы смежности, то сложность алгоритма равна O(n2), так как внутренний цикл перебора всех смежных вершин будет содержать n шагов для каждой обработанной вершины графа.

#### Реализация на языке Pascal

**var**

**Q, D: array[1..1001] of longint;**

**a: array[1..1000, 1..1000] of longint;**

**i, j, n, start, finish, Qstart, Qend, u, v: longint;**

**begin**

**{считываем исходные данные:**

**количество вершин графа,**

**матрицу смежности,**

**номера стартовой и конечной вершины}**

**readln(n);**

**for i := 1 to n do**

**for j := 1 to n do**

**read(a[i, j]);**

**readln(start, finish);**

**{заполняем массив длин D}**

**for i := 1 to n do**

**D[i] := -1;**

**{расстояние от старта до старта равно нулю}**

**D[start] := 0;**

**{кладем стартовую вершину в очередь.**

**В очереди Q индекс Qstart - номер первого элемента очереди, Qend - номер ячейки после последнего элемента}**

**Q[1] := start;**

**Qstart := 1;**

**Qend := 2;**

**{Пока очередь не пуста, то есть, там есть хотя бы один элемент, то есть Qstart и Qend отличаются хотя бы на 1}**

**while Qstart < Qend do**

**begin**

**u := Q[Qstart];//забираем первую вершину из очереди**

**inc(Qstart); //передвигаем индекс первого элемента очереди**

**{перебираем все вершины графа}**

**for v := 1 to n do**

**{если нашли соседа, у которого расстояние еще не вычислено}**

**if (a[u, v] = 1) and (d[v] = -1) then begin{вычисляем его и кладем этого соседа в очередь}**

**d[v] := d[u] + 1;**

**Q[Qend] := v;**

**inc(Qend);**

**end;**

**end;**

**writeln(d[finish]);**

**end.**

Записанный алгоритм находит только кратчайшие расстояния до каждой из вершин графа. Чтобы найти кратчайший путь необходимо для каждой вершины хранить все ребра, по которым совершалось открытие новых вершин, то есть для каждой вершины необходимо хранить номер её предшественника — вершины, из которой была открыта данная вершина. Все сохраненные ребра вместе образуют дерево кратчайших путей. Чтобы построить кратчайший путь из начальной вершины до какой-то другой достижимой из нее вершины, необходимо взять путь в этом дереве, соединяющий эти две вершины.

#### Реализация на языке C++

Предшественников будем хранить в векторе:

**vector <int> prev(n + 1, -1);**

Значение prev[i] есть номер предшествующей вершине i кратчайшего пути из вершины start. То есть чтобы построить кратчайший путь до вершины i необходимо построить кратчайший путь до вершины prev[i], а затем добавить к нему ребро из prev[i] в i.

При обнаружении новой вершины v в записанном алгоритме необходимо пометить, что данная вершина была достигнута проходом по ребру из вершины u, то есть предшественником вершины v является вершина u:

**prev[v] = u;**

Для восстановления ответа (кратчайшего пути от вершины start до некоторой вершины finish) заведем вектор ans для сохранения ответа, затем будет последовательно переходить от каждой вершины к ее предшественнику, пока не дойдем до значения -1, то есть отсутствия предшественника:

**vector <int> ans;**

**int curr = finish;**

**while (curr != -1)**

**{**

**ans.push\_back(curr);**

**curr = prev[curr];**

**}**

В итоге вектор ans будет хранить вершины на кратчайшем пути от start до finish, записанные в обратном порядке.

#### Реализация на языке Python

Предшественников будем хранить в списке:

**Prev = [None] \* (n + 1)**

Значение Prev[i] есть номер предшествующей вершине i кратчайшего пути из вершины start. То есть чтобы построить кратчайший путь до вершины i необходимо построить кратчайший путь до вершины Prev[i], а затем добавить к нему ребро из Prev[i] в i.

При обнаружении новой вершины v в записанном алгоритме необходимо пометить, что данная вершина была достигнута проходом по ребру из вершины u, то есть предшественником вершины v является вершина u:

**Prev[v] = u**

Для восстановления ответа (кратчайшего пути от вершины start до некоторой вершины finish) заведем список Ans для сохранения ответа, затем будет последовательно переходить от каждой вершины к ее предшественнику, пока не дойдем до значения None, то есть отсутствия предшественника:

**Ans = []**

**curr = finish**

**while curr is not None:**

**Ans.append(curr)**

**curr = Prev[curr]**

В итоге список Ans будет хранить вершины на кратчайшем пути от start до finish, записанные в обратном порядке.

#### Реализация на языке Pascal

**…**

**for i := 1 to n do**

**begin**

**D[i] := -1;**

**Prev[i] := -1;**

**end;**

**…**

**Prev[v] := u;**

**…**

**tmp := finish;**

**i := 1;**

**while tmp <> -1 do**

**begin**

**ans[i] := tmp;**

**inc(i);**

**tmp := Prev[tmp];**

**end;**

**for j := i - 1 downto 1 do**

**write(ans[j], ' ');**