***Министерство образования Республики Беларусь***

***Учреждение образования***

***«Брестский государственный технический университет»***

***Кафедра ИИТ***

**Лабораторная работа №1**

**По дисциплине АОИС за III семестр**

**Тема: «Применение хэширование для ассоциативного поиска по ключам»**

**Выполнил:**

Студент группы ИИ-15 (1)

2-го курса

Волк И. А.

**Проверил:**

Михно Е. В.

Брест 2018
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | XOR без сдвига + метод квадрата | метод цепочек | 20 | 16 |

Код программы:

#include "stdafx.h"

#include <Windows.h>

#include <conio.h>

#include <string>

#include <iostream>

#include <iomanip>

using namespace std;

class Cell

{

private:

int empty;

string key;

string firstName;

string lastName;

Cell \* next;

public:

Cell();

Cell(string key, string firstName, string lastName);

Cell(string key);

Cell(Cell& obj);

string getKey();

string getFName();

string getLName();

Cell\* getNext();

void setKey(string newKey);

void setFName(string newFName);

void setLName(string newLName);

void setNext(Cell\* newNext);

void showInfo();

bool isEmpty();

};

class HashTable

{

private:

int numOfCells;

Cell \* cArr; // array of cells

int toInt(string key); // key to int

int toHashCode(int key); // key to hash code

void addToBucket(Cell c, int bucket); // to add the cell to the bucket

Cell \* getFromBucket(string key, int bucket); // to get the cell from the bucket

public:

HashTable(int numOfCells);

Cell operator[](string key); // return the cell by given id

void add(Cell c);

void add(string key, string firstName, string lastName);

friend void showHashTable(HashTable ht);

};

void showHashTable(HashTable ht);

int main()

{

const int n = 20;

HashTable ht(16);

Cell test[n];

ht.add(\*(new Cell("qweras", "1", "")));

ht.add(\*(new Cell("tyuidf", "2", "")));

ht.add(\*(new Cell("op[bv]", "3", "")));

ht.add(\*(new Cell("asdfdsagf", "4", "")));

ht.add(\*(new Cell("ghcak", "5", "")));

ht.add(\*(new Cell(";'dfal", "6", "")));

ht.add(\*(new Cell("zxcacv", "7", "")));

ht.add(\*(new Cell("bncgam,", "8", "")));

ht.add(\*(new Cell("./ddswq`", "9", "")));

ht.add(\*(new Cell("qadfaz", "10", "")));

ht.add(\*(new Cell("wsvbvx", "11", "")));

ht.add(\*(new Cell("eddhvc", "12", "")));

ht.add(\*(new Cell("rfasjv", "13", "")));

ht.add(\*(new Cell("tgsdwb", "14", "")));

ht.add(\*(new Cell("yhnbdh", "15", "")));

ht.add(\*(new Cell("ujsajm", "16", "")));

ht.add(\*(new Cell("iksdgr,", "17", "")));

ht.add(\*(new Cell("ohbadgjl.", "18", "")));

ht.add(\*(new Cell("pwwfd;/", "19", "")));

ht.add(\*(new Cell("['a151", "20", "")));

showHashTable(ht);

system("pause");

return 0;

}

void showHashTable(HashTable ht)

{

int cw = 12;

cout << setw(cw) << "Hash" << setw(cw) << "Key"

<< setw(cw) << "First name" << setw(cw) << "Last name" << endl;

for (int i = 0; i < ht.numOfCells; i++)

{

Cell \* cur = ht.cArr + i;

for (Cell \* cur = &ht.cArr[i]; cur != NULL; cur = cur->getNext())

{

cout << setw(cw) << i << setw(cw) << cur->getKey()

<< setw(cw) << cur->getFName().c\_str() << setw(cw)

<< cur->getLName().c\_str() << endl;

}

}

}

Cell::Cell()

{

this->empty = true;

this->setNext(NULL);

}

Cell::Cell(string key, string firstName, string lastName)

{

this->empty = false;

this->setKey(key);

this->setFName(firstName);

this->setLName(lastName);

this->setNext(NULL);

}

Cell::Cell(string key)

{

this->empty = false;

this->setKey(key);

this->setFName("empty");

this->setLName("empty");

this->setNext(NULL);

}

Cell::Cell(Cell& obj)

{

this->empty = false;

this->setKey(obj.getKey());

this->setFName(obj.getFName());

this->setLName(obj.getLName());

this->setNext(obj.getNext());

}

string Cell::getKey()

{

return key;

}

string Cell::getFName()

{

return firstName;

}

string Cell::getLName()

{

return lastName;

}

Cell\* Cell::getNext()

{

return next;

}

void Cell::setKey(string newKey)

{

this->empty = false;

this->key = newKey;

}

void Cell::setFName(string newFName)

{

this->empty = false;

this->firstName = newFName;

}

void Cell::setLName(string newLName)

{

this->empty = false;

this->lastName = newLName;

}

void Cell::setNext(Cell\* newNext)

{

this->next = newNext;

}

void Cell::showInfo()

{

int cw = 13;

cout << setw(cw) << this->getKey().c\_str() << setw(cw) << this->getFName().c\_str()

<< setw(cw) << this->getLName().c\_str() << endl;

}

bool Cell::isEmpty()

{

return this->empty;

}

HashTable::HashTable(int numOfCells)

{

this->numOfCells = numOfCells;

this->cArr = new Cell[numOfCells];

}

Cell HashTable::operator[](string key)

{

int intKey = this->toInt(key);

int hashCode = this->toHashCode(intKey);

if (this->getFromBucket(key, hashCode) == NULL)

{

cout << "There is no such a cell!" << endl;

Cell empty;

return empty;

}

return \*(this->getFromBucket(key, hashCode));

}

void HashTable::add(Cell c)

{

int intKey = this->toInt(c.getKey());

int hashCode = this->toHashCode(intKey);

this->addToBucket(c, hashCode);

}

void HashTable::add(string key, string firstName, string lastName)

{

Cell c(key, firstName, lastName);

this->add(c);

}

int HashTable::toInt(string key)

{

int num = 0;

int size = key.size();

for (int i = 0; i < size; i++)

{

num ^= (int)((key.c\_str())[i]);

}

return num;

}

int HashTable::toHashCode(int intKey)

{

int sqKey = intKey \* intKey;

int lengthOfHash = 0;

int lengthOfSqKey = 0;

int temp = 0;

for (int i = 0; ; i++)

{

temp += (int)pow(2.0, (double)i);

if (i >= lengthOfHash)

break;

}

while (this->numOfCells / temp)

{

lengthOfHash++;

temp = 0;

for (int i = 0; ; i++)

{

temp += (int)pow(2.0, (double)i);

if (i >= lengthOfHash)

break;

}

}

temp = 0;

for (int i = 0; ; i++)

{

temp += (int)pow(2.0, (double)i);

if (i >= lengthOfSqKey)

break;

}

while (sqKey / temp)

{

lengthOfSqKey++;

temp = 0;

for (int i = 0; ; i++)

{

temp += (int)pow(2.0, (double)i);

if (i >= lengthOfSqKey)

break;

}

}

int indent;

if (lengthOfSqKey > lengthOfHash)

indent = (lengthOfSqKey - lengthOfHash) / 2;

else

indent = 0;

sqKey >>= indent;

temp = 0;

for (int i = 0; i < lengthOfHash; i++)

{

temp += (int)pow(2.0, (double)i);

}

sqKey &= temp;

return sqKey;

}

void HashTable::addToBucket(Cell c, int bucket)

{

Cell \* cur = &(this->cArr[bucket]);

if (cur->isEmpty())

{

this->cArr[bucket] = c;

return;

}

while (cur->getNext() != NULL)

cur = cur->getNext();

Cell \*newC = new Cell;

\*newC = c;

cur->setNext(newC);

}

Cell \* HashTable::getFromBucket(string key, int bucket)

{

Cell \* cur = &(this->cArr[bucket]);

try

{

if (cur == NULL)

{

throw 0;

}

while (strcmp(cur->getKey().c\_str(), key.c\_str()))

{

cur = cur->getNext();

if (cur == NULL)

{

throw 0;

}

}

return cur;

}

catch (...)

{

return NULL;

}

}

Результат выполнения:

![](data:image/png;base64,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)

Вывод: Изучили основные принципы хэширования, построили программную модель, обеспечивающую формирование хэш-таблиц и ассоциативный поиск по ключам.