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**Цель работы:** Изучить основные типы кэш-памяти, ознакомиться с алгоритмами размещения и восстановления данных, реализовать программную модель кэш-памяти.

**Задание:**

1. Изучить теоретический материал об основных типах кэш-памяти и алгоритмах ее функционирования.
2. Написать программу на ЯВУ, моделирующую кэш-память согласно [варианту](#_Варианты:).
3. Реализовать поиск данных по заданному физическому адресу в кэш-памяти с определением кэш-попадания либо кэш-промаха и возвратом необходимых данных.

|  |  |  |
| --- | --- | --- |
| № | Тип кэш-памяти | Размерность кэш-памяти  (количество кэш-строк на количество блоков (количество наборов)) |
| 21 | множественный ассоциативный кэш | 4 х 16 (2 набора) |

Код программы:

#include <iostream>

#include <array>

#include <vector>

#include <algorithm>

#define vector3d(T) std::vector<std::vector<std::vector<T>>>

namespace Lab7

{

const int **pow**(int x, const int deg)

{

int res = 1;

for (int i = 0; i < deg; i++)

res \*= x;

return res;

}

template<int N = 8>

class **BitWord**

{

std::array<bool, N> word;

public:

BitWord(int filler = 0)

{

for (int i = 0; i < N; i++)

{

word[N - i - 1] = (filler&pow(2, i)) >> i;

}

}

BitWord(std::initializer\_list<int> list)

{

int i = 0;

for (bool x : list)

if (i < word.size())

{

word[i] = x;

i++;

}

for (; i < word.size(); i++)

word[i] = false;

}

bool& operator[](const int id)

{

return word[id];

}

int toInt()

{

int res = 0;

for (int i = N - 1, deg = 0; i != 0; i--, deg++)

res += (word[i])?pow(2, deg):0;

return res;

}

int max()

{

return pow(2, N);

}

BitWord& operator=(const BitWord& other)

{

std::copy(other.word.begin(), other.word.end(), word.begin());

return \*this;

}

static int sizeInBitForm(int x)

{

int size = 0;

while (x != 1)

{

x /= 2;

size++;

}

return size;

}

};

template<int N>

std::ostream& **operator<<**(std::ostream& stream, BitWord<N> word)

{

for (int i = 0; i < N; i++)

stream << word[i];

return stream;

}

template<int AddressN = 8, int ValueN = 8>

class **RAM**

{

std::vector<BitWord<ValueN>> memory;

public:

RAM()

: memory(BitWord<AddressN>().max())

{}

BitWord<ValueN>& operator[](const int& id)

{

return memory[id];

}

};

template<int AddressN = 8, int ValueN = 8, int NBlocks = 2, int NLineInBlock = 4,

int NElementsInLine = 16>

class **CacheMemory**

{

typedef BitWord<AddressN> Address;

typedef BitWord<ValueN> Value;

vector3d(Value) memory;

std::array<int, NBlocks \* NLineInBlock> tags;

struct AddressInfo

{

int tag, block, intend;

AddressInfo(Address& address)

: tag(0), block(0), intend(0)

{

int sizeOfIntendId = Address::sizeInBitForm(NElementsInLine);

int sizeOfBlockId = Address::sizeInBitForm(NBlocks);

for (int i = AddressN - 1, deg = 0; i >= 0; i--, deg++)

{

if (address[i])

{

if (i >= AddressN - sizeOfIntendId)

intend += pow(2, deg);

else if (i >= AddressN - sizeOfIntendId - sizeOfBlockId)

{

if (i == AddressN - sizeOfIntendId - 1)

deg = 0;

block += pow(2, deg);

}

else

{

if (i == AddressN - sizeOfIntendId - sizeOfBlockId - 1)

deg = 0;

tag += pow(2, deg);

}

}

}

}

};

public:

CacheMemory()

{

std::fill(tags.begin(), tags.end(), -1);

memory.resize(NBlocks);

for (auto& i : memory)

{

i.resize(NLineInBlock);

for (auto& j : i)

j.resize(NElementsInLine);

}

}

bool get(Value& cell, Address& address)

{

AddressInfo info(address);

bool ok = false;

for (int i = 0; i < NLineInBlock; i++)

if (tags[info.block\*NLineInBlock + i] == info.tag)

{

cell = memory[info.block][i][info.intend];

ok = true;

break;

}

return ok;

}

void set(Value& cell, Address& address)

{

AddressInfo info(address);

bool added = false;

for(int i = 0; i < NLineInBlock; i++)

if (tags[info.block\*NLineInBlock + i] == -1)

{

memory[info.block][i][info.intend] = cell;

tags[info.block\*NLineInBlock + i] = info.tag;

added = true;

break;

}

if (!added)

{

int line = rand() % NLineInBlock;

memory[info.block][line][info.intend] = cell;

tags[info.block\*NLineInBlock + line] = info.tag;

}

}

};

template<int AddressN = 8, int ValueN = 8>

class **CacheControl**

{

typedef BitWord<AddressN> Address;

typedef BitWord<ValueN> Value;

CacheMemory<AddressN, ValueN> \* cache;

RAM<AddressN, ValueN> \* ram;

public:

CacheControl(CacheMemory<AddressN, ValueN> \* cache, RAM<AddressN, ValueN> \* ram)

: cache(cache), ram(ram)

{}

void set(Value&& cell, Address&& address)

{

ram->operator[](address.toInt()) = cell;

}

Value get(Address&& address)

{

Value result;

if (!cache->get(result, address))

{

result = ram->operator[](address.toInt());

std::cout << "Getting from RAM!" << std::endl;

cache->set(result, address);

}

else

std::cout << "Getting from cache-memory!" << std::endl;

return result;

}

};

} // Lab7

int **main**()

{

using namespace Lab7;

typedef BitWord<> Address;

typedef BitWord<> Value;

RAM<> ram;

CacheMemory<> cache;

CacheControl<> cu(&cache, &ram);

cu.set({ 0, 0, 0, 0, 0, 0, 0, 1 }, { 0, 0, 0, 0, 1, 1, 1, 1 }); // 1

cu.set({ 1, 0, 0, 0, 0, 0, 0, 0 }, { 0, 0, 1, 0, 1, 1, 0, 1 }); // 2

auto val = cu.get({ 0, 0, 0, 0, 1, 1, 1, 1 }); // 1

std::cout << val << std::endl;

val = cu.get({ 0, 0, 1, 0, 1, 1, 0, 1 }); // 2

std::cout << val << std::endl;

val = cu.get({ 0, 0, 0, 0, 1, 1, 1, 1 }); // 1

std::cout << val << std::endl;

val = cu.get({ 0, 0, 1, 0, 1, 1, 0, 1 }); // 2

std::cout << val << std::endl;

std::cin.get();

}

Результат выполнения:

![](data:image/png;base64,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)

Вывод: Изучил основные типы кэш-памяти, ознакомиться с алгоритмами размещения и восстановления данных, реализовать программную модель кэш-памяти.