***Министерство образования Республики Беларусь***

***Учреждение образования***

***«Брестский государственный технический университет»***

***Кафедра ИИТ***

**Лабораторная работа №5**

**По дисциплине МОИС за III семестр**

**Тема: «Определение компонент сильной связности в орграфе.**

**Определение компонент двусвязности для неориентированного графа»**

**Выполнил:**

Студент группы ИИ-15 (1)

2-го курса

Волк И. А.

**Проверил:**

Шуть В. Н.

Брест 2018

Цель: научиться определять компоненты сильной связности в орграфе, определять компоненты двусвязности в неориентированном графе.

***Задание.***

1. Написать программу нахождения компонент сильной связности орграфа *![](data:image/x-wmf;base64,183GmgAAAAAAAOABIAICCQAAAADTXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3PhNm1gQAAAAtAQAACAAAADIK4AE1AQEAAAAxeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xc+E2bWBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABLgABAAAAR3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDWPhNm1gAACgAhAIoBAAAAAAAAAAC08xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)*. Варианты заданий указаны в таблице 1. Орграф задан списком дуг. Изобразить граф, пометив его компоненты сильной связности.
2. Написать программу нахождения компонент двусвязности для неориентированного графа*![](data:image/x-wmf;base64,183GmgAAAAAAAAACIAICCQAAAAAzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6b////AAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3ZhNmWQQAAAAtAQAACAAAADIK4AFOAQEAAAAyeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XdmE2ZZBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABLgABAAAAR3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQBZZhNmWQAACgAhAIoBAAAAAAAAAAC08xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)*. Варианты заданий указаны в таблице 1. Граф задан списком ребер. Изобразить граф, пометив точки сочленения и мосты, и его компоненты двусвзности

|  |  |  |
| --- | --- | --- |
| № | Орграф | Неориентированный граф |
| 1. | (a,b),(a,d),(b,e),(c,a),  (c,b),(c,d),(e,c) | (a,b),(a,c),(b,d),(c,d),  (d,e),(d,f),(e,f) |

Код программы:

//main.cpp

#include "pch.h"

#include <iostream>

#include "Graphs.h"

#include "scc.h"

#include "lab5\_2.h"

#define a 1

#define b 2

#define c 3

#define d 4

#define e 5

#define f 6

//(a, b), (a, d), (b, e), (c, a),

//(c, b), (c, d), (e, c)

int main()

{

Graph gr(GraphType::DIRECTED);

gr.addVer(5);

gr.addE(a, b);

gr.addE(a, d);

gr.addE(b, e);

gr.addE(c, a);

gr.addE(c, b);

gr.addE(c, d);

gr.addE(e, c);

SCC scc(gr);

auto sccs = scc.getSCCs();

for (int i = 0; i < sccs.size(); i++)

{

for (int j = 0; j < sccs[i].size(); j++)

std::cout << (char)(sccs[i][j] + 96) << " ";

std::cout << std::endl;

}

Graph gr2;

gr2.addVer(6);

gr2.addE(a, b);

gr2.addE(a, c);

gr2.addE(b, d);

gr2.addE(c, d);

gr2.addE(d, e);

gr2.addE(d, f);

gr2.addE(e, f);

std::vector<Graph> biconnComp = Lab5::findBiconnComp(gr2);

for (Graph& gr : biconnComp)

{

show(gr, ALPHA);

std::cout << std::endl;

}

std::cin.get();

}

//scc.h

#pragma once

#include "graph.h"

#include "Path.h"

class SCC

{

List<List<GraphVertex>> SCCs;

void algo(GraphVertex, Graph&, bool[]);

public:

SCC();

SCC(Graph&);

void find(Graph);

List<List<GraphVertex>>& getSCCs();

};

//scc.cpp

#include "stdafx.h"

#include <stack>

#include "scc.h"

#include "grtrav.h"

SCC::SCC()

{}

SCC::SCC(Graph& graph)

{

find(graph);

}

void SCC::find(Graph graph)

{

if (graph.type() == UNDIRECTED)

{

std::cout << "Graph is undirected!" << std::endl;

return;

}

DepthFirst df(graph);

std::stack<GraphVertex> order;

df.getOrder(order);

transpose(graph);

bool \* visited = new bool[graph.getNumOfVer()];

for (unsigned int i = 0; i < graph.getNumOfVer(); i++)

visited[i] = false;

for (unsigned int i = 1; i <= graph.getNumOfVer(); i++)

if (!visited[i - 1])

{

List<GraphVertex> connComp;

SCCs.push\_back(connComp);

algo(i, graph, visited);

}

}

void SCC::algo(GraphVertex vertex, Graph& graph, bool visited[])

{

visited[vertex - 1] = true;

SCCs.getAccess(SCCs.size() - 1).push\_back(vertex);

for (unsigned int i = 0; i < graph.getNumOfE(); i++)

{

if (graph[i].fVertex == vertex)

{

if (!visited[graph[i].secVertex - 1])

algo(graph[i].secVertex, graph, visited);

}

}

}

List<List<GraphVertex>>& SCC::getSCCs()

{

return SCCs;

}

//lab5\_2.h

#pragma once

#include "graph.h"

#include <vector>

namespace Lab5

{

std::vector<bool> findCutPoint(const Graph& gr);

std::vector<Graph> findBiconnComp(const Graph& graph);

}

//lab5\_3.h

#include "stdafx.h"

#include <exception>

#include "lab5\_2.h"

namespace Lab5

{

template<typename T>

T min(std::initializer\_list<T> list)

{

if (list.size() == 0)

return T();

T min = \*list.begin();

for (T el : list)

if (el < min)

min = el;

return min;

}

static class DFS

{

public:

const Graph& graph;

std::vector<bool>& cutPoints;

std::vector<int> tin;

std::vector<int> up;

std::vector<bool> visited;

DFS(const Graph& graph, std::vector<bool>& cutPoints)

: graph(graph), cutPoints(cutPoints),

tin(graph.getNumOfVer()),

up(graph.getNumOfVer()),

visited(graph.getNumOfVer())

{

for (int i = 0; i < this->cutPoints.size(); i++)

this->cutPoints[i] = false;

for (int i = 0; i < visited.size(); i++)

visited[i] = false;

}

void operator()(int vertex, int parent, int time = 0)

{

up[vertex - 1] = tin[vertex - 1] = time;

visited[vertex - 1] = true;

int count = 0;

for (int u = 1; u <= graph.getNumOfVer(); u++)

{

if (graph.edgeId(vertex, u) == -1)

continue;

if (u == parent)

continue;

if (visited[u - 1])

up[vertex - 1] = min({ up[vertex - 1], tin[u - 1] });

else

{

this->operator()(u, vertex, time + 1);

count++;

up[vertex - 1] = min({ up[vertex - 1], up[u - 1] });

if (parent != -1 && up[u - 1] >= tin[vertex - 1])

cutPoints[vertex - 1] = true;

}

}

if (parent == -1 && count >= 2)

cutPoints[vertex - 1] = true;

}

bool isVisited(int vertex) const

{

return visited[vertex - 1];

}

};

std::vector<bool> findCutPoint(const Graph& graph)

{

std::vector<bool> cutPoints(graph.getNumOfVer());

DFS dfs(graph, cutPoints);

for (int i = 1; i <= graph.getNumOfVer(); i++)

if (!dfs.isVisited(i))

dfs(i, -1);

return cutPoints;

}

static class BiconnComp

{

const Graph& graph;

std::vector<bool> visited;

std::vector<Graph> result;

void find()

{

std::vector<bool> cutPoints(graph.getNumOfVer());

DFS dfs(graph, cutPoints);

for (int i = 1; i <= graph.getNumOfVer(); i++)

if (!dfs.isVisited(i))

dfs(i, -1);

for (int i = 1; i <= graph.getNumOfVer(); i++)

if (!visited[i - 1])

{

result.push\_back(Graph());

result[result.size() - 1].addVer(graph.getNumOfVer());

algo(i, -1, result.size() - 1, dfs);

}

}

void algo(int vertex, int parent, int curComp, DFS& dfs)

{

visited[vertex - 1] = true;

for (int u = 1; u <= graph.getNumOfVer(); u++)

{

if (graph.edgeId(vertex, u) == -1)

continue;

if (u == parent)

continue;

if (!visited[u - 1])

{

if (dfs.up[u - 1] >= dfs.tin[vertex - 1])

{

result.push\_back(Graph());

result[result.size() - 1].addVer(graph.getNumOfVer());

result[result.size() - 1].addE(vertex, u);

algo(u, vertex, result.size() - 1, dfs);

}

else

{

result[curComp].addE(vertex, u);

algo(u, vertex, curComp, dfs);

}

}

else if (dfs.tin[u - 1] < dfs.tin[vertex - 1])

result[curComp].addE(vertex, u);

}

}

public:

BiconnComp(const Graph& graph)

: graph(graph), visited(graph.getNumOfVer())

{

for (int i = 0; i < visited.size(); i++)

visited[i] = false;

find();

}

std::vector<Graph>& get()

{

return result;

}

};

std::vector<Graph> findBiconnComp(const Graph& graph)

{

BiconnComp bc(graph);

return bc.get();

}

} // Lab5

Результаты выполнения программы:

![](data:image/png;base64,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)

Вывод: научиться определять компоненты сильной связности в орграфе, определять компоненты двусвязности в неориентированном графе.