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Цель: научиться строить выпуклую оболочку.

***Задание.***

1. Построить выпуклую оболочку, используя обход по Джарвису или сканирование по Грэхему. Вход: точки исходного множества, заданные координатами. Выход: вершины выпуклой оболочки.
2. \*Реализовать визуализацию построения через консольное или оконное приложение.
3. Построить выпуклую оболочку самостоятельно выбранным алгоритмом, имеющим меньшее время работы по сравнению с алгоритмом Джарвиса. Обосновать выбор метода.
4. Обосновать, в чем преимущество использования векторного произведения по сравнению с явным вычислением углов.

Код программы:

**//main.cpp**

#include <iostream>

#include <set>

#include <chrono>

#include "lab7\_1.h"

#define out(a) {\

int i = 0;\

for (Point p : a)\

{\

std::cout << ((i) ? ", " : "") << "(" << p.first << ";" << p.second << ")";\

i++;\

}\

std::cout << std::endl; }

int main()

{

using namespace Lab7;

PointSet points = { {7.0, 1.0},

{12.0, 2.0},

{9.0, 3.0},

{11.0, 4.0},

{7.0, 5.0},

{6.0, 5.0},

{13.0, 5.0},

{16.0, 7.0},

{13.0, 8.0},

{11.0, 7.0},

{9.0, 6.0},

{5.0, 7.0},

{3.0, 7.0},

{8.0, 9.0},

{9.0, 11.0},

{12.0, 10.0},

{14.0, 11.0} };

PointSet convexHull1 = JarvisMarch(points);

out(convexHull1);

PointSet convexHull2 = GrahamScan(points);

out(convexHull2);

PointSet convexHull3 = Chan(points, 3);

out(convexHull3);

std::cout << std::endl;

std::cin.get();

}

**//lab7\_1.h**

#pragma once

#include <iostream>

#include <vector>

namespace Lab7

{

typedef std::pair<double, double> Point;

typedef std::vector<Point> PointSet;

PointSet JarvisMarch(const PointSet& initSet);

PointSet Chan(PointSet& initSet, int m);

PointSet GrahamScan(PointSet& initSet);

}; //Lab7

**//lab7\_1.cpp**

#include "stdafx.h"

#include "lab7\_1.h"

#include <stack>

#include <vector>

#include <algorithm>

# define M\_PI 3.14159265358979323846

namespace Lab7

{

static PointSet& operator+=(PointSet& set, const PointSet& other)

{

for (Point p : other)

set.push\_back(p);

return set;

}

static double **angle**(const Point& d1, const Point& d2, const Point& d0)

{

return (d1.first - d0.first)\*(d2.second - d0.second) –

(d1.second - d0.second)\*(d2.first - d0.first);

}

static double **length**(const Point& d1, const Point& d2)

{

return pow(pow(d2.first - d1.first,2.0) + pow(d2.second - d1.second,2.0), 0.5);

}

PointSet **JarvisMarch**(const PointSet& initSet)

{

if (initSet.empty())

return PointSet();

Point down = initSet[0];

for (Point p : initSet)

if (p.second < down.second)

down = p;

else if (p.second == down.second)

{

if (p.first < down.first)

down = p;

}

PointSet result;

result.push\_back(down);

Point current = down;

while (true)

{

Point next;

for (int i = 0; i < initSet.size(); i++) // select any

if (initSet[i] == current)

continue;

else

{

next = initSet[i];

break;

}

for (int i = 0; i < initSet.size(); i++)

{

if (initSet[i] == current || initSet[i] == next)

continue;

if (angle(next, initSet[i], current) < 0)

{

next = initSet[i];

}

else if (angle(next, initSet[i], current) == 0)

{

if (length(current, next) < length(current, initSet[i]))

next = initSet[i];

}

}

if (next == down)

break;

result.push\_back(next);

current = next;

}

return result;

}

PointSet **GrahamScan**(PointSet& initSet)

{

if (initSet.empty())

return PointSet();

Point down = initSet[0]; // lowest

for (Point p : initSet)

if (p.second < down.second)

down = p;

else if (p.second == down.second)

{

if (p.first < down.first)

down = p;

}

std::sort(initSet.begin(), initSet.end(),

[&](Point& f, Point& s)

{

if (f == down)

return true;

if (s == down)

return false;

double ang = angle(f, s, down);

if (ang > 0)

return true;

else if (ang == 0)

if (length(down, f) >= length(down, s))

return true;

else

return false;

return false;

});

PointSet result;

result.push\_back(initSet[0]);

result.push\_back(initSet[1]);

for (int i = 2; i < initSet.size(); i++)

{

while (result.size() > 1

&& angle(result.back(), initSet[i], \*(result.end() - 2)) <= 0)

result.pop\_back();

result.push\_back(initSet[i]);

}

return result;

}

static PointSet **GrahamScan**(PointSet& initSet, int begin, int end)

{

if (initSet.empty())

return PointSet();

Point down = initSet[begin]; // lowest

for (int i = begin; i < end; i++)

if (initSet[i].second < down.second)

down = initSet[i];

else if (initSet[i].second == down.second)

{

if (initSet[i].first < down.first)

down = initSet[i];

}

PointSet result;

result.push\_back(initSet[begin]);

result.push\_back(initSet[begin+1]);

for (int i = begin + 2; i < end; i++)

{

while (result.size() > 1 &&

angle(result.back(), initSet[i], \*(result.end() - 2)) <= 0)

result.pop\_back();

result.push\_back(initSet[i]);

}

return result;

}

PointSet **Chan**(PointSet& initSet, int m)

{

Point down = initSet[0]; // lowest

for (Point p : initSet)

if (p.second < down.second)

down = p;

else if (p.second == down.second)

{

if (p.first < down.first)

down = p;

}

std::sort(initSet.begin(), initSet.end(),

[&](Point& f, Point& s)

{

if (f == down)

return true;

if (s == down)

return false;

double ang = angle(f, s, down);

if (ang > 0)

return true;

else if (ang == 0)

if (length(down, f) >= length(down, s))

return true;

else

return false;

return false;

});

PointSet parts;

int partSize = initSet.size() / m;

int i = 0;

for (; i + 2 \* partSize < initSet.size(); i += partSize)

{

parts += GrahamScan(initSet, i, i + partSize);

}

parts += GrahamScan(initSet, i, initSet.size());

return JarvisMarch(parts);

}

}; //Lab7

Результат выполнения:

![](data:image/png;base64,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)

Вывод: научился кодировать и раскодировать деревья.