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Цель работы: изучить простейшие алгоритмы криптографии

Ход работы

Реализуем гомофонический алгоритм шифрования и сжатие методом Шеннона-Фано.

Листинг:

#include "pch.h"

#include <cmath>

#include <vector>

#include <algorithm>

#include <iostream>

#include <time.h>

#include <iostream>

#include <string>

#include <boost/random.hpp>

#include <fstream>

#include <sstream>

#include <algorithm>

#include <map>

/\*\* Definitions \*\*/

#define VALUE unsigned int

#define COUNT int

#define CODE std::string

typedef std::vector<std::tuple<VALUE, COUNT, CODE>>::iterator table\_row\_iterator;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\* Classes and structures \*\*/

template<int cols>

class **CTableCipher**;

struct **SCompressedData**;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\* Functions \*\*/

std::string **ReadFromFile**(const std::string& sFilePath);

void **WriteVectorToFile**(const std::vector<VALUE>& vec, const std::string& sFilePath);

// Format of tuple: value, count, code.

// Here we fill out codes for each row in table

void **FillCodes**(table\_row\_iterator itBegin, table\_row\_iterator itEnd, int nTotalNumber);

SCompressedData **ShannonFanoCompress**(const std::vector<VALUE>& vecInit);

std::vector<VALUE> **ShannonFanoDecompress**(const SCompressedData& data);

void **CompressedDataToFile**(const SCompressedData& data, const std::string& sFilePath);

SCompressedData **CompressedDataFromFile**(const std::string& sFilePath);

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\* Classes and structures \*\*/

// encrypts one character into int using table

template<int cols> // Number of columns in table

class **CTableCipher**

{

private:

VALUE aTable[256][cols];

public:

**CTableCipher**()

{

boost::random::mt19937 gen;

for (int i = 0; i < 256; i++)

{

for (int j = 0; j < cols; j++)

{

unsigned int newValue;

bool bFound = false;

while (!bFound)

{

newValue = gen() % (256 \* cols);

if (IsInTable(newValue)) continue;

bFound = true;

}

aTable[i][j] = newValue;

}

}

}

VALUE **Encrypt**(char cPlainBlock) const

{

int nPlainBlock = static\_cast<int>(cPlainBlock);

boost::random::mt19937 gen;

int col = gen() % cols;

return aTable[nPlainBlock][col];

}

char **Decrypt**(int nEncryptedBlock) const

{

VALUE nPlainBlock = -1;

bool bFound = false;

for (nPlainBlock = 0; nPlainBlock < 256; nPlainBlock++)

{

for (int col = 0; col < cols && !bFound; col++)

if (aTable[nPlainBlock][col] == nEncryptedBlock)

bFound = true;

if (bFound)

break;

}

return static\_cast<char>(nPlainBlock);

}

std::vector<VALUE> **EncryptString**(const std::string& sPlainText) const

{

std::vector<VALUE> vecResult;

for (char ch : sPlainText)

vecResult.push\_back(Encrypt(ch));

return vecResult;

}

std::string **DecryptVector**(const std::vector<VALUE>& vecCipherText) const

{

std::string sResult;

for (int n : vecCipherText)

sResult.push\_back(Decrypt(n));

return sResult;

}

private:

bool **IsInTable**(int nVal)

{

bool bResult = false;

for (int i = 0; i < 256; i++)

{

for (int j = 0; j < cols; j++)

{

if (aTable[i][j] == nVal)

{

bResult = true;

break;

}

}

if (bResult)

break;

}

return bResult;

}

};

struct **SCompressedData**

{

std::map<VALUE, CODE> mapTable;

std::string sCompressedData;

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\* Functions \*\*/

std::string **ReadFromFile**(const std::string& sFilePath)

{

std::stringstream ss;

std::fstream fin(sFilePath);

std::string sTmp;

while (std::getline(fin, sTmp))

ss << sTmp;

return ss.str();

}

void **WriteVectorToFile**(const std::vector<VALUE>& vec, const std::string& sFilePath)

{

std::ofstream fout{ sFilePath, std::ios::binary | std::ios::out };

int size = vec.size();

fout.write((char\*)&size, sizeof(size));

for (int n : vec)

fout.write((char\*)&n, sizeof(n));

}

void **FillCodes**( table\_row\_iterator itBegin,

table\_row\_iterator itEnd,

int nTotalNumber)

{

// for debug

auto x = itEnd - itBegin;

// margin condition

if (itBegin+1 == itEnd)

return;

int nDivider = nTotalNumber / 2;

table\_row\_iterator iSecondBegin;

int nFirstTotalNumber = 0;

int nProgress = 0;

bool fSecondPart = false;

for (auto it = itBegin; it != itEnd; it++)

{

nProgress += std::get<1>(\*it);

// there must be at least one elements in each group

// Thus, we need to be sure if this condition is met

if (fSecondPart)

{

if (!nFirstTotalNumber)

{

nFirstTotalNumber = nProgress - std::get<1>(\*it);

iSecondBegin = it;

/\*std::get<2>(\*it).push\_back('1');

continue;\*/

}

std::get<2>(\*it).push\_back('0');

}

else

{

std::get<2>(\*it).push\_back('1');

}

if (nProgress >= nDivider && !fSecondPart)

fSecondPart = true;

}

FillCodes(itBegin, iSecondBegin, nFirstTotalNumber);

FillCodes(iSecondBegin, itEnd, nTotalNumber - nFirstTotalNumber);

}

SCompressedData **ShannonFanoCompress**(const std::vector<VALUE>& vecInit)

{

std::map<VALUE, std::pair<COUNT, CODE>> mapTable; // var => count, code

std::vector<unsigned int> vecValues;

for (VALUE v : vecInit)

{

if (mapTable.find(v) == mapTable.end())

{

mapTable[v] = { 0, "" };

vecValues.push\_back(v);

}

mapTable[v].first++;

}

// I already wrote algorithm for std::vector<std::tuple<int, int, std::string>>

// It's for compatibility

std::vector<std::tuple<VALUE, COUNT, CODE>> vecTable;

for (auto i = vecValues.begin(); i != vecValues.end(); i++)

vecTable.push\_back({ \*i, mapTable[\*i].first , mapTable[\*i].second });

// sort by count of occurrences

std::sort(vecTable.begin(), vecTable.end(), [](auto left, auto right) {

if (std::get<1>(left) > std::get<1>(right))

return true;

return false;

});

FillCodes(vecTable.begin(), vecTable.end(), vecInit.size());

// fill map again

for (int i = 0; i < vecTable.size(); i++)

{

int nKey = std::get<0>(vecTable[i]);

std::string sCode = std::get<2>(vecTable[i]);

mapTable[nKey].second = sCode;

}

// Get flatted string

std::string sFlattedString;

for (int n : vecInit)

{

sFlattedString += mapTable[n].second;

}

// Fill result

SCompressedData result;

for (auto it : mapTable)

result.mapTable[it.first] = it.second.second; // New map: value -> code, i.e. get rid of the count

result.sCompressedData = sFlattedString;

return result;

}

std::vector<VALUE> **ShannonFanoDecompress**(const SCompressedData& data)

{

std::vector<VALUE> vecResult;

std::string sCurrentWindow;

for (int i = 0; i < data.sCompressedData.length(); i++)

{

sCurrentWindow += data.sCompressedData[i];

int nValue = -1;

for (auto it = data.mapTable.begin(); it != data.mapTable.end(); it++)

{

if (it->second == sCurrentWindow) // if code of item is one we have

{

nValue = it->first; // value of string in window

break;

}

}

if (nValue != -1)

{

vecResult.push\_back(nValue);

sCurrentWindow.clear();

}

}

return vecResult;

}

void **CompressedDataToFile**(const SCompressedData& data, const std::string& sFilePath)

{

std::ofstream fout(sFilePath, std::ios::binary | std::ios::out, std::ios::trunc);

///////////////////////////////////

// Figuring out redundant bytes //

///////////////////////////////////

// redundant meand the number of "0" we need to add at the end of text to fit

int cbRedundant = (8 - data.sCompressedData.length() % 8) % 8;

int cb = 0;

if (!cbRedundant)

cb = data.sCompressedData.length() / 8;

else

{

cb = data.sCompressedData.length() / 8 + 1; // 1 more to not lose data

}

fout.write((char\*)&cbRedundant, sizeof(cbRedundant));

// adding this redundant bytes

std::string sActualDataToWrite = data.sCompressedData;

for (int i = 0; i < cbRedundant; i++)

sActualDataToWrite += '0';

/////////////////

// Map writing //

/////////////////

// at first, number of elements

size\_t size = data.mapTable.size();

fout.write((char\*)&size, sizeof(size));

// then elements themself

for (auto el : data.mapTable)

{

VALUE uValue = el.first;

int nLenght = el.second.length();

char szCode[100] = "";

strcpy\_s(szCode, 100, el.second.c\_str());

szCode[nLenght + 1] = '\0';

fout.write((char\*)&uValue, sizeof(uValue));

fout.write((char\*)&szCode, nLenght + 1); // + 1 for \0

}

//////////////////

// Writing data //

//////////////////

for (int i = 0; i < cb - 1; i++)

{

std::string sByte{ sActualDataToWrite.begin() + i \* 8, sActualDataToWrite.begin() + i \* 8 + 8 };

char nByte = 0;

for (int i = 0; i < 8; i++)

{

nByte <<= 1;

nByte |= (sByte[i] == '1') ? 0b1 : 0b0;

}

fout.write((char\*)&nByte, sizeof(nByte));

}

}

SCompressedData **CompressedDataFromFile**(const std::string& sFilePath)

{

SCompressedData cd;

////////////////////////////////////

// Read number of redundant bytes //

////////////////////////////////////

std::ifstream fin(sFilePath, std::ios::binary | std::ios::in);

int cbRedundant = 0;

fin.read((char\*)&cbRedundant, sizeof(cbRedundant));

/////////////////

// Map reading //

/////////////////

size\_t size;

fin.read((char\*)&size, sizeof(size));

for (int i = 0; i < size; i++)

{

VALUE nValue;

fin.read((char\*)&nValue, sizeof(nValue));

CODE sCode;

char ch;

while (true)

{

fin.read(&ch, 1);

if (ch == '\0')

break;

sCode += ch;

}

cd.mapTable[nValue] = sCode;

}

//////////////////

// Reading data //

//////////////////

while (!fin.eof())

{

char nByte;

fin.read(&nByte, 1);

std::string sByte;

sByte.resize(8, '0');

for (int i = 0; i < 8; i++)

{

char cBit = (nByte & 0b1) ? '1' : '0';

sByte[7 - i] = cBit;

nByte >>= 1;

}

cd.sCompressedData += sByte;

}

cd.sCompressedData.erase(cd.sCompressedData.end() - cbRedundant, cd.sCompressedData.end());

return cd;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main()

{

// initial string

std::string sPlainText = ReadFromFile("pt.txt");

std::cout << "Initial plain text: " << sPlainText << std::endl;

// encrypting

CTableCipher<3> ct;

std::vector<VALUE> vecCipherText = ct.EncryptString(sPlainText);

WriteVectorToFile(vecCipherText, "ciphertext.txt");

// compression

SCompressedData data = ShannonFanoCompress(vecCipherText);

CompressedDataToFile(data, "compressed.txt");

data = CompressedDataFromFile("compressed.txt");

// decompression

std::vector<VALUE> vecCipherTextAgain = ShannonFanoDecompress(data);

// decryption

std::string sPlainTextAgain = ct.DecryptVector(vecCipherTextAgain);

std::cout << "Plain text after processing: " << sPlainTextAgain << std::endl;

}

Результаты:

1. Для демонстрации корректности возьмем небольшую строку

![](data:image/png;base64,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)

1. Для демонстрации эффективности будем шифровать и сжимать следующий файл, заполненный случайными буквами.
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Изначальный раземер: 215 КБ.
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Вывод: по ходу данной лабораторной работы научился производить гомофоническое шифрования, а также сжатие методом Шеннона-Фано.