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1.Couchdb

CouchDB

**CouchDB** — [документо-ориентированная](https://ru.wikipedia.org/wiki/%D0%94%D0%BE%D0%BA%D1%83%D0%BC%D0%B5%D0%BD%D1%82%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%B0%D1%8F_%D0%A1%D0%A3%D0%91%D0%94) [система управления базами данных](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0_%D1%83%D0%BF%D1%80%D0%B0%D0%B2%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F_%D0%B1%D0%B0%D0%B7%D0%B0%D0%BC%D0%B8_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85) с [открытым исходным кодом](https://ru.wikipedia.org/wiki/%D0%9E%D1%82%D0%BA%D1%80%D1%8B%D1%82%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5), не требующая [описания схемы данных](https://ru.wikipedia.org/wiki/%D0%A1%D1%85%D0%B5%D0%BC%D0%B0_%D0%B1%D0%B0%D0%B7%D1%8B_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85), распространяется [свободно](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D0%BE%D0%B1%D0%BE%D0%B4%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5), написана на языке [Erlang](https://ru.wikipedia.org/wiki/Erlang). Впервые вышла в 2005 году, с 2008 года — проект [фонда Apache](https://ru.wikipedia.org/wiki/Apache_Software_Foundation).

Подход[[править](https://ru.wikipedia.org/w/index.php?title=CouchDB&veaction=edit&vesection=1) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=CouchDB&action=edit&section=1)]

Реализована в рамках подхода [NoSQL](https://ru.wikipedia.org/wiki/NoSQL). Для хранения данных используется [JSON](https://ru.wikipedia.org/wiki/JSON), для реализации [MapReduce](https://ru.wikipedia.org/wiki/MapReduce)-запросов — [JavaScript](https://ru.wikipedia.org/wiki/JavaScript). Одной из особенностей СУБД является поддержка [репликации](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D0%BF%D0%BB%D0%B8%D0%BA%D0%B0%D1%86%D0%B8%D1%8F_(%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B8%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%B0%D1%8F_%D1%82%D0%B5%D1%85%D0%BD%D0%B8%D0%BA%D0%B0)) с несколькими ведущими узлами.

CouchDB можно рассматривать как сервер веб-приложений; для реализации этой идеи в CouchDB встроен производительный [веб-сервер](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%81%D0%B5%D1%80%D0%B2%D0%B5%D1%80), а программный код, как и данные, сохраняется в той же базе данных. Для автоматизации работы с приложениями используется утилита CouchApp.

Следуя подходу NoSQL, CouchDB не хранит данные и связи в таблицах. Вместо этого каждая база данных — набор независимых документов. Каждый документ содержит свои собственные данные и независимую схему. Приложение может получить доступ к нескольким базам данных, например, хранящейся на мобильном телефоне пользователя и на сервере. Метаданные документа содержат информацию о версии, позволяя объединять данные и разрешать любые противоречия, которые могли появиться в момент, когда базы данных были разъединены.

Для управления конкурентным доступом используется механизм [MVCC](https://ru.wikipedia.org/wiki/MVCC), благодаря чему возможно избежать необходимости блокировки файла базы данных во время записи. Разрешение конфликтов относится к сфере ответственности логики приложения, разрешение конфликта обычно включает в себя объединение данных в один документ, а затем старый документ удаляется.

Архитектура системы[[править](https://ru.wikipedia.org/w/index.php?title=CouchDB&veaction=edit&vesection=2) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=CouchDB&action=edit&section=2)]

Подобно иным документно-ориентированным СУБД ([Mnesia](https://ru.wikipedia.org/wiki/Mnesia), [Lotus Notes](https://ru.wikipedia.org/wiki/Lotus_Notes), [MongoDB](https://ru.wikipedia.org/wiki/MongoDB)) и в отличие от [реляционных СУБД](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D0%BB%D1%8F%D1%86%D0%B8%D0%BE%D0%BD%D0%BD%D0%B0%D1%8F_%D0%A1%D0%A3%D0%91%D0%94), CouchDB предназначена для работы с полуструктурированной информацией и имеет следующие особенности:

* данные сохраняются не в строках и колонках, а в виде [JSON](https://ru.wikipedia.org/wiki/JSON)-подобных документов, моделью которых является не таблицы, а [деревья](https://ru.wikipedia.org/wiki/%D0%94%D0%B5%D1%80%D0%B5%D0%B2%D0%BE_(%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D1%8F_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2));
* типизация элементов данных, то есть сопоставление отдельным полям документов типов INTEGER, DATE и пр., не поддерживается — вместо этого пользователь может написать функцию-[валидатор](https://ru.wikipedia.org/wiki/%D0%92%D0%B0%D0%BB%D0%B8%D0%B4%D0%B0%D1%82%D0%BE%D1%80_%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B0);
* целостность базы данных обеспечивается исключительно на уровне отдельных записей (но не на уровне связей между ними);
* связи между таблицами или записями принципиально не поддерживаются, соответственно операция объединения (JOIN) между таблицами не определена;
* для построения индексов и выполнения запросов используются функции [представления](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%B5%D0%B4%D1%81%D1%82%D0%B0%D0%B2%D0%BB%D0%B5%D0%BD%D0%B8%D0%B5_(%D0%B1%D0%B0%D0%B7%D1%8B_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85)) (view)[[4]](https://ru.wikipedia.org/wiki/CouchDB#cite_note-Apache.2C_View_Server-4);
* функции-валидаторы, функции-представления, функции-фильтры сохраняются в текстовом виде в самой базе данных;
* эти функции, как правило, написаны на языках [JavaScript](https://ru.wikipedia.org/wiki/JavaScript) или Erlang, а для их выполнения запускается отдельный сервер запросов, взаимодействие с которым происходит посредством [сокетов](https://ru.wikipedia.org/wiki/%D0%A1%D0%BE%D0%BA%D0%B5%D1%82_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D1%8B%D0%B9_%D0%B8%D0%BD%D1%82%D0%B5%D1%80%D1%84%D0%B5%D0%B9%D1%81)) и текстового JSON-[протокола](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D1%82%D0%BE%D0%BA%D0%BE%D0%BB_%D0%BF%D0%B5%D1%80%D0%B5%D0%B4%D0%B0%D1%87%D0%B8_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85);
* каждой базе данных в системе CouchDB соответствует единственное [B-дерево](https://ru.wikipedia.org/wiki/B-%D0%B4%D0%B5%D1%80%D0%B5%D0%B2%D0%BE) (не путать с [двоичным деревом](https://ru.wikipedia.org/wiki/%D0%94%D0%B2%D0%BE%D0%B8%D1%87%D0%BD%D0%BE%D0%B5_%D0%B4%D0%B5%D1%80%D0%B5%D0%B2%D0%BE));
* каждое B-дерево хранится в виде отдельного файла на диске;
* одновременно может быть запущено несколько потоков для чтения базы данных и только один — для записи;
* целостность базы данных обеспечивается только при записи данных на диск;
* представления хранятся в БД и их [индексы](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D0%B4%D0%B5%D0%BA%D1%81_(%D0%B1%D0%B0%D0%B7%D1%8B_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85)) обновляются непрерывно, однако при каждом обновлении функций представления или отображения обновляется всё B-дерево целиком;
* при обработке данных с помощью функций-представлений используется упрощённая модель технологии [MapReduce](https://ru.wikipedia.org/wiki/MapReduce), что позволяет производить[параллельные вычисления](https://ru.wikipedia.org/wiki/%D0%9F%D0%B0%D1%80%D0%B0%D0%BB%D0%BB%D0%B5%D0%BB%D1%8C%D0%BD%D1%8B%D0%B5_%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F), в том числе и на [многоядерном процессоре](https://ru.wikipedia.org/wiki/%D0%9C%D0%BD%D0%BE%D0%B3%D0%BE%D1%8F%D0%B4%D0%B5%D1%80%D0%BD%D1%8B%D0%B9_%D0%BF%D1%80%D0%BE%D1%86%D0%B5%D1%81%D1%81%D0%BE%D1%80);
* [распределение вычислений](https://ru.wikipedia.org/w/index.php?title=%D0%A0%D0%B0%D1%81%D0%BF%D1%80%D0%B5%D0%B4%D0%B5%D0%BB%D0%B5%D0%BD%D0%B8%D0%B5_%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D0%B9&action=edit&redlink=1) на несколько узлов не поддерживается — вместо этого используется [механизм репликации](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D0%BF%D0%BB%D0%B8%D0%BA%D0%B0%D1%86%D0%B8%D1%8F_(%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B8%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%B0%D1%8F_%D1%82%D0%B5%D1%85%D0%BD%D0%B8%D0%BA%D0%B0));
* обработка данных с помощью цепочки последовательных функций [MapReduce](https://ru.wikipedia.org/wiki/MapReduce) не поддерживается;
* поддерживается [вертикальное масштабирование](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D1%80%D1%82%D0%B8%D0%BA%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D0%BC%D0%B0%D1%81%D1%88%D1%82%D0%B0%D0%B1%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5);
* внешний интерфейс ([API](https://ru.wikipedia.org/wiki/API)) к данной СУБД построен на основе архитектуры [REST](https://ru.wikipedia.org/wiki/REST), то есть сама база данных, отдельные записи, отображения и запросы — суть ресурсы, которые имеют уникальный адрес ([URL](https://ru.wikipedia.org/wiki/URL)) и поддерживают операции [GET](https://ru.wikipedia.org/wiki/HTTP#GET), [PUT](https://ru.wikipedia.org/wiki/HTTP#PUT), [POST](https://ru.wikipedia.org/wiki/HTTP#POST), [DELETE](https://ru.wikipedia.org/wiki/HTTP#DELETE);
* поэтому для взаимодействия с базой данных было написано много клиентских библиотек, в том числе на таких языках: [JavaScript](https://ru.wikipedia.org/wiki/JavaScript)[[5]](https://ru.wikipedia.org/wiki/CouchDB#cite_note-5), [PHP](https://ru.wikipedia.org/wiki/PHP), [Ruby](https://ru.wikipedia.org/wiki/Ruby), [Python](https://ru.wikipedia.org/wiki/Python) и[Erlang](https://ru.wikipedia.org/wiki/Erlang);
* взаимодействие между отдельными компонентами СУБД, то есть с серверами представлений осуществляется опять-таки с помощью текстового протокола, а данные передаются в формате JSON; это позволило использовать различные языки программирования для написания этих компонентов — [Java](https://ru.wikipedia.org/wiki/Java), [Python](https://ru.wikipedia.org/wiki/Python), [JavaScript](https://ru.wikipedia.org/wiki/JavaScript) и пр.

.

Управление данными[[править](https://ru.wikipedia.org/w/index.php?title=CouchDB&veaction=edit&vesection=5) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=CouchDB&action=edit&section=5)]

CouchDB управляет коллекцией документов [JSON](https://ru.wikipedia.org/wiki/JSON). Документы организуются по представлениям ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *views*). Представления определяются агрегатными функциями и фильтрами, вычисленными параллельно подобно [MapReduce](https://ru.wikipedia.org/wiki/MapReduce).

Представления хранятся в базе данных, и их [индексы](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D0%B4%D0%B5%D0%BA%D1%81_(%D0%B1%D0%B0%D0%B7%D1%8B_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85)) обновляются непрерывно. CouchDB поддерживает систему представления, которая использует внешние сокет-серверы и протокол, основанный на JSON. Как следствие, серверы представления были разработаны на множестве языков ([JavaScript](https://ru.wikipedia.org/wiki/JavaScript) — по умолчанию, но есть также [PHP](https://ru.wikipedia.org/wiki/PHP), [Ruby](https://ru.wikipedia.org/wiki/Ruby), [Python](https://ru.wikipedia.org/wiki/Python) и [Erlang](https://ru.wikipedia.org/wiki/Erlang)).

**Доступ по HTTP**[[править](https://ru.wikipedia.org/w/index.php?title=CouchDB&veaction=edit&vesection=6) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=CouchDB&action=edit&section=6)]

Приложения взаимодействуют с CouchDB через HTTP. Ниже представлено несколько примеров с использованием утилиты командной строки cURL. Эти примеры предполагают, что CouchDB работает на localhost (127.0.0.1) на порту 5984.

|  |  |  |
| --- | --- | --- |
| **Действие** | **Запрос** | **Ответ** |
| Доступ к информации о сервере | curl http://127.0.0.1:5984/ | {  "couchdb": "Welcome",  "version":"1.1.0"  } |
| Создание базы данных под именем **wiki** | curl -X PUT http://127.0.0.1:5984/wiki | {"ok": **true**} |
| Попытка создать вторую базу данных под названием **wiki** | curl -X PUT http://127.0.0.1:5984/wiki | {  "error":"file\_exists",  "reason":"The database could not be created, the file already exists."  } |
| Получаем информацию о базе данных **wiki** | curl http://127.0.0.1:5984/wiki | {  "db\_name": "wiki",  "doc\_count": 0,  "doc\_del\_count": 0,  "update\_seq": 0,  "purge\_seq": 0,  "compact\_running": **false**,  "disk\_size": 79,  "instance\_start\_time": "1272453873691070",  "disk\_format\_version": 5  } |
| Удаление базы данных **wiki** | curl -X DELETE http://127.0.0.1:5984/wiki | {"ok": **true**} |
| Создаем документ, прося CouchDB, чтобы предоставил id документа | curl -X POST -H "Content-Type: application/json" --data **\**  '{ "text" : "Wikipedia on CouchDB", "rating": 5 }' **\**  http://127.0.0.1:5984/wiki | {  "ok": **true**,  "id": "123BAC",  "rev": "946B7D1C"  } |

### View

Но вернемся к Fucon’у — настал черед создать view, идем в пункт “Temporary View…”:  
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Затем создаем map функцию:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 1  2  3 | function(doc) {    emit(doc.title, doc.genre);  } |

Функция **emit** принимает в качестве параметров ключ и значение, данный параметры могут быть простыми, как в примере выше, или составными — массив или объект. Историю почему функция носит такое имя я рассказать не могу, зваться бы ей push
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Cохраняем view как документ \_design/books с именем genre — таки view это обычный документ в нашей БД, можем его даже пощупать:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10 | {     "\_id": "\_design/books",     "\_rev": "1-532d13f2b2ef9dea495df8230f31b0bf",     "language": "javascript",     "views": {         "genre": {             "map": "function(doc) {\n  emit(doc.title, doc.genre);\n}"         }     }  } |

Результатом нашей работы будет следующий набор данных:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10 | // URL: <http://localhost:5984/simple/_design/books/_view/genre>  // UTF я привел к русскому    {"total\_rows":5,"offset":0,"rows":[    {"id":"44","key":"Будущее, ХХ век. Исследователи","value":"fantastic"},    {"id":"55","key":"Винни-Пух","value":"child"},    {"id":"2","key":"Пикник на обочине","value":"fantastic"},    {"id":"3","key":"Трудно быть богом","value":"fantastic"},    {"id":"1","key":"Улитка на склоне","value":"fantastic"}  ]} |

### Тем кто с SQL знаком

#### **ORDER BY**

CouchDB сортирует выборку по ключу передаваемому в функцию emit первым параметром. Следовательно, если нам надо отсортировать по названию книги, тоmap функцию придется изменить:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 1  2  3 | function(doc) {    emit(doc.title, {title:doc.title, isbn:doc.ISBN});  } |

Так же можно задать составной ключ:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 1  2  3 | function(doc) {    emit([doc.genre, doc.title], {title:doc.title, isbn:doc.ISBN});  } |

Для обратного порядка есть параметр **?descending=true**

#### **WHERE**

Большинство логики ложится непосредственно на функцию map — именно она в ответе за условия поиска:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 1  2  3  4 | function(doc) {      if (doc.authors.length > 1)          emit(doc.\_id, {title:doc.title, isbn:doc.ISBN});  } |

Но так же есть возможность простой фильтрации по ключу:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 1  2  3  4 | function(doc) {      // ключом будет цена книги      emit(doc.price, {title:doc.title, isbn:doc.ISBN});  } |

Получить книги с определенной ценой: **?key=235**  
Получить все книги из диапазона цен: **?startkey=200&endkey=300**

Если у нас составной ключ, то startkey и endkey должны быть составными: **?startkey=[100]&endkey=[300]** (фильтр накладывается лишь на первый элемент составного ключа)

Если мы имеем дело с текстовым ключом, то можно получить конструкцию аналогичную LIKE “Ul%” используя следующий запрос: **?startkey=”ul”&endkey=”UL\ufff0″**.

Порядок сортировки ключей следующий:

` ^ \_ - , ; : ! ? . ' " ( ) [ ] { } @ \* / \ & # % + < = > | ~ $ 0 1 2 3 4 5 6 7 8 9

a A b B c C d D e E f F g G h H i I j J k K l L m M n N o O p P q Q r R s S t T u U v V w W x X y Y z Z

Больше информации о сортировке найдете в wiki: [View сollation](http://wiki.apache.org/couchdb/View_collation)

#### **LIMIT и OFFSET**

Существуют следующие параметры **?limit=5&skip=10**, вроде то что нужно, но, не ведитесь на эту провокацию, CouchDb все равно будет считывать пропущенные документы, но лишь отображать их не будет. Правильным является использование параметра startkey + limit. Алгоритм следующий:

* Выбираем необходимое количество элементов rows\_per\_page + еще один
* Отображаем rows\_per\_page элементов пользователю
* Запасной элемент (его ключ) используем для получения next\_startkey (т.е. ссылки на следующую страницу)
* Ключ первого элемента используем для получения ссылки на предыдущую страницу

#### **SUM, COUNT**

Для подобных вычислений нам понадобится создать reduce функцию, именно она может обработать результаты работы map функции. Давайте вычислим количество книг:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14 | // map  function(doc) {    // ключом будет жанр книги    emit(doc.\_id, doc.title);  }  // reduce  function(keys,values) {      return values.length;  }  // результат  {"rows":[    {"key":null,"value":4}  ]}  // можно еще упростить данный пример |

Или лучше среднюю стоимость книг:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12 | // map  function(doc) {    emit(doc.\_id, doc.price);  }  // reduce  function(keys,values) {      return Math.floor(sum(values)/values.length);  }  // результат  {"rows":[  {"key":null,"value":233}  ]} |

Если надобности в reduce нет, то можно отключить, используя параметр **?reduce=false**

У функции reduce есть еще третий параметр — rereduce. Насколько я понял, в том случае, когда у нас очень большая база, документы в reduce функцию будут поступать пачками, и пока rereduce=false у нас все хорошо, и функция работает как обычно, но когда rereduce=true то к нам на вход попадут в качестве values промежуточные данные вычислений.

#### **GROUP BY**

Для организации группировки нам понадобится reduce функция и параметр **?group=true**. Приведу пример вычисления средней стоимости книг, с группировкой по жанру:

[?](http://anton.shevchuk.name/php/couchdb-for-developers/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  16 | // map  function(doc) {    // ключом будет жанр книги    emit(doc.genre, doc.price);  }    // reduce  function(keys,values) {      return Math.floor(sum(values)/values.length);  }    // результат  {"rows":[  {"key":"child","value":145},  {"key":"fantastic","value":263}  ]} |

Так же возможна группировка по составному ключу, тут пригодится параметр **?group\_level=1**, с его помощью можно указывать уровень группировки, приведу пример из руководства:

2. Anagularjs

# AngularJS — фреймворк для динамических веб-приложений от Google

[Программирование](http://habrahabr.ru/hub/programming/)\*, [JavaScript](http://habrahabr.ru/hub/javascript/)\*, [AngularJS](http://habrahabr.ru/hub/angularjs/)\*

AngularJS создан для тех разработчиков, которые считают, что декларативный стиль лучше подходит для создания UI, а императивный — для написания бизнес-логики.

#### **Дзен Angular**

* Хорошо отделять манипуляцию DOM-ом от логики работы приложения. Это существенно улучшает тестируемость кода.
* Хорошо считать, что автоматизированное тестирование приложения настолько же важно, насколько и написание самого приложения. Тестируемость очень сильно зависит от того, как структурирован код.
* Хорошо отделять разработку клиентской части от серверной. Это позволяет вести разработку параллельно и улучшает повторное использование на обеих сторонах.
* Хорошо, когда фреймворк ведет разработчика по всему циклу разработки приложения: от проектирования UI через написание бизнес-логики к тестированию.
* Хорошо, когда распространенные задачи становятся тривиальными, а сложные — упрощаются.

AngularJS представляет собой комплексный фреймворк. В стандартной поставке он предоставляет следующие возможности:

* Все, что вам нужно для создания CRUD-приложений: data-binding, базовые директивы для шаблонов, валидация форм, роутинг, deep linking, повторное использование компонентов, dependency injection, инструменты для взаимодействия с серверными (RESTful) источниками данных.
* Все, что вам нужно для тестирования: средства для модульного тестирование, end-to-end тестирования, mock-и.
* [Шаблон типового приложения](https://github.com/angular/angular-seed), включающего в себя структуру каталогов и тестовые скрипты.

AngularJS разрабатывается сотрудниками Google и используется, как минимум, в одном сервисе Google —[DoubleClick](http://builtwith.angularjs.org/project/DoubleClick).

#### **Примеры**

Простенькая todo-шка

<div ng-app>

<h2>Todo</h2>

<div ng-controller="TodoCtrl">

<span>{{remaining()}} of {{todos.length}} remaining</span>

[ <a href="" ng-click="archive()">archive</a> ]

<ul class="unstyled">

<li ng-repeat="todo in todos">

<input type="checkbox" ng-model="todo.done">

<span class="done-{{todo.done}}">{{todo.text}}</span>

</li>

</ul>

<form ng-submit="addTodo()">

<input type="text" ng-model="todoText" size="30" placeholder="add new todo here">

<input class="btn-primary" type="submit" value="add">

</form>

</div>

</div>

​

function TodoCtrl($scope) {

$scope.todos = [

{text:'learn angular', done:true},

{text:'build an angular app', done:false}];

$scope.addTodo = function() {

$scope.todos.push({text:$scope.todoText, done:false});

$scope.todoText = '';

};

$scope.remaining = function() {

var count = 0;

angular.forEach($scope.todos, function(todo) {

count += todo.done ? 0 : 1;

});

return count;

};

$scope.archive = function() {

var oldTodos = $scope.todos;

$scope.todos = [];

angular.forEach(oldTodos, function(todo) {

if (!todo.done) $scope.todos.push(todo);

});

};

}

В действии можно посмотреть на главной странице [angularjs.org](http://angularjs.org/). Там же представлен еще ряд примеров:

* «The Basics» — простенькая иллюстрация databinding.
* «Add Some Control» — todo-шка, код которой я привел здесь.
* «Wire up a Backend» — простое приложение создания/хранения/редактирования записей с роутингом и хранением данных в [mongolab](https://mongolab.com/).
* «Create Components» — создание повторно используемых компонентов.

Еще примеры:

* todo ([демо](http://todomvc.com/architecture-examples/angularjs/), [код](https://github.com/addyosmani/todomvc/tree/master/architecture-examples/angularjs)) из [todomvc](http://todomvc.com/) — заодно можно посравнивать с другими фреймворками;
* [builtwith.angularjs.org](http://builtwith.angularjs.org/): 18 (на момент написания поста) приложений, для большинства из которых доступен исходный код;
* [AngularUI](https://github.com/angular-ui/angular-ui) — разные фильтры и директивы (во многом UI-шные) от сторонних разработчиков.

#### **Основные понятия AngularJS**

##### **Директивы**

На директивах держится практически вся декларативная часть AngularJS. Именно они используются для обогащения синтаксиса HTML. В процессе компиляции DOM директивы берутся из HTML и исполняются. Директивы могут добавить какое-то новое поведение и/или модифицировать DOM. В стандартную поставку входит достаточно большое количество директив для построения веб приложений. Но ключевой особенностью является возможность разработки своих директив, за счет чего HTML может быть превращен в DSL.  
  
Директивы именуются с помощью lowerCamelCase, например, ngBind. При использовании директиву необходимо именовать в нижнем регистре с использованием в качестве разделителя одного из спец символов::, -, или \_. По желанию для получения валидного кода можно использовать префиксы x- или data-. Примеры:ng:bind, ng-bind, ng\_bind, x-ng-bind и data-ng-bind.  
  
Директивы могут использоваться как элемент (<my-directive></my-directive>), атрибут (<div my-directive="exp"> </div>), в классе (<div class="my-directive: exp;"></div>) или в комментарии (<!-- directive: my-directive exp -->). Это зависит от того, как конкретная директива была разработана.  
  
[Подробнее о директивах в руководстве разработчика](http://docs.angularjs.org/guide/directive).

##### **Scope-ы**

Scope — это объект, имеющий отношение к модели в приложении. Он является контекстом выполнения для выражений. Scope-ы выстраиваются в иерархическую структуру, похожую на DOM. При этом они наследуют свойства от своих родительских scope-ов.  
  
Scope-ы являются как бы «клеем» между контроллером и представлением. В процессе выполнения фазы связывания шаблона директивы устанавливают наблюдение ($watch) за выражениями в рамках scope. $watchдает директивам возможность реагировать на изменения для отображения обновленного значения или каких-либо других действий. И контроллеры, и директивы имеют ссылку на scope, но не имеют ссылок друг на друга. Так контроллеры изолируются от директив и от DOM-а. За счет этого возрастают возможности по тестированию приложения.  
  
[Подробнее о scope-ах в руководстве разработчика](http://docs.angularjs.org/guide/scope).

##### **Сервисы**

Сервисы — singleton-ы, выполняющие какую-либо конкретную задачу, которая является общей для всех или конкретного веб-приложения. Например, [$http сервис](http://docs.angularjs.org/api/ng.$http), который является оберткой над XMLHttpRequest. Несколько примеров других сервисов (полный список смотрите в [документации](http://docs.angularjs.org/api/)):

* [$compile](http://docs.angularjs.org/api/ng.$compile) — компиляция HTML-строки или части DOM-а в шаблон, связывание шаблона с конкретным scope-ом;
* [$cookies](http://docs.angularjs.org/api/ngCookies.$cookies) — предоставляет доступ на чтение/запись к cookies.
* [$location](http://docs.angularjs.org/api/ng.$location) — работа с адресной строкой
* [$resource](http://docs.angularjs.org/api/ngResource.$resource) — фабрика по созданию ресурсных объектов, предназначенных для взаимодействия с серверными (RESTful) источниками данных;

Для использования сервиса необходимо указать его как зависимость для контроллера, другого сервиса, директивы и т.п. AngularJS позаботится обо всем остальном — создании, разрешении зависимостей и т.п.  
  
[Подробнее о сервисах в руководстве разработчика](http://docs.angularjs.org/guide/dev_guide.services.understanding_services).

##### **Фильтры**

Фильтры предназначены для форматирования данных перед отображением их пользователю, а также фильтрации элементов в коллекциях. Примеры фильтров (полный список можно посмотреть в [документации](http://docs.angularjs.org/api/)):[currency](http://docs.angularjs.org/api/ng.filter:currency), [date](http://docs.angularjs.org/api/ng.filter:date), [orderBy](http://docs.angularjs.org/api/ng.filter:orderBy), [uppercase](http://docs.angularjs.org/api/ng.filter:uppercase). Использование фильтров достаточно традиционно: {{ expression | filter1 | filter2 }}  
  
[Подробнее о фильтрах в руководстве разработчика](http://docs.angularjs.org/guide/dev_guide.templates.filters).

##### **Модули**

Приложения в AngularJS не имеют основного исполняемого метода. Вместо этого модуль выполняет роль декларативного описания того, как приложение должно быть загружено. Благодаря этому, например, при написании сценариев тестирования можно подгрузить дополнительные модули, которые переопределят какие-то настройки, облегчая тем самым комплексное (end-to-end) тестирование.  
  
[Подробнее о модулях в руководстве разработчика](http://docs.angularjs.org/guide/module).

##### **Тестирование**

Как пишут разработчики, для тестирования они сделали очень много в AngularJS, поэтому уже ничего не может извинить вас, если вы не будете тестировать свое приложение :)  
  
Пример тестового e2e сценария:

describe('Buzz Client', function() {

it('should filter results', function() {

input('user').enter('jacksparrow');

element(':button').click();

expect(repeater('ul li').count()).toEqual(10);

input('filterText').enter('Bees');

expect(repeater('ul li').count()).toEqual(1);

});

});

Подробнее о [модульном тестировании](http://docs.angularjs.org/guide/dev_guide.unit-testing) и [e2e тестировании](http://docs.angularjs.org/guide/dev_guide.e2e-testing) в руководстве разработчика.

#### **AngularJS Batarang**

Это [расширение для Chrome](https://github.com/angular/angularjs-batarang/blob/master/README.md), которое облегчает отладку AngularJS приложений. Позволяет работать с иерархией scope-ов, дает возможность профилирования приложения, визуализирует зависимости между сервисами, отображает содержимое scope-ов на странице элементов, позволяет выводить и менять значения в scope из консоли. Хорошее текстовое описание на [странице в github](https://github.com/angular/angularjs-batarang/blob/master/README.md). Хорошее видео на [youtube](https://www.youtube.com/watch?v=q-7mhcHXSfM).

3. Наследование в Javascript

Javascript - очень гибкий язык. В отличие от Java, PHP, C++ и многих других языков, где наследование можно делать одним способом - в javascript таких способов много.

На уровне языка реализовано *наследование на прототипах*. С помощью некоторых трюков можно сделать (хотя и не так удобно, как в Java/C++) наследование на классах, объявить приватные свойства объекта и многое другое.

*Корректность этой статьи*

С момента появления эта статья вызвала критику некоторых профессионалов в javascript. Поэтому появилось это небольшое "пред-введение".

Не всё, происходящее при наследовании в javascript, статья описывает абсолютно корректно. В том числе, упрощено описание таких вещей как activation object, scope, prototype встроенных объектов.

Если Вы хотите максимально корректное и точное описание наследования, содержащее все детали - оно дано в [стандарте языка](http://javascript.ru/ecma), параграфы 13.2 и 15.3. Возможно, хороший вариант - прочитать статью для создания общей картины, а потом - уточнить технические детали, прочитав стандарт.

Упрощения в статье не затрагивают сути происходящего и не играют роли при real-life использовании javascript. Если Вы аргументированно считаете, что это не так - напишите комментарий, буду рад принять его к сведению и дополнить статью.

P.S Комментарии типа "А что будет, если прототип функции сделать числом и почему статья этого не описывает, это неправильная статья" - не принимаются. Не делают такого в real-life.

Обязательно пишите в комментах, если что неправильно или непонятно - на все отвечу и поправлю. Автор.

## [Создание объекта. Функция-конструктор](http://javascript.ru/tutorial/object/inheritance#sozdanie-obekta-funkciya-konstruktor)

Любая функция, кроме некоторых встроенных, может создать объект.

Для этого ее нужно вызвать через директиву new.

Например, функция Animal в примере ниже создаст новый объект.

|  |  |  |
| --- | --- | --- |
| 1 | function Animal(name) { | |
| 2 | this.name = name |

|  |  |  |
| --- | --- | --- |
| 3 | this.canWalk = true | |
| 4 | } |

|  |  |
| --- | --- |
| 5 |  |
| 6 | var animal = new Animal("скотинка") | |

Во время работы функции, вызванной директивой new, новосоздаваемый объект доступен как this, так что можно проставить любые свойства.

В этом примере был создан объект класса Animal, и ему добавлены свойства name иcanWalk. Получилось вот так:

|  |  |
| --- | --- |
| animal.name = 'скотинка' | |
| animal.canWalk = true |

Класс объекта определяется функцией, которая его создала. Для проверки принадлежности классу есть оператор instanceof:

|  |
| --- |
| alert(animal instanceof Animal)  // => true |

Этот оператор иногда не работает, как полагается. Далее мы подробно разберем логику его работы, чтобы понимать, при каком наследовании и как его использовать.

## [Наследование через прототип](http://javascript.ru/tutorial/object/inheritance#nasledovanie-cherez-prototip)

В javascript базовое наследование основано не на классах. То есть, нет такого, что**классы наследуют друг от друга**, а объект класса-потомка получает общие свойства.

Вместо этого **объекты наследуют от объектов** без всяких классов. Наследование на классах можно построить(эмулировать), опираясь на базовое наследование javascript.

Разберем подробнее, что такое наследование от объектов и как оно работает.

### [Свойство prototype и прототип](http://javascript.ru/tutorial/object/inheritance#svoystvo-prototype-i-prototip)

Реализуется наследование через неявную(внутреннюю) ссылку одного объекта на другой, который называется его *прототипом* и в [спецификации](http://javascript.ru/ecma/part8#_Prototype_) обозначается[[prototype]]. Это свойство обычно скрыто от программиста.

Также существует свойство с похожим названием prototype (без квадратных скобок) - оно вспомогательное и указывает, откуда брать прототип при создании объекта.

Когда вы ставите функции Animal свойство Animal.prototype = XXX - вы этим декларируете: "все новые объекты класса Animal будут иметь прототип XXX".

Исходя из [спецификации](http://javascript.ru/ecma) языка, ссылка на прототип объекта[[prototype]] не обязана быть доступной для чтения и изменения.

Однако в реализации javascript, используемой в Gecko-браузерах: Firefox/Mozilla и т.п., эта ссылка является обычным свойством объекта: \_\_proto\_\_.  
В этих браузерах ее можно читать и изменять.

Наследование происходит через скрытое свойство прототип [[prototype]], однако единственный кроссбраузерный способ указать прототип - это использовать свойство prototype функции-конструктора.

Например пусть объект кролик "rabbit" наследует от объекта животное "animal".

В наследовании на прототипах это реализуется как ссылка rabbit.[[prototype]] = animal:
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Ссылка [[prototype]] работает так:

1. Любое запрошенное свойство ищется сначала в rabbit
2. Если свойство там не найдено, то оно ищется в rabbit.[[prototype]], т.е вanimal

Благодаря поиску по прототипу получается, что все функции и переменные, которые были в animal, доступны и в rabbit.

Ссылка на прототип создается оператором new во время создания объекта.

Ее значением становится свойство prototype функции-конструктора. Значение prototype указывает, от кого будут наследовать новые объекты

Прототип работает как резервное хранилище свойств. Если свойства нет у объекта - оно ищется в его прототипе. Получается наследование.

### [Пример](http://javascript.ru/tutorial/object/inheritance#primer)

Сделаем класс, наследующий от Animal - назовем его Rabbit.

Для этого сначала объявим функцию Rabbit.

|  |  |
| --- | --- |
| function Rabbit(name) { | |
| this.name = name |

|  |
| --- |
| } |

Пока что она просто создает объекты Rabbit. Поставим свойство prototype, чтобы новые объекты имели прототип animal (мы объявили этот объект чуть выше):

|  |
| --- |
| Rabbit.prototype = animal |

[Показать исходный код](http://javascript.ru/tutorial/object/inheritance#expandSource)

А теперь - создадим пару кроликов.

|  |  |
| --- | --- |
| 01 | big = new Rabbit('Chuk') |
| 02 | small = new Rabbit('Gek') | |

|  |  |
| --- | --- |
| 03 |  |
| 04 | alert(big.name)  // Chuk | |

|  |  |  |
| --- | --- | --- |
| 05 | alert(small.name) // Gek | |
| 06 |  |

|  |  |  |
| --- | --- | --- |
| 07 | alert(big.canWalk) // true | |
| 08 |  |

|  |  |
| --- | --- |
| 09 | // в Firefox можно еще так |
| 10 | if (big.\_\_proto\_\_) {  // в Firefox \_\_proto\_\_ это [[Prototype]] | |

|  |  |  |
| --- | --- | --- |
| 11 | alert(big.\_\_proto\_\_.name) // скотинка | |
| 12 | } |

Свойство name хранится прямо в объектах Rabbit, а canWalk берется из прототипаanimal.

Так как у обоих кроликов один прототип, то его изменение тут же отразится на обоих.

|  |  |  |
| --- | --- | --- |
| 1 | alert(big.canWalk)  // true | |
| 2 |  |

|  |  |  |
| --- | --- | --- |
| 3 | // поменяли в прототипе | |
| 4 | animal.canWalk = false |

|  |  |
| --- | --- |
| 5 |  |
| 6 | alert(big.canWalk)  // false | |

|  |  |
| --- | --- |
| 7 | alert(small.canWalk)  // false |

#### [**Перекрытие свойств родителя**](http://javascript.ru/tutorial/object/inheritance#perekrytie-svoystv-roditelya)

Запишем свойство canWalk напрямую в объект Rabbit:

|  |  |  |
| --- | --- | --- |
| 1 | animal.canWalk = false | |
| 2 |  |

|  |  |  |
| --- | --- | --- |
| 3 | small.canWalk = true | |
| 4 |  |

|  |  |
| --- | --- |
| 5 | alert(big.canWalk)  // false |
| 6 | alert(small.canWalk)  // true | |

У разных кроликов получилось разное значение canWalk, независимое от родителя.

Таким образом мы реализовали *перекрытие* (override) свойств родительского объекта.

### [Начало цепочки наследования](http://javascript.ru/tutorial/object/inheritance#nachalo-cepochki-nasledovaniya)

Наверху цепочки всегда находится объект встроенного класса Object.

Так получается из-за того, что по умолчанию свойство prototype функции равно пустому объекту new Object().

|  |  |
| --- | --- |
| // Animal.prototype не указан явно, по умолчанию: | |
| Animal.prototype = {} |

Получается такая картинка:

![наследование javascript объект](data:image/jpeg;base64,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)

Это хорошо, потому что у класса Object есть ряд полезных функций: toString(),hasOwnProperty()... А, например в Firefox, есть даже функция toSource(), которая дает исходный код, т.е "полный дамп" объекта.

Благодаря тому, что вверху цепочки наследования стоит Object, все остальные объекты имеют доступ к этому функционалу.

### [Методы объекта](http://javascript.ru/tutorial/object/inheritance#metody-obekta)

При вызове метода - он имеет доступ ко всем данным "своего" объекта.

Для этого в javascript (как, впрочем, и во многих других языках) используется ключевое слово this.

Например мы хотим добавить всем объектам класса Animal функцию перемещения. Для этого запишем в Animal.prototype метод move. Каждый его вызов будет изменять расстояние distance:

|  |  |  |
| --- | --- | --- |
| 1 | Animal.prototype.move = function(n) { | |
| 2 | this.distance = n |

|  |  |  |
| --- | --- | --- |
| 3 | alert(this.distance) | |
| 4 | } |

Теперь если мы сделаем новый объект, то он сможет передвигаться:

|  |  |  |
| --- | --- | --- |
| 1 | var animal = new Animal("животное") | |
| 2 | animal.move(3)   // => 3 |

|  |  |  |
| --- | --- | --- |
| 3 | animal.move(4)   // => 4 | |
| 4 | ... |

При вызове animal.move, интерпретатор находит нужный метод в прототипе animal:Animal.prototype.move и выполняет его, устанавливая this в "текущий" объект.

*this в javascript*

В javascript this работает не так, как в PHP, C, Java.

Значение this ставится на этапе вызова функции и может быть различным, в зависимости от контекста.

Подробнее это описано в статье [как javascript работает с this](http://javascript.ru/tutorial/object/thiskeyword).

Точно также смогут вызывать move и объекты класса Rabbit, так как их прототипом является animal.

Методы класса объявляются в Класс.prototype. Например,Animal.prototype - содержит методы для всех объектов класса Animal.

Альтернативный подход заключается в добавлении методов объекту в его конструкторе.

Объявление move в классе Animal при таком подходе выглядело бы вот так:

|  |  |
| --- | --- |
| 1 | function Animal(n) { |
| 2 | // конструируем объект | |

|  |  |
| --- | --- |
| 3 | ..... |
| 4 | // добавляем методы | |

|  |  |  |
| --- | --- | --- |
| 5 | this.move = function(n) { | |
| 6 | this.distance = n |

|  |  |  |
| --- | --- | --- |
| 7 | alert(this.distance) | |
| 8 | } |

|  |  |
| --- | --- |
| 9 | } |

В наиболее распространенных javascript-библиотеках используется первый подход, т.е добавление методов в прототип.

*Свойства-объекты или "иногда прототип это зло"*

Объявление всех свойств в прототипе может привести к незапланированному разделению одного и того же свойства разными объектами.

Например, объявим объект класса хомяк(Hamster). Метод foundнабирает еду за щеки, набранное хранит в массиве food.

|  |  |  |
| --- | --- | --- |
| 1 | function Hamster() {  } | |
| 2 | Hamster.prototype = { |

|  |  |
| --- | --- |
| 3 | food: [], |
| 4 | found: function(something) { | |

|  |  |  |
| --- | --- | --- |
| 5 | this.food.push(something) | |
| 6 | } |

|  |  |
| --- | --- |
| 7 | } |

Создадим двух хомячков: speedy и lazy и накормим первого:

|  |  |  |
| --- | --- | --- |
| 1 | speedy = new Hamster() | |
| 2 | lazy = new Hamster() |

|  |  |
| --- | --- |
| 3 |  |
| 4 | speedy.found("apple") | |

|  |  |  |
| --- | --- | --- |
| 5 | speedy.found("orange") | |
| 6 |  |

|  |  |
| --- | --- |
| 7 | alert(speedy.food.length) // 2 |
| 8 | alert(lazy.food.length) // 2 (!??) | |

[Открыть этот код в новом окне](http://javascript.ru/files/upload/object/hamster.html)

Как видно - второй хомяк тоже оказался накормленным! В чем дело?

Причина заключается в том, что food не является элементарным значением.

Если при простом присвоении hamster.property="..." меняется свойство property непосредственно в объекте hamster, то при вызовеhamster.food.push(...) - яваскрипт сначала находит свойство food - а так, как в hamster его нет, то оно берется из прототипаHamster.prototype, а затем вызывает для него метод push.

На каком бы хомяке не вызывался hamster.food.push(..) - свойствоfood будет браться одно и то же, из общего прототипа всех хомяков.

Мы получили пример "статического свойства класса". Да, оно бывает полезно. Например, мы можем разделять общую информацию между всеми хомяками посетителя.

Но в данном случае такое ни к чему.

Чтобы разделить данные, неэлементарные свойства обычно присваивают в конструкторе:

|  |  |  |
| --- | --- | --- |
| 1 | function Hamster() { | |
| 2 | this.food = [] |

|  |  |
| --- | --- |
| 3 | } |
| 4 | Hamster.prototype = { | |

|  |  |  |
| --- | --- | --- |
| 5 | food: [], // просто для информации | |
| 6 | found: function(something) { |

|  |  |  |
| --- | --- | --- |
| 7 | this.food.push(something) | |
| 8 | } |

|  |  |
| --- | --- |
| 9 | } |

Теперь у каждого объекта-хомяка будет свой собственный массивfood.

Свойство food в прототипе оставлено как комментарий. Оно не используется, но может быть полезно для удобства документирования.

## [Наследование на классах. Функция extend](http://javascript.ru/tutorial/object/inheritance#nasledovanie-na-klassah-funkciya-extend)

Рабочий вариант наследования на классах, в общем-то, готов.

Для того чтобы объект класса Rabbit унаследовал от класса Animal - нужно

1. Описать Animal
2. Описать Rabbit
3. Унаследовать кролика от объекта Animal:

|  |
| --- |
| Rabbit.prototype = new Animal() |

Однако, у такого подхода есть два недостатка:

1. Для наследования создается совершенно лишний объект new Animal()
2. Конструктор Animal должен предусматривать этот лишний вызов для и при необходимости делать такое "недоживотное", годное лишь на прототип.

К счастью, можно написать такую функцию, которая будет брать два класса и делать первый потомком второго:

|  |  |  |
| --- | --- | --- |
| 1 | function extend(Child, Parent) { | |
| 2 | var F = function() { } |

|  |  |  |
| --- | --- | --- |
| 3 | F.prototype = Parent.prototype | |
| 4 | Child.prototype = new F() |

|  |  |
| --- | --- |
| 5 | Child.prototype.constructor = Child |
| 6 | Child.superclass = Parent.prototype |

|  |  |
| --- | --- |
| 7 | } |

Использовать ее для наследования можно так:

|  |  |
| --- | --- |
| 01 | // создали базовый класс |
| 02 | function Animal(..) { ... } | |

|  |  |
| --- | --- |
| 03 |  |
| 04 | // создали класс | |

|  |  |  |
| --- | --- | --- |
| 05 | // и сделали его потомком базового | |
| 06 | function Rabbit(..)  { ... } |

|  |  |  |
| --- | --- | --- |
| 07 | extend(Rabbit, Animal) | |
| 08 |  |

|  |  |  |
| --- | --- | --- |
| 09 | // добавили в класс Rabbit методы и свойства | |
| 10 | Rabbit.prototype.run = function(..) { ... } |

|  |  |
| --- | --- |
| 11 |  |
| 12 | // все, теперь можно создавать объекты | |

|  |  |  |
| --- | --- | --- |
| 13 | // класса-потомка и использовать методы класса-родителя | |
| 14 | rabbit = new Rabbit(..) |

|  |  |
| --- | --- |
| 15 | rabbit.animalMethod() |

Функция очень удобная и работает "на ура".

Она не создает лишних объектов и в качестве бонуса записывает класс-родитель в свойство потомка superclass - это удобно для вызова родительских методов в конструкторе и при перекрытии методов.

*Как оно работает?*

Есть разные мнения, кто придумал функцию extend, но популяризацией она обязана [Дугласу Крокфорду](http://www.crockford.com/).

Как и почему она все-таки работает - может быть неочевидно даже опытным javascript-специалистам.

Попробуйте понять это, полистав [спецификацию](http://javascript.ru/ecma), особенно параграфы 13.2 и 15.3, а если какие-то вопросы остались - читайте дальше.

Предупреждение. Объяснение сложное, подробное и, вообще говоря, не обязательное, ведь функция "просто работает". Читайте на свой страх и риск.

### [Первая строка. Вспомогательный объект F](http://javascript.ru/tutorial/object/inheritance#pervaya-stroka-vspomogatelnyy-obekt-f)

Здесь мы разберем то, что, вообще говоря, происходит при создании любой функции (и в первой строке extend).
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Этот синтаксис - ни что иное как удобная форма записи для:

|  |
| --- |
| F = new Function() |

Эта строка cоздает новый объект класса Function (встроенный класс javascript).

Конструктор Function хранит ссылку на Function.prototype, который содержит общие свойства функций: call, apply, constructor, toString и т.п. Поэтому F.[[prototype]] = Function.prototype.

Кстати, за счет такого прототипа все функции и имеют доступ к методам call, applyи т.д.

Создание объекта F можно изобразить так:
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На картинке также изображено свойство prototype, которое автоматически устанавливается в new Object(). Свойство constructor также генерируется интерпретатором и показывает обратно, так что по кругу prototype.constructor для функции можно идти бесконечно: F.prototype.constructor === F.

### [Вторая строка. Меняем F.prototype](http://javascript.ru/tutorial/object/inheritance#vtoraya-stroka-menyaem-f-prototype)

Следующая строка устанавливает свойство F.prototype:

|  |
| --- |
| F.prototype = Parent.prototype |

До второй строки свойства имели такие значения:
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Свойство F.prototype указывало на объект new Object() (справа снизу на рисунке).

Теперь значение поменялось, и старый new Object() перестал быть доступен - ни одна ссылка на него не ведет. Поэтому сборщик мусора убивает его.

Вот так изменения отразятся на картине:
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### [Третья строка. Prototype для дочернего класса](http://javascript.ru/tutorial/object/inheritance#tretya-stroka-prototype-dlya-dochernego-klassa)

Следующая строка устанавливает свойство prototype для дочернего класса, чтобы оно служило прототипом всех дочерних объектов.

|  |
| --- |
| Child.prototype = new F() |

При создании объекта класса F, свойство [[prototype]] нового объекта конструктор возьмет из F.prototype:

|  |
| --- |
| (new F).[[prototype]] = (т.к F.prototype==Parent.prototype) = Parent.prototype |

т.е получится такая цепочка присвоения

|  |
| --- |
| Child.prototype.[[prototype]] = (new F).[[prototype]] = Parent.prototype |

Иначе говоря, у нас получилось, что

|  |
| --- |
| Child.prototype = [объект,  прототип которого - Parent.prototype] |

Это присвоение можно изобразить на картинке вот так:
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В правом-нижнем углу - как раз и находится Child.prototype, прототипом которого получился Parent.prototype.

Собственно, наследование уже работает. В самом деле, создадим новый объект классаChild:

|  |
| --- |
| child = new Child(...) |

Вспоминаем, что интерпретатор, выполняя new, ставит child.[[prototype]] = Child.prototype.

Поиск свойств, не найденных в child будет идти по  
child.[[prototype] = Child.prototype = new F().  
Если там не нашли, то интерпретатор будет искать в new F().[[prototype]] = F.prototype = Parent.prototype, то есть, в конечном счете:

|  |
| --- |
| child -> Child.prototype -> Parent.prototype |

.. Что и требовалось получить.

### [Четвертая строка. Поправить свойство constructor](http://javascript.ru/tutorial/object/inheritance#chetvertaya-stroka-popravit-svoystvo-constructor)

Свойство Child.prototype.constructor осталось старое, и его нужно поправить строкой:

|  |
| --- |
| Child.prototype.constructor = Child |

Для каждой функции свойство prototype.constructor всегда должно указывать на саму функцию.

Если это так, то объекты, которые функция создает, тоже будут иметь (через прототип) правильное свойство constructor, указывающее на создавшую их функцию.

Например:

|  |  |
| --- | --- |
| 1 | function Z() {} |
| 2 | alert(Z.prototype.constructor)  // => функция Z | |

|  |  |
| --- | --- |
| 3 |  |
| 4 | z = new Z() | |

|  |  |  |
| --- | --- | --- |
| 5 | //в z нет ничего, но в z.[[prototype]]=Z.prototype есть constructor | |
| 6 | alert(z.constructor)   // => функция Z |

Эта строка extend как раз и проставляет правильное свойство prototype.constructor.

### [Пятая строка. Сохранить суперкласс](http://javascript.ru/tutorial/object/inheritance#pyataya-stroka-sohranit-superklass)

Добавим в класс явную ссылку на родительский класс для удобного обращения к его методам. Понадобится для вызова конструктора родителя или если родительский метод был перекрыт в потомке.

|  |
| --- |
| Child.superclass = Parent.prototype |

## [Вызов родительских методов](http://javascript.ru/tutorial/object/inheritance#vyzov-roditelskih-metodov)

### [Конструктор](http://javascript.ru/tutorial/object/inheritance#konstruktor)

В механизме наследования, разобранном выше, есть одно белое пятно. Это - конструктор.

Хотелось бы, чтобы конструкторы всех родителей вызывались по порядку до конструктора самого объекта.

С наследованием через extend - это очень просто.

Вызов конструктора родителя с теми же аргументами, что были переданы осуществляется так:

|  |  |  |
| --- | --- | --- |
| 1 | function Rabbit(..)  { | |
| 2 | ... |

|  |  |  |
| --- | --- | --- |
| 3 | Rabbit.superclass.constructor.apply(this, arguments) | |
| 4 |  |

|  |  |  |
| --- | --- | --- |
| 5 | ... | |
| 6 | } |

Конечно же, аргументы можно поменять, благо *apply* дает возможность вызвать функцию с любыми параметрами вместо arguments в примере.

### [Любые методы](http://javascript.ru/tutorial/object/inheritance#lyubye-metody)

Аналогично можно вызвать и любой другой метод родительского класса:

|  |
| --- |
| Rabbit.superclass.run.apply(this, ...) |

### [Почему не this.constructor?](http://javascript.ru/tutorial/object/inheritance#pochemu-ne-this-constructor)

В этих примерах везде в явном виде указано имя класса Rabbit, хотя можно бы попробовать указать this.constructor, который должен указывать на Rabbit, т.к объект принадлежит этому классу.

Если так поступить, то будет ошибка при цепочке наследования классов из 3 элементов типа foo -> bar -> zot.

Проиллюстрируем ее на примере:

[Показать исходный код](http://javascript.ru/tutorial/object/inheritance#expandSource)

Последний вызов приведет к ошибке "too much recursion" из-за того, чтоthis.constructor.superclass, к которому идет обращение в функции bar.identityобращается к дочернему классу zot. В результате bar.identity вызывает сама себя в бесконечной рекурсии.

Правильный способ заключается в явном обозначении класса, т.еRabbit.superclass...

### [Оператор instanceOf](http://javascript.ru/tutorial/object/inheritance#operator-instanceof)

Оператор instanceOf проверяет принадлежность объекта классу, проходя по цепочке его прототипов, и используя для сравнения свойство prototype.

Логику его работы можно описать так:

|  |  |  |
| --- | --- | --- |
| 1 | function instanceOf(object, constructor) { | |
| 2 | var o=object |

|  |  |
| --- | --- |
| 3 |  |
| 4 | while (o.\_\_proto\_\_ != null) { | |

|  |  |  |
| --- | --- | --- |
| 5 | if (o.\_\_proto\_\_ === constructor.prototype) return true | |
| 6 | o = o.\_\_proto\_\_ |

|  |  |
| --- | --- |
| 7 | } |
| 8 | return false | |

|  |  |
| --- | --- |
| 9 | } |

Поэтому при правильной структуре прототипов он всегда корректно работает.

У этого оператора есть неприятная особенность при использовании нескольких окон: в разных окнах объекты классов (окружение) разное, поэтому массив из одного окна(фрейма) не будет опознан как Array в другом фрейме.

Впрочем, такая ситуация возникает довольно редко.

## [Полный пример наследования](http://javascript.ru/tutorial/object/inheritance#polnyy-primer-nasledovaniya)

Для окончательной организации удобного javascript-наследования на классе, пригодится функция копирования свойств из объекта src в другой dst:

|  |  |
| --- | --- |
| 01 | // копирует все свойства из src в dst, |
| 02 | // включая те, что в цепочке прототипов src до Object | |

|  |  |
| --- | --- |
| 03 | function mixin(dst, src){ |
| 04 | // tobj - вспомогательный объект для фильтрации свойств, | |

|  |  |  |
| --- | --- | --- |
| 05 | // которые есть у объекта Object и его прототипа | |
| 06 | var tobj = {} |

|  |  |
| --- | --- |
| 07 | for(var x in src){ |
| 08 | // копируем в dst свойства src, кроме тех, которые унаследованы от Object | |

|  |  |  |
| --- | --- | --- |
| 09 | if((typeof tobj[x] == "undefined") || (tobj[x] != src[x])){ | |
| 10 | dst[x] = src[x]; |

|  |  |  |
| --- | --- | --- |
| 11 | } | |
| 12 | } |

|  |  |  |
| --- | --- | --- |
| 13 | // В IE пользовательский метод toString отсутствует в for..in | |
| 14 | if(document.all && !document.isOpera){ |

|  |  |
| --- | --- |
| 15 | var p = src.toString; |
| 16 | if(typeof p == "function" && p != dst.toString && p != tobj.toString && | |

|  |  |  |
| --- | --- | --- |
| 17 | p != "\nfunction toString() {\n    [native code]\n}\n"){ | |
| 18 | dst.toString = src.toString; |

|  |  |  |
| --- | --- | --- |
| 19 | } | |
| 20 | } |

|  |  |
| --- | --- |
| 21 | } |

В полном примере мы создадим класс Animal c методом walk и его насленика Bird, который умеет летать: fly. Функции walk и fly принимают время ходьбы/полета и соответственно увеличивают свойство distance - расстояние до животного:

|  |  |  |
| --- | --- | --- |
| 01 | // ---- родительский класс ---- | |
| 02 |  |

|  |  |  |
| --- | --- | --- |
| 03 | function Animal(name, walkSpeed) { | |
| 04 | this.name = name |

|  |  |  |
| --- | --- | --- |
| 05 | this.walkSpeed = walkSpeed | |
| 06 | } |

|  |  |
| --- | --- |
| 07 |  |
| 08 | // добавляем методы объекта | |

|  |  |  |
| --- | --- | --- |
| 09 | mixin(Animal.prototype, { | |
| 10 |  |

|  |  |  |
| --- | --- | --- |
| 11 | // пример переменной | |
| 12 | distance: 0, |

|  |  |
| --- | --- |
| 13 |  |
| 14 | // пример метода | |

|  |  |
| --- | --- |
| 15 | walk: function(time) { |
| 16 | this.distance = this.distance + time\*this.walkSpeed | |

|  |  |  |
| --- | --- | --- |
| 17 | }, | |
| 18 |  |

|  |  |
| --- | --- |
| 19 | toString: function() { |
| 20 | return this.name+" на расстоянии "+this.distance | |

|  |  |  |
| --- | --- | --- |
| 21 | } | |
| 22 | }) |

|  |  |
| --- | --- |
| 23 |  |
| 24 | // ---- класс наследник ---- | |

|  |  |
| --- | --- |
| 25 |  |
| 26 | function Bird(name, walkSpeed, flySpeed) { | |

|  |  |
| --- | --- |
| 27 | // вызов родительского конструктора |
| 28 | Bird.superclass.constructor.call(this, name, walkSpeed) | |

|  |  |
| --- | --- |
| 29 |  |
| 30 | this.flySpeed = flySpeed | |

|  |  |
| --- | --- |
| 31 | } |
| 32 | extend(Bird, Animal) | |

|  |  |
| --- | --- |
| 33 |  |
| 34 | mixin(Bird.prototype, { | |

|  |  |
| --- | --- |
| 35 | fly: function(time) { |
| 36 | this.distance = this.distance + time\*this.flySpeed | |

|  |  |  |
| --- | --- | --- |
| 37 | } | |
| 38 | }) |

Пример создания объекта-наследника:

|  |  |  |
| --- | --- | --- |
| 1 | bird = new Bird("Птыц", 1, 10) | |
| 2 |  |

|  |  |  |
| --- | --- | --- |
| 3 | bird.walk(3) | |
| 4 |  |

|  |  |  |
| --- | --- | --- |
| 5 | alert(bird) // => Птыц на расстоянии 3 | |
| 6 |  |

|  |  |  |
| --- | --- | --- |
| 7 | bird.fly(2) | |
| 8 |  |

|  |  |
| --- | --- |
| 9 | alert(bird) // => Птыц на расстоянии 23 |

Конечно же, вызовы extend и mixin можно объединить в одну функцию. В примере это не сделано для наглядности происходящего.

### [Private члены](http://javascript.ru/tutorial/object/inheritance#private-chleny)

При наследовании можно организовать "настоящие" приватные члены класса. Для этого, однако, придется объявлять все методы не отдельно от конструктора, а внутри него:

|  |  |  |
| --- | --- | --- |
| 01 | function extend(Child, Parent) { | |
| 02 | var F = function() { } |

|  |  |  |
| --- | --- | --- |
| 03 | F.prototype = Parent.prototype | |
| 04 | Child.prototype = new F() |

|  |  |
| --- | --- |
| 05 | Child.prototype.constructor = Child |
| 06 | Child.superclass = Parent.prototype |

|  |  |  |
| --- | --- | --- |
| 07 | } | |
| 08 |  |

|  |  |  |
| --- | --- | --- |
| 09 | // ---- родительский класс ---- | |
| 10 |  |

|  |  |  |
| --- | --- | --- |
| 11 | function Animal(name, walkSpeed) { | |
| 12 |  |

|  |  |  |
| --- | --- | --- |
| 13 | // объявить приватную переменную | |
| 14 | var speed = walkSpeed |

|  |  |
| --- | --- |
| 15 |  |
| 16 | // объявить открытую переменную | |

|  |  |  |
| --- | --- | --- |
| 17 | this.distance = 0 | |
| 18 |  |

|  |  |  |
| --- | --- | --- |
| 19 | // добавить метод, использующий private speed | |
| 20 | this.walk = function(time) { |

|  |  |  |
| --- | --- | --- |
| 21 | this.distance = this.distance + time\*speed | |
| 22 | } |

|  |  |
| --- | --- |
| 23 |  |
| 24 | // добавить метод, использующий private name | |

|  |  |
| --- | --- |
| 25 | this.toString = function() { |
| 26 | return name+" на расстоянии "+this.distance | |

|  |  |  |
| --- | --- | --- |
| 27 | } | |
| 28 | } |

|  |  |
| --- | --- |
| 29 |  |
| 30 |  |

|  |  |  |
| --- | --- | --- |
| 31 | // ---- класс наследник ---- | |
| 32 |  |

|  |  |  |
| --- | --- | --- |
| 33 | function Bird(name, walkSpeed, flySpeed) { | |
| 34 | // вызов родительского конструктора |

|  |  |  |
| --- | --- | --- |
| 35 | Bird.superclass.constructor.call(this, name, walkSpeed) | |
| 36 |  |

|  |  |
| --- | --- |
| 37 | this.fly = function(time) { |
| 38 | this.distance = this.distance + time\*flySpeed | |

|  |  |  |
| --- | --- | --- |
| 39 | } | |
| 40 | } |

|  |  |  |
| --- | --- | --- |
| 41 | extend(Bird, Animal) | |
| 42 |  |

|  |  |
| --- | --- |
| 43 |  |
| 44 | bird = new Bird("Птыц", 1, 10) | |

|  |  |
| --- | --- |
| 45 |  |
| 46 | bird.walk(3) | |

|  |  |
| --- | --- |
| 47 |  |
| 48 | alert(bird) // => Птыц на расстоянии 3 | |

|  |  |
| --- | --- |
| 49 |  |
| 50 | bird.fly(2) | |

|  |  |
| --- | --- |
| 51 |  |
| 52 | alert(bird) // => Птыц на расстоянии 23 | |

Приватными являются все свойства, которые доступны только из внутренних методов объекта через механизм замыкания [(см. статью о функциях javascript)](http://javascript.ru/basic/functions).

Это свойства, явно объявленные через var, плюс аргументы конструктора.

При таком способе объявления - все свойства и методы записываются не в прототип объекта, а в сам объект.

Поэтому, если объектов создается очень много, то это сопряжено с дополнительными расходами памяти на хранение множества копий методов - свой код функции для каждого объекта, а не один в прототипе на всех. Обычно же эти расходы можно во внимание не принимать.

### [Protected члены](http://javascript.ru/tutorial/object/inheritance#protected-chleny)

Если Вы использовали ООП в других языках программирования, то наверняка знаете, что чаще делаются не private свойства, а protected, т.е такие, к которым могут получить доступ наследники. Javascript не предоставляет синтаксиса для создания protected свойств, поэтому их просто помечают подчеркиванием в начале.

Например,

|  |  |  |
| --- | --- | --- |
| 01 | function Animal(name) { | |
| 02 |  |

|  |  |  |
| --- | --- | --- |
| 03 | var privateVariable = 0 | |
| 04 |  |

|  |  |  |
| --- | --- | --- |
| 05 | this.\_protectedName = name | |
| 06 |  |

|  |  |  |
| --- | --- | --- |
| 07 | this.\_protectedMethod = function(..) { | |
| 08 | ... alert(privateVariable).. |

|  |  |  |
| --- | --- | --- |
| 09 | } | |
| 10 |  |

|  |  |  |
| --- | --- | --- |
| 11 | this.publicMethod = function() { ... } | |
| 12 | } |

Все функции, объявленные внутри конструктора, имеют доступ к приватным свойствам и, конечно же, к защищенным и публичным.

Ограничение доступа к таким "защищенным" свойствам не жесткое и остается на совести программиста.

## [Фабрика объектов (мой любимый способ)](http://javascript.ru/tutorial/object/inheritance#factory)

Есть альтернативный способ наследования, который вообще не требует вызова new.

При этом объекты создаются с помощью "фабричных функций" (factory function). Например, в следующем примере это функция Animal, которая производит некие действия и возвращает объект.

|  |  |  |
| --- | --- | --- |
| 01 | function Animal(name) { | |
| 02 | var speed = 10 |

|  |  |
| --- | --- |
| 03 | return { |
| 04 | name: name, | |

|  |  |
| --- | --- |
| 05 | run: function(distance) { |
| 06 | return distance / speed | |

|  |  |  |
| --- | --- | --- |
| 07 | } | |
| 08 | } |

|  |  |
| --- | --- |
| 09 | } |
| 10 | pet1 = Animal() | |

|  |  |
| --- | --- |
| 11 | pet2 = Animal() |

Через замыкания [(о функциях и замыканиях)](http://javascript.ru/basic/functions) организуются "приватные" члены класса. В примере выше доступ к переменной speed возможен только из функции run.

Задача фабрики объектов - создать объект и инициализировать его.

### [Создание потомка](http://javascript.ru/tutorial/object/inheritance#sozdanie-potomka)

Для создания потомка фабрика объектов просто модифицирует объект, создаваемой функцией-родителем.

Рассмотрим пример с созданием Rabbit - потомка Animal:

|  |  |  |
| --- | --- | --- |
| 01 | function Rabbit(name) { | |
| 02 |  |

|  |  |
| --- | --- |
| 03 | // вызвать конструктор родителя, |
| 04 | // получить родительский объект в me | |

|  |  |  |
| --- | --- | --- |
| 05 | var me = Animal(name) | |
| 06 |  |

|  |  |  |
| --- | --- | --- |
| 07 | // добавить приватную переменную | |
| 08 | var jumps = 0 |

|  |  |
| --- | --- |
| 09 |  |
| 10 | /\* добавить новые методы к me \*/ | |

|  |  |
| --- | --- |
| 11 | me.jump = function() { jumps++ } |
| 12 | me.getJumps = function() { return jumps } | |

|  |  |
| --- | --- |
| 13 |  |
| 14 | // поставить правильное свойство конструктора | |

|  |  |  |
| --- | --- | --- |
| 15 | // (делаем вид, что объект создали мы, а не Animal) | |
| 16 | me.constructor = arguments.callee |

|  |  |
| --- | --- |
| 17 |  |
| 18 | return me | |

|  |  |
| --- | --- |
| 19 | } |

При создании потомка фабричная функция делает следующее:

1. Создает объект родительского класса
2. Присваивает ему публичные свойства и методы
3. Меняет свойство constructor объекта на себя
   * этот шаг можно пропустить (см дальше)

Кроме того, при необходимости через var объявляются собственные приватные члены, к которым будут иметь доступы все функции, объявленные внутри фабричной.

Фактически, функция берет другой объект и добавляет ему свои методы. Из-за этого такую реализацию наследования иногда называют**паразитическим наследованием**.

Почему этот способ мой любимый?

Во-первых, потому, что именно такой стиль ООП, как мне кажется, наиболее соответствует по духу яваскрипт.

Он прост и понятен.

В нем есть приватные переменные, которые замечательно сжимаются [javascript-минификатором](http://javascript.ru/optimize/javascript-compression), что существенно сокращает объем скачиваемого посетителем кода и увеличивает производительность, т.к интерпретатор javascript быстрее работает с короткими именами переменных.

### [instanceof ?](http://javascript.ru/tutorial/object/inheritance#instanceof)

К сожалению, метод instanceof при таком наследовании не работает, так как он завязан на [[prototype]] объекта. Фактически, вызов instanceof A просто проверяет, есть ли в цепочке прототипов объекта класс A.

Свойство constructor, которое было присвоено на 3м шаге, как раз и служит для эмуляции instanceof:

|  |
| --- |
| alert(rabbit.constructor === Rabbit) // => true |

Более сложная реализация наследования не присваивает constructor, а добавляет его в специальный список. Функция-аналог instanceofпроверяет всю цепочку и выдает, есть ли в ней искомый класс.

При таком наследовании часто применяют альтернативный подход кinstanceOf: проверку на нужный метод.

Как часто описывают такой способ - ".. Если объект умеет крякать, значит это утка. Кому какое дело что он на самом деле..":

|  |  |
| --- | --- |
| 1 | if (arr.splice) { |
| 2 | // умеет splice, значит это массив | |

|  |  |  |
| --- | --- | --- |
| 3 | // вообще, какая разница, что это за объект на самом деле, | |
| 4 | // то, что надо, он умеет - пользуем.. |

|  |  |  |
| --- | --- | --- |
| 5 | .. arr.splice(..) .. | |
| 6 | } |

### [Вызов свойств родителя](http://javascript.ru/tutorial/object/inheritance#vyzov-svoystv-roditelya)

В наследовании через классы свойства родителя доступны через superclass.

Здесь - чтобы получить доступ к методу родительского объекта, его обычно копируют куда-нибудь в замыкание. Например:

|  |  |
| --- | --- |
| 01 | function Rabbit(name) { |
| 02 | var me = animal(name) | |

|  |  |
| --- | --- |
| 03 |  |
| 04 | var jumps = 0 | |

|  |  |
| --- | --- |
| 05 |  |
| 06 | me.jump = function() { jumps++ } | |

|  |  |  |
| --- | --- | --- |
| 07 | me.getJumps = function() { return jumps } | |
| 08 |  |

|  |  |  |
| --- | --- | --- |
| 09 | // скопировать метод run родителя в замыкание | |
| 10 | var super\_run = me.run |

|  |  |
| --- | --- |
| 11 |  |
| 12 | /\* перекрыть метод \*/ | |

|  |  |  |
| --- | --- | --- |
| 13 | me.run = function(distance) { | |
| 14 | this.jump() |

|  |  |
| --- | --- |
| 15 |  |
| 16 | // вызвать родительский метод | |

|  |  |  |
| --- | --- | --- |
| 17 | return super\_run.call(this, distance) | |
| 18 | } |

|  |  |  |
| --- | --- | --- |
| 19 | return me | |
| 20 | } |

Таким образом нужно сделать "бэкап" всех нужных свойств.

Пожалуй, все основные моменты разобрали. В общем, фабрика объектов - простой и удобный способ наследования, работающий принципиально по-другому, нежели классы.

4.Область видимости, Контекст, call, apply

#### **Что такое область видимости?**

В JS область видимости – это текущий контекст в коде. ОВ могут быть определены локально или глобально. Ключ к написанию пуленепробиваемого кода – понимание ОВ. Давайте разбираться, где переменные и функции доступны, как менять контекст в коде и писать более быстрый и поддерживаемый код (который и отлаживать быстрее). Разбираться с ОВ просто – задаём себе вопрос, в какой из ОВ мы сейчас находимся, в А или в Б?

#### **Что есть глобальная/локальная ОВ?**

Не написав ни строчки кода, мы уже находимся в глобальной ОВ. Если мы сразу определяем переменную, она находится в глобальной ОВ.

// глобальная ОВ

var name = 'Todd';

Глобальная ОВ – ваш лучший друг и худший кошмар. Обучаясь работе с разными ОВ, вы не встретите проблем с глобальной ОВ, разве что вы увидите пересечения имён. Часто можно услышать «глобальная ОВ – это плохо», но нечасто можно получить объяснение – почему. ГОВ – не плохо, вам нужно её использовать при создании модулей и API, которые будут доступны из разных ОВ, просто нужно использовать её на пользу и аккуратно.  
  
Все мы использовали jQuery. Как только мы пишем

jQuery('.myClass');

мы получаем доступ к jQuery в глобальной ОВ, и мы можем назвать этот доступ пространством имён. Иногда термин «пространство имён» используют вместо термина ОВ, однако обычно им обозначают ОВ самого уровня. В нашем случае jQuery находится в глобальной ОВ, и является нашим пространством имён. Пространство имён jQuery определено в глобальной ОВ, которая работает как ПИ для библиотеки jQuery, в то время как всё её содержимое наследуется от этого ПИ.

#### **Что такое локальная ОВ?**

Локальной ОВ называют любую ОВ, определённую после глобальной. Обычно у нас есть одна ГОВ, и каждая определяемая функция несёт в себе локальную ОВ. Каждая функция, определённая внутри другой функции, имеет своё локальное ОВ, связанное с ОВ внешней функции.  
  
Если я определю функции и задам внутри переменные, они принадлежат локальной ОВ. Пример:

// ОВ A: глобальная

var myFunction = function () {

// ОВ B: локальная

};

Все переменные из ЛОВ не видны в ГОВ. К ним нельзя получить доступ снаружи напрямую. Пример:

var myFunction = function () {

var name = 'Todd';

console.log(name); // Todd

};

// ReferenceError: name is not defined

console.log(name);

Переменная “name” относится к локальной ОВ, она не видна снаружи и поэтому не определена. 

#### **Функциональная ОВ.**

Все локальные ОВ создаются только в функциональных ОВ, они не создаются циклами типа for или while или директивами типа if или switch. Новая функция – новая область видимости. Пример:

// ОВ A

var myFunction = function () {

// ОВ B

var myOtherFunction = function () {

// ОВ C

};

};

Так просто можно создать новую ОВ и локальные переменные, функции и объекты.

#### **Лексическая ОВ**

Если одна функция определена внутри другой, внутренняя имеет доступ к ОВ внешней. Это называется «лексической ОВ», или «замыканием», или ещё «статической ОВ». 

var myFunction = function () {

var name = 'Todd';

var myOtherFunction = function () {

console.log('My name is ' + name);

};

console.log(name);

myOtherFunction(); // вызов функции

};

// Выводит:

// `Todd`

// `My name is Todd`

С лексической ОВ довольно просто работать – всё, что определено в ОВ родителя, доступно в ОВ ребенка. К примеру:

var name = 'Todd';

var scope1 = function () {

// name доступно здесь

var scope2 = function () {

// name и здесь

var scope3 = function () {

// name и даже здесь!

};

};

};

В обратную сторону это не работает:

// name = undefined

var scope1 = function () {

// name = undefined

var scope2 = function () {

// name = undefined

var scope3 = function () {

var name = 'Todd'; // локальная ОВ

};

};

};

Всегда можно вернуть ссылку на “name”, но не саму переменную.

#### **Последовательности ОВ**

Последовательности ОВ определяют ОВ любой выбранной функции. У каждой определяемой функции есть своя ОВ, и каждая функция, определяемая внутри другой, имеет свой ОВ, связанный с ОВ внешней – это и есть последовательность, или цепочка. Позиция в коде определяет ОВ. Определяя значение переменной, JS идёт от самой глубоко вложенной ОВ наружу, пока не найдёт искомую функцию, объект или переменную.

#### **Замыкания**

Живут в тесном союзе с лексическими ОВ. Хорошим примером использования является возврат ссылки на функцию. Мы можем возвращать наружу разные ссылки, которые делают возможным доступ к тому, что было определено внутри.

var sayHello = function (name) {

var text = 'Hello, ' + name;

return function () {

console.log(text);

};

};

Чтобы вывести на экран текст, недостаточно просто вызвать функцию sayHello:

sayHello('Todd'); // тишина

Функция возвращает функцию, поэтому её надо сначала присвоить, а потом вызвать:

var helloTodd = sayHello('Todd');

helloTodd(); // вызывает замыкание и выводит 'Hello, Todd'

Можно конечно вызвать замыкание и напрямую:

sayHello('Bob')(); // вызывает замыкание без присваивания

В AngularJS используются подобные вызовы в методеs $compile, где нужно передавать ссылку на текущую ОВ:

$compile(template)(scope);

Можно догадаться, что упрощённо их код выглядит примерно так:

var $compile = function (template) {

// всякая магия

// без доступа к scope

return function (scope) {

// здесь есть доступ и к `template` и к `scope`

};

};

Функция не обязана ничего возвращать, чтобы быть замыканием. Любой доступ к переменным извне текущей ОВ создаёт замыкание.

#### **ОВ и 'this'**

Каждая ОВ назначает своё значение переменной “this”, в зависимости от способа вызова функции. Мы все использовали ключевое слово this, но не все понимают, как оно работает и какие есть отличия при вызовах. По умолчанию, оно относится к объекту самой внешней ОВ, текущему окну. Пример того, как разные вызовы меняют значения this:

var myFunction = function () {

console.log(this); // this = глобальное, [объект Window]

};

myFunction();

var myObject = {};

myObject.myMethod = function () {

console.log(this); // this = текущий объект { myObject }

};

var nav = document.querySelector('.nav'); // <nav class="nav">

var toggleNav = function () {

console.log(this); // this = элемент <nav>

};

nav.addEventListener('click', toggleNav, false);

Встречаются и проблемы со значением this. В следующем примере внутри одной и той же функции значение и ОВ могут меняться:

var nav = document.querySelector('.nav'); // <nav class="nav">

var toggleNav = function () {

console.log(this); // <nav> element

setTimeout(function () {

console.log(this); // [объект Window]

}, 1000);

};

nav.addEventListener('click', toggleNav, false);

Здесь мы создали новую ОВ, которая вызывается не из обработчика событий, а значит, относится к объекту window. Можно, например, запоминать значение this в другой переменной, чтобы не возникало путаницы:

var nav = document.querySelector('.nav'); // <nav class="nav">

var toggleNav = function () {

var that = this;

console.log(that); // элемент <nav>

setTimeout(function () {

console.log(that); // элемент <nav>

}, 1000);

};

nav.addEventListener('click', toggleNav, false);

#### **Меняем ОВ при помощи .call(), .apply() и .bind()**

Иногда есть необходимость менять ОВ в зависимости от того, что вам нужно.   
В примере:

var links = document.querySelectorAll('nav li');

for (var i = 0; i < links.length; i++) {

console.log(this); // [объект Window]

}

Значение this не относится к перебираемым элементам, мы ничего не вызываем и не меняем ОВ. Давайте посмотрим, как мы можем менять ОВ (точнее, мы меняем контекст вызова функций).

#### **.call() and .apply()**

Методы .call() и .apply() позволяют передавать ОВ в функцию:

var links = document.querySelectorAll('nav li');

for (var i = 0; i < links.length; i++) {

(function () {

console.log(this);

}).call(links[i]);

}

В результате в this передаются значения перебираемых элементов. Метод .call(scope, arg1, arg2, arg3) принимает список аргументов, разделённых запятыми, а метод .apply(scope, [arg1, arg2]) принимает массив аргументов.  
  
Важно помнить, что методы .call() или .apply() вызывают функции, поэтому вместо

myFunction(); // вызывает myFunction

позвольте .call() вызвать функцию и передать параметр:

myFunction.call(scope);

#### **.bind()**

.bind() не вызывает функцию, а просто привязывает значения переменных перед её вызовом. Как вы знаете, мы не можем передавать параметры в ссылки на функции:

// работает

nav.addEventListener('click', toggleNav, false);

// приводит к немедленному вызову функции

nav.addEventListener('click', toggleNav(arg1, arg2), false);

Это можно исправить, создав новую вложенную функцию:

nav.addEventListener('click', function () {

toggleNav(arg1, arg2);

}, false);

Но тут опять происходит изменение ОВ, создание лишней функции, что негативно отразится на быстродействии. Поэтому мы используем .bind(), в результате мы можем передавать аргументы так, чтобы не происходило вызова функции:

nav.addEventListener('click', toggleNav.bind(scope, arg1, arg2), false);

5. Замыкания, самовызывающиеся функции, Инкапсуляция в Javascript

#### **Замыкания**

Живут в тесном союзе с лексическими ОВ. Хорошим примером использования является возврат ссылки на функцию. Мы можем возвращать наружу разные ссылки, которые делают возможным доступ к тому, что было определено внутри.

var sayHello = function (name) {

var text = 'Hello, ' + name;

return function () {

console.log(text);

};

};

Чтобы вывести на экран текст, недостаточно просто вызвать функцию sayHello:

sayHello('Todd'); // тишина

Функция возвращает функцию, поэтому её надо сначала присвоить, а потом вызвать:

var helloTodd = sayHello('Todd');

helloTodd(); // вызывает замыкание и выводит 'Hello, Todd'

Можно конечно вызвать замыкание и напрямую:

sayHello('Bob')(); // вызывает замыкание без присваивания

В AngularJS используются подобные вызовы в методеs $compile, где нужно передавать ссылку на текущую ОВ:

$compile(template)(scope);

Можно догадаться, что упрощённо их код выглядит примерно так:

var $compile = function (template) {

// всякая магия

// без доступа к scope

return function (scope) {

// здесь есть доступ и к `template` и к `scope`

};

};

Функция не обязана ничего возвращать, чтобы быть замыканием. Любой доступ к переменным извне текущей ОВ создаёт замыкание.

#### **Приватные и публичные ОВ**

В JavaScript, в отличии от многих других языков, нет понятий публичных и приватных ОВ, но мы можем их эмулировать при помощи замыканий. Для создания приватной ОВ мы можем обернуть наши функции в другие функции.

(function () {

// здесь приватная ОВ

})();

Добавим функциональности:

(function () {

var myFunction = function () {

// делаем здесь, что нужно

};

})();

Но вызвать эту функцию напрямую нельзя:

(function () {

var myFunction = function () {

// делаем здесь, что нужно

};

})();

myFunction(); // Uncaught ReferenceError: myFunction is not defined

Вот вам и приватная ОВ. Если вам нужна публичная ОВ, воспользуемся следующим трюком. Создаём пространство имён Module, которое содержит всё, относящееся к данному модулю:

// определяем модуль

var Module = (function () {

return {

myMethod: function () {

console.log('myMethod has been called.');

}

};

})();

// вызов методов модуля

Module.myMethod();

Директива return возвращает методы, доступные публично, в глобальной ОВ. При этом они относятся к нужному пространству имён. Модуль Module может содержать столько методов, сколько нужно.

// определяем модуль

var Module = (function () {

return {

myMethod: function () {

},

someOtherMethod: function () {

}

};

})();

// вызов методов модуля

Module.myMethod();

Module.someOtherMethod();

Не нужно стараться вываливать все методы в глобальную ОВ и загрязнять её. Вот так можно организовать приватную ОВ, не возвращая функции:

var Module = (function () {

var privateMethod = function () {

};

return {

publicMethod: function () {

}

};

})();

Мы можем вызвать publicMethod, но не можем privateMethod – он относится к приватной ОВ. В эти функции можно засунуть всё что угодно — addClass, removeClass, вызовы Ajax/XHR, Array, Object, и т.п.  
  
Интересный поворот в том, что внутри одной ОВ все функции имеют доступ к любым другим, поэтому из публичных методов мы можем вызывать приватные, которые в глобальной ОВ недоступны:

var Module = (function () {

var privateMethod = function () {

};

return {

publicMethod: function () {

// есть доступ к методу `privateMethod`:

// privateMethod();

}

};

})();

Это повышает интерактивность и безопасность кода. Ради безопасности не стоит вываливать все функции в глобальную ОВ, чтобы функции, которые вызывать не нужно, не вызвали бы ненароком.  
  
Пример возврата объекта с использованием приватных и публичных методов:

var Module = (function () {

var myModule = {};

var privateMethod = function () {

};

myModule.publicMethod = function () {

};

myModule.anotherPublicMethod = function () {

};

return myModule; // returns the Object with public methods

})();

// использование

Module.publicMethod();

Удобно начинать название приватных методов с подчёркивания, чтобы визуально отличать их от публичных:

var Module = (function () {

var \_privateMethod = function () {

};

var publicMethod = function () {

};

})();

Удобно также возвращать методы списком, возвращая ссылки на функции:

var Module = (function () {

var \_privateMethod = function () {

};

var publicMethod = function () {

};

return {

publicMethod: publicMethod,

anotherPublicMethod: anotherPublicMethod

}

})();

6. Основы и особенности javascript. Типы данных. 'use strict'. Всплытия (hoisting). Работа с DOM.

## [Структура кода](https://learn.javascript.ru/javascript-specials" \l "структура-кода)

Операторы разделяются точкой с запятой:

alert('Привет'); alert('Мир');

Как правило, перевод строки тоже подразумевает точку с запятой. Так тоже будет работать:

alert('Привет')

alert('Мир')

…Однако, иногда JavaScript не вставляет точку с запятой. Например:

var a = 2

+3

alert(a); // 5

Бывают случаи, когда это ведёт к ошибкам, которые достаточно трудно найти и исправить, например:

alert("После этого сообщения будет ошибка")

[1, 2].forEach(alert)

Детали того, как работает код выше (массивы [...] и forEach) мы скоро изучим, здесь важно то, что при установке точки с запятой после alert он будет работать корректно.

**Поэтому в JavaScript рекомендуется точки с запятой ставить. Сейчас это, фактически, общепринятый стандарт.**

Поддерживаются однострочные комментарии // ... и многострочные /\* ... \*/:

Подробнее: [Структура кода](https://learn.javascript.ru/structure).

## [Переменные и типы](https://learn.javascript.ru/javascript-specials" \l "переменные-и-типы)

* Объявляются директивой var. Могут хранить любое значение:
* var x = 5;

x = "Петя";

* Есть 5 «примитивных» типов и объекты:
* x = 1; // число
* x = "Тест"; // строка, кавычки могут быть одинарные или двойные
* x = true; // булево значение true/false
* x = null; // спец. значение (само себе тип)

x = undefined; // спец. значение (само себе тип)

Также есть специальные числовые значения Infinity (бесконечность) и NaN.

Значение NaN обозначает ошибку и является результатом числовой операции, если она некорректна.

* **Значение null не является «ссылкой на нулевой адрес/объект» или чем-то подобным. Это просто специальное значение.**

Оно присваивается, если мы хотим указать, что значение переменной неизвестно.

Например:

var age = null; // возраст неизвестен

* **Значение undefined означает «переменная не присвоена».**

Например:

var x;

alert( x ); // undefined

Можно присвоить его и явным образом: x = undefined, но так делать не рекомендуется.

Про объекты мы поговорим в главе [Объекты как ассоциативные массивы](https://learn.javascript.ru/object), они в JavaScript сильно отличаются от большинства других языков.

* В имени переменной могут быть использованы любые буквы или цифры, но цифра не может быть первой. Символы доллар $ и подчёркивание \_ допускаются наравне с буквами.

Подробнее: [Переменные](https://learn.javascript.ru/variables), [Шесть типов данных, typeof](https://learn.javascript.ru/types-intro).

## [Строгий режим](https://learn.javascript.ru/javascript-specials" \l "строгий-режим)

Для того, чтобы интерпретатор работал в режиме максимального соответствия современному стандарту, нужно начинать скрипт директивой 'use strict';

'use strict';

...

Эта директива может также указываться в начале функций. При этом функция будет выполняться в режиме соответствия, а на внешний код такая директива не повлияет.

Одно из важных изменений в современном стандарте — все переменные нужно объявлять через var. Есть и другие, которые мы изучим позже, вместе с соответствующими возможностями языка.

## [Взаимодействие с посетителем](https://learn.javascript.ru/javascript-specials" \l "взаимодействие-с-посетителем)

Простейшие функции для взаимодействия с посетителем в браузере:

[**prompt(вопрос[, по\_умолчанию])**](https://developer.mozilla.org/en/DOM/window.prompt)

Задать вопрос и возвратить введённую строку, либо null, если посетитель нажал «Отмена».

[**confirm(вопрос)**](https://developer.mozilla.org/en/DOM/window.confirm)

Задать вопрос и предложить кнопки «Ок», «Отмена». Возвращает, соответственно, true/false.

[**alert(сообщение)**](https://developer.mozilla.org/en/DOM/window.alert)

Вывести сообщение на экран.

Все эти функции являются модальными, т.е. не позволяют посетителю взаимодействовать со страницей до ответа.

Например:

var userName = prompt("Введите имя?", "Василий");

var isTeaWanted = confirm("Вы хотите чаю?");

alert( "Посетитель: " + userName );

alert( "Чай: " + isTeaWanted );

Подробнее: [Взаимодействие с пользователем: alert, prompt, confirm](https://learn.javascript.ru/uibasic).

## [Особенности операторов](https://learn.javascript.ru/javascript-specials" \l "особенности-операторов)

* **Для сложения строк используется оператор +.**

Если хоть один аргумент — строка, то другой тоже приводится к строке:

alert( 1 + 2 ); // 3, число

alert( '1' + 2 ); // '12', строка

alert( 1 + '2' ); // '12', строка

* **Сравнение === проверяет точное равенство, включая одинаковый тип.** Это самый очевидный и надёжный способ сравнения.

**Остальные сравнения == < <= > >= осуществляют числовое приведение типа:**

alert( 0 == false ); // true

alert( true > 0 ); // true

Исключение — сравнение двух строк (см. далее).

**Исключение: значения null и undefined ведут себя в сравнениях не как ноль.**

* + Они равны null == undefined друг другу и не равны ничему ещё. В частности, не равны нулю.
  + В других сравнениях (кроме ===) значение null преобразуется к нулю, а undefined — становится NaN(«ошибка»).

Такое поведение может привести к неочевидным результатам, поэтому лучше всего использовать для сравнения с ними ===. Оператор == тоже можно, если не хотите отличать null от undefined.

Например, забавное следствие этих правил для null:

alert( null > 0 ); // false, т.к. null преобразовано к 0

alert( null >= 0 ); // true, т.к. null преобразовано к 0

alert( null == 0 ); // false, в стандарте явно указано, что null равен лишь undefined

С точки зрения здравого смысла такое невозможно. Значение null не равно нулю и не больше, но при этомnull >= 0 возвращает true!

* **Сравнение строк — лексикографическое, символы сравниваются по своим unicode-кодам.**

Поэтому получается, что строчные буквы всегда больше, чем прописные:

alert( 'а' > 'Я' ); // true

Подробнее: [Основные операторы](https://learn.javascript.ru/operators), [Операторы сравнения и логические значения](https://learn.javascript.ru/comparison).

## [Логические операторы](https://learn.javascript.ru/javascript-specials" \l "логические-операторы)

В JavaScript есть логические операторы: И (обозначается &&), ИЛИ (обозначается ||) и НЕ (обозначается !). Они интерпретируют любое значение как логическое.

Не стоит путать их с [побитовыми операторами](https://learn.javascript.ru/bitwise-operators) И, ИЛИ, НЕ, которые тоже есть в JavaScript и работают с числами на уровне битов.

Как и в большинстве других языков, в логических операторах используется «короткий цикл» вычислений. Например, вычисление выражения 1 && 0 && 2 остановится после первого И &&, т.к. понятно что результат будет ложным (ноль интерпретируется как false).

**Результатом логического оператора служит последнее значение в коротком цикле вычислений.**

Можно сказать и по-другому: значения хоть и интерпретируются как логические, но то, которое в итоге определяет результат, возвращается без преобразования.

Например:

alert( 0 && 1 ); // 0

alert( 1 && 2 && 3 ); // 3

alert( null || 1 || 2 ); // 1

Подробнее: [Логические операторы](https://learn.javascript.ru/logical-ops).

## [Циклы](https://learn.javascript.ru/javascript-specials" \l "циклы)

* Поддерживаются три вида циклов:
* // 1
* while (условие) {
* ...
* }
* // 2
* do {
* ...
* } while (условие);
* // 3
* for (var i = 0; i < 10; i++) {
* ...

}

* Переменную можно объявлять прямо в цикле, но видна она будет и за его пределами.
* Поддерживаются директивы break/continue для выхода из цикла/перехода на следующую итерацию.

Для выхода одновременно из нескольких уровней цикла можно задать метку.

Синтаксис: «имя\_метки:», ставится она только перед циклами и блоками, например:

outer:

for(;;) {

...

for(;;) {

...

break outer;

}

}

Переход на метку возможен только изнутри цикла, и только на внешний блок по отношению к данному циклу. В произвольное место программы перейти нельзя.

Подробнее: [Циклы while, for](https://learn.javascript.ru/while-for).

## [Конструкция switch](https://learn.javascript.ru/javascript-specials" \l "конструкция-switch)

При сравнениях в конструкции switch используется оператор ===.

Например:

var age = prompt('Ваш возраст', 18);

switch (age) {

case 18:

alert( 'Никогда не сработает' ); // результат prompt - строка, а не число

case "18": // вот так - сработает!

alert( 'Вам 18 лет!' );

break;

default:

alert( 'Любое значение, не совпавшее с case' );

}

Подробнее: [Конструкция switch](https://learn.javascript.ru/switch).

## [Функции](https://learn.javascript.ru/javascript-specials" \l "функции)

Синтаксис функций в JavaScript:

// function имя(список параметров) { тело }

function sum(a, b) {

var result = a + b;

return result;

}

// использование:

alert( sum(1, 2) ); // 3

* sum — имя функции, ограничения на имя функции — те же, что и на имя переменной.
* Переменные, объявленные через var внутри функции, видны везде внутри этой функции, блоки if, for и т.п. на видимость не влияют.
* Параметры копируются в локальные переменные a, b.
* Функция без return считается возвращающей undefined. Вызов return без значения также возвращаетundefined:
* function f() { }

alert( f() ); // undefined

Подробнее: [Функции](https://learn.javascript.ru/function-basics).

## [Function Declaration и Expression](https://learn.javascript.ru/javascript-specials" \l "function-declaration-и-expression)

Функция в JavaScript является обычным значением.

Её можно создать в любом месте кода и присвоить в переменную, вот так:

var sum = function(a, b) {

var result = a + b;

return result;

}

alert( sum(1, 2) ); // 3

Такой синтаксис, при котором функция объявляется в контексте выражения (в данном случае, выражения присваивания), называется Function Expression, а обычный синтаксис, при котором функция объявляется в основном потоке кода — Function Declaration.

Функции, объявленные через Function Declaration, отличаются от Function Expression тем, что интерпретатор создаёт их при входе в область видимости (в начале выполнения скрипта), так что они работают до объявления.

Обычно это удобно, но может быть проблемой, если нужно объявить функцию в зависимости от условия. В этом случае, а также в других ситуациях, когда хочется создать функцию «здесь и сейчас», используют Function Expression.

Детали: [Функциональные выражения](https://learn.javascript.ru/function-declaration-expression).

## [Named Function Expression](https://learn.javascript.ru/javascript-specials" \l "named-function-expression)

Если объявление функции является частью какого-либо выражения, например var f = function... или любого другого, то это Function Expression.

В этом случае функции можно присвоить «внутреннее» имя, указав его после function. Оно будет видно только внутри этой функции и позволяет обратиться к функции изнутри себя. Обычно это используется для рекурсивных вызовов.

Например, создадим функцию для вычисления факториала как Function Expression и дадим ей имя me:

var factorial = function me(n) {

return (n == 1) ? n : n \* me(n - 1);

}

alert( factorial(5) ); // 120

alert( me ); // ошибка, нет такой переменной

Ограничение видимости для имени не работает в IE8-, но вызов с его помощью работает во всех браузерах.

Очень долго язык JavaScript развивался без потери совместимости. Новые возможности добавлялись в язык, но старые — никогда не менялись, чтобы не «сломать» уже существующие HTML/JS-страницы с их использованием.

Однако, это привело к тому, что любая ошибка в дизайне языка становилась «вмороженной» в него навсегда.

Так было до появления стандарта EcmaScript 5 (ES5), который одновременно добавил новые возможности и внёс в язык ряд исправлений, которые могут привести к тому, что старый код, который был написан до его появления, перестанет работать.

Чтобы этого не случилось, решили, что по умолчанию эти опасные изменения будут выключены, и код будет работать по-старому. А для того, чтобы перевести код в режим полного соответствия современному стандарту, нужно указать специальную директиву use strict.

#### **Область видимости в JavaScript**

Одна из причин, приводящих в замешательство новичков, — это область видимости. Вообще, не только новичков. Я встречал много опытных JavaScript-разработчиков, которые не понимают механизм области видимости в JavaScript. Причина в том, что внешне JavaScript очень похож на любой другой Си-подобный язык.  
Давайте рассмотрим следующий код на Cи:

#include <stdio.h>

int main() {

int x = 1;

printf("%d, ", x); // 1

if (1) {

int x = 2;

printf("%d, ", x); // 2

}

printf("%d\n", x); // 1

}

Эта программа выведет 1, 2, 1, потому что Си и все остальные Си-подобные языки реализуют **области видимости на уровне блоков кода**. Когда исполняется новый блок кода, например условие if, новые переменные, объявленные в нём, не повлияют на переменные внешней области видимости.  
Но не в случае JavaScript. Попробуйте запустить вот этот код в Firebug:

var x = 1;

console.log(x); // 1

if (true) {

var x = 2;

console.log(x); // 2

}

console.log(x); // 2

На этот раз будут выведены числа 1, 2, 2. Это связано с тем, что в JavaScript используется **область видимости на уровне функций**. Это совсем не то, что мы привыкли видеть в языках программирования, вроде Си. Блоки кода, вроде того, который у нас идёт сразу после if, **не создают** новую область видимости. Только функции создают новые области видимости.  
Для многих программистов, привыкших к Си, C++, C# или Java такое поведение очень неожиданное и неприятное. К счастью, благодаря гибкости функций JavaScript, можно обойти эту проблему. Чтобы создать временную область видимости внутри функции, достаточно сделать следующее:

function foo() {

var x = 1;

if (x) {

(function () {

var x = 2;

// какой-то код

}());

}

// x всё ещё 1.

}

Такой подход достаточно гибок и может быть использован везде, где вам нужна временная область видимости, не только внутри блоков кода. Но я настаиваю на том, чтобы вы всё-таки потратили своё время, чтобы понять реализацию области видимости в JavaScript. Это довольно мощная особенность языка, которая мне очень нравится. Если вы понимаете область видимости, вам проще будет разобраться в «поднятии» переменных и объявлений функций.

#### **Объявления, именование и «поднятие» переменных и функций**

В JavaScript существует четыре основных способа появления идентификатора в области видимости:

1. **Внутренние механизмы языка**: например, во всех областях видимости доступны this и arguments.
2. **Формальные параметры**: у функций могут быть именованные формальные параметры, область видимости которых ограничена телом функции.
3. **Объявления функций**: объявленные в виде function foo() {}.
4. **Объявления переменных**: например, var foo;.

Интерпретатор JavaScript всегда незаметно для нас перемещает («поднимает») объявления функций и переменных в начало области видимости. Формальные параметры функций и встроенные переменные языка, очевидно, изначально уже находятся в начале. Это значит, что этот код:

function foo() {

bar();

var x = 1;

}

на самом деле интерпретируется так:

function foo() {

var x;

bar();

x = 1;

}

Оказывается, не важно, будет ли вообще выполнена строка, в которой происходит объявление. Следующие две функции эквивалентны:

function foo() {

if (false) {

var x = 1;

}

return;

var y = 1;

}

function foo() {

var x, y;

if (false) {

x = 1;

}

return;

y = 1;

}

Обратите внимание, что присваивание значений переменным не поднимается вместе с их объявлением. Поднимаются только объявления переменных. В случае с функциями, поднимается вся функция целиком. Существуют два основных способа объявить функцию, давайте их рассмотрим:

function test() {

foo(); // TypeError "foo is not a function"

bar(); // "this will run!"

var foo = function () { // функциональное выражение, присвоенное локальной переменной 'foo'

alert("this won't run!");

}

function bar() { // объявление функции с именем 'bar'

alert("this will run!");

}

}

test();

в этом случае поднимается только функция bar. Идентификатор «foo» также поднимается, но не анонимная функция — она остаётся на месте.  
  
Вот мы и описали основные моменты «поднятия» переменных и функций. Конечно, JavaScript не был бы сам собой, если бы не было особых случаев, в которых всё немного сложнее.

#### **Разрешение имён**

Самый важный особый случай, который стоит иметь в виду, — это порядок разрешения имён. Вспомните, есть четыре способа появления идентификаторов в области видимости. Именно в том порядке, в котором я их упомянул, и происходит разрешение имён. В общем случае, если имя уже определено, оно никогда не будет переопределено другой сущностью с таким же именем. То есть объявление функции имеет приоритет над объявлениями переменной с таким же именем. Но это совсем не означает, что присваивание переменной значение не заменит функцию, просто её определение будет проигнорировано.  
Есть несколько исключений:

* Встроенный идентификатор arguments ведёт себя странно. Он как будто объявляется сразу после формальных аргументов функции и перед объявлениями функций. Это означает, что если у функции есть формальный аргумент arguments, у него будет приоритет над встроенным, даже если его не передадут при вызове функции. Это плохая особенность JavaScript. Не используйте формальный аргумент с именем arguments.
* Если вы попробуете использовать this в качестве идентификатора, произойдёт ошибка SyntaxError. Это хорошая особенность.
* Если в списке формальных параметров функции несколько из них имеют одинаковое имя, тот параметр, который упоминается последним, имеет приоритет. Даже если его не передали при вызове функции.

#### **Именованные функциональные выражения**

Вы можете давать имена функциям, определённым с помощью функциональных выражений, используя синтаксис определения функций. Это не приводит к объявлению функции, а следовательно, имя функции ни добавляется в область видимости, ни поднимается вместе с телом функции в начало области видимости. Вот несколько строк, чтобы проиллюстрировать, что я имею в виду:

foo(); // TypeError "foo is not a function"

bar(); // работает

baz(); // TypeError "baz is not a function"

spam(); // ReferenceError "spam is not defined"

var foo = function () {}; // анонимное функциональное выражени (поднимается 'foo')

function bar() {}; // объявление функции (поднимаются 'bar' и тело функции)

var baz = function spam() {}; // именованное функциональное выражение (поднимается только 'baz')

foo(); // работает

bar(); // работает

baz(); // работает

spam(); // ReferenceError "spam is not defined"

Основным инструментом работы и динамических изменений на странице является DOM (Document Object Model) - объектная модель, используемая для XML/HTML-документов.

Согласно DOM-модели, документ является иерархией.  
Каждый HTML-тег образует отдельный элемент-узел, каждый фрагмент текста - текстовый элемент, и т.п.

Проще говоря, DOM - это представление документа в виде дерева тегов. Это дерево образуется за счет вложенной структуры тегов плюс текстовые фрагменты страницы, каждый из которых образует отдельный узел.

[Простейший DOM](http://javascript.ru/tutorial/dom/intro#prosteyshiy-dom)

Построим, для начала, дерево DOM для следующего документа.

|  |  |
| --- | --- |
| 1 | <html> |
| 2 | <head> | |

|  |  |  |
| --- | --- | --- |
| 3 | <title>Заголовок</title> | |
| 4 | </head> |

|  |  |
| --- | --- |
| 5 | <body> |
| 6 | Прекрасный документ | |

|  |  |  |
| --- | --- | --- |
| 7 | </body> | |
| 8 | </html> |

Самый внешний тег - <html>, поэтому дерево начинает расти от него.

Внутри <html> находятся два узла: <head> и <body> - они становятся дочерними узлами для <html>.

![простой DOM](data:image/png;base64,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)

Теги образуют *узлы-элементы* (element node). Текст представлен *текстовыми узлами*(text node). И то и другое - равноправные узлы дерева DOM.

Очень просто:

Каждый DOM-элемент является объектом и предоставляет свойства для манипуляции своим содержимым, для доступа к родителям и потомкам.

Для манипуляций с DOM используется объект document.  
Используя document, можно получать нужный элемент дерева и менять его содержание.

Например, этот код получает первый элемент с тэгом ol, последовательно удаляет два элемента списка и затем добавляет их в обратном порядке:

[показать чистый исходник в новом окне](http://javascript.ru/tutorial/dom/intro#viewSource)[Скрыть/показать номера строк](http://javascript.ru/tutorial/dom/intro#noList)[печать кода с сохранением подсветки](http://javascript.ru/tutorial/dom/intro#printSource)

|  |  |  |
| --- | --- | --- |
| 1 | var ol = document.getElementsByTagName('ol')[0] | |
| 2 | var hiter = ol.removeChild(ol.firstChild) |

|  |  |  |
| --- | --- | --- |
| 3 | var kovaren = ol.removeChild(ol.firstChild) | |
| 4 | ol.appendChild(kovaren) |

|  |  |
| --- | --- |
| 5 | ol.appendChild(hiter) |

7. Работа с асинхронностью, промисы, стек вызова функций, stack overflow

*Асинхронное программирование* или *Event-driven программирование* - общее название для стиля программирования, при котором результат работы функции приходит не сразу после вызова, а когда-нибудь потом.

В Javascript такое - сплошь и рядом. На этом построен AJAX и javascript-анимация.

Писать программы, в которых результат вызова функции приходит неизвестно когда - куда сложнее, чем обычные. Вложенные вызовы, обработка ошибок, контроль за происходящим - все усложняется.

# Promise

Promise (обычно их так и называют «промисы») — предоставляют удобный способ организации асинхронного кода.

В современном JavaScript промисы часто используются в том числе и неявно, при помощи генераторов, но об этом чуть позже.

## [Что такое Promise?](https://learn.javascript.ru/promise" \l "что-такое-promise)

Promise — это специальный объект, который содержит своё состояние. Вначале pending («ожидание»), затем — одно из: fulfilled («выполнено успешно») или rejected («выполнено с ошибкой»).

![promiseInit.png](data:image/png;base64,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)

На promise можно навешивать коллбэки двух типов:

* onFulfilled — срабатывают, когда promise в состоянии «выполнен успешно».
* onRejected — срабатывают, когда promise в состоянии «выполнен с ошибкой».

Способ использования, в общих чертах, такой:

1. Код, которому надо сделать что-то асинхронно, создаёт объект promise и возвращает его.
2. Внешний код, получив promise, навешивает на него обработчики.
3. По завершении процесса асинхронный код переводит promise в состояние fulfilled (с результатом) илиrejected (с ошибкой). При этом автоматически вызываются соответствующие обработчики во внешнем коде.

Синтаксис создания Promise:

var promise = new Promise(function(resolve, reject) {

// Эта функция будет вызвана автоматически

// В ней можно делать любые асинхронные операции,

// А когда они завершатся — нужно вызвать одно из:

// resolve(результат) при успешном выполнении

// reject(ошибка) при ошибке

})

Универсальный метод для навешивания обработчиков:

promise.then(onFulfilled, onRejected)

* onFulfilled — функция, которая будет вызвана с результатом при resolve.
* onRejected — функция, которая будет вызвана с ошибкой при reject.

С его помощью можно назначить как оба обработчика сразу, так и только один:

// onFulfilled сработает при успешном выполнении

promise.then(onFulfilled)

// onRejected сработает при ошибке

promise.then(null, onRejected)

**.catch**

Для того, чтобы поставить обработчик только на ошибку, вместо .then(null, onRejected) можно написать .catch(onRejected) — это то же самое.

**Синхронный throw — то же самое, что reject**

Если в функции промиса происходит синхронный throw (или иная ошибка), то вызывается reject:

'use strict';

let p = new Promise((resolve, reject) => {

// то же что reject(new Error("o\_O"))

throw new Error("o\_O");

})

p.catch(alert); // Error: o\_O

Посмотрим, как это выглядит вместе, на простом примере.

## [Пример с setTimeout](https://learn.javascript.ru/promise" \l "пример-с-settimeout)

Возьмём setTimeout в качестве асинхронной операции, которая должна через некоторое время успешно завершиться с результатом «result»:

'use strict';

// Создаётся объект promise

let promise = new Promise((resolve, reject) => {

setTimeout(() => {

// переведёт промис в состояние fulfilled с результатом "result"

resolve("result");

}, 1000);

});

// promise.then навешивает обработчики на успешный результат или ошибку

promise

.then(

result => {

// первая функция-обработчик - запустится при вызове resolve

alert("Fulfilled: " + result); // result - аргумент resolve

},

error => {

// вторая функция - запустится при вызове reject

alert("Rejected: " + error); // error - аргумент reject

}

);

В результате запуска кода выше — через 1 секунду выведется «Fulfilled: result».

8. Design Patterns. Примеры на js

Decorator

Чертовски приятный паттерн, с его помощью можно менять поведение объекта на лету, в зависимости от каких-нибудь условий.   
  
Допустим, у нас есть такой код:

function Ball( param )

{

this.\_radius = param.radius;

this.\_color = param.color;

}

Ball.prototype =

{

constructor: Ball,

INCREMENTATION\_STEP: 5,

draw: function(){console.log("ball drawn with radius:" + this.\_radius + " and color: " + this.\_color)},

inc: function(){ this.\_radius += this.INCREMENTATION\_STEP }

}

new Ball({ radius:100, color:"red"});

Здесь мы создаем новый красный мячик, а что делать если мячик нужен не просто красный, а красный в полоску? Вот тут на сцену и выходит Decorator.  
  
Особый шарм ему придает то, что первоначальный *Ball* вообще не подозревает о том, что он может быть в полоску, или что у него могут быть какие-то там декораторы.   
  
Реализовать паттерн можно несколькими способами:

Способ первый — комплексный

function StripedBall( ball )

{

this.\_ball = ball

}

StripedBall.prototype =

{

constructor: StripedBall,

draw: function()

{

this.\_ball.draw();

console.log("and with stripes");

},

inc: function()

{

return this.\_ball.inc();

}

}

function SpeckledBall( ball )

{

this.\_ball = ball

}

SpeckledBall.prototype =

{

constructor: SpeckledBall,

draw: function()

{

this.\_ball.draw();

console.log("and with dots!");

},

inc: function()

{

return this.\_ball.inc();

}

}

В каждом декораторе нужно воссоздать все функции которые должны быть в объекте родителе, и в тех из них, поведение которых мы менять не хотим, нужно просто перенаправлять запрос родителю. Этот способ лучше применять когда происходят серьезные изменения, которые затрагивают > 1 — 2 функций  
  
Пишем простенький тест:

var ball1 = new SpeckledBall( new StripedBall( new Ball({ radius:100, color:"red"})));

var ball2 = new StripedBall( new SpeckledBall( new Ball({ radius:100, color:"green"})));

ball1.draw();

ball1.inc();

ball1.draw();

ball2.draw();

Глубокий вздох, и проверка:

ball drawn with radius:100 and color: red

and with stripes

and with dots!

ball drawn with radius:105 and color: red

and with stripes

and with dots!

ball drawn with radius:100 and color: green

and with dots!

and with stripes

Зря волновался — работает все как надо.

Способ второй — легковесный

function MakeStripedBall( ball )

{

var function\_name = "draw";

var prev\_func = ball[ function\_name ];

ball[ function\_name ] = function()

{

prev\_func.apply( this, arguments )

console.log("and with stripes");

};

return ball;

}

function MakeSpeckledBall( ball )

{

var function\_name = "draw";

var prev\_func = ball[function\_name];

ball[function\_name] = function ()

{

prev\_func.apply(this, arguments)

console.log("and with dots!");

};

return ball;

}

Кода, конечно, нужно меньше чем в первом случае, зато, если изменяемых функций больше чем 1-2, или изменения комплексные — разобраться во всем этом будет намного сложнее.  
  
Пишем тест:

var ball3 = MakeStripedBall( MakeSpeckledBall( new Ball({ radius: 150, color: "blue" })));

var ball4 = MakeSpeckledBall( MakeStripedBall(new Ball({ radius: 150, color: "blue" })));

ball3.draw();

ball3.inc();

ball3.draw();

ball4.draw();

И проверяем, как все это работает:

ball drawn with radius:150 and color: blue

and with dots!

and with stripes

ball drawn with radius:155 and color: blue

and with dots!

and with stripes

ball drawn with radius:150 and color: blue

and with stripes

and with dots!

Все как надо.

Factory

Собственно, основной задачей фабрики в статически типизируемых языках является создание разных объектов с одинаковым интерфейсом, в зависимости от ситуаций, в JavaScript этак проблема так остро не стоит, так что появляется вопрос — зачем эта фабрика тут вообще нужна?   
  
Все просто — помимо этой, первой, цели, у нее есть еще и вторая — фабрика может проводить какую-то первичную инициализацию объектов.  
  
Например, предположим, у нас есть объекты Daddy, Mammy, и lad, создавая их с помощью фабрики мы можем просто сказать — *familyfactory.createLad(); familyfactory.createDaddy()*, а уж то, что они оба рыжие и 210см. роста, за нас решит фабрика — эти параметры мы не задаем.  
  
Собственно, для того чтобы фабрика могла создавать какие-то объекты, для них сначала неплохо бы задать конструкторы (в этом примере объекты, к сожалению, не такие интересные как несколькими строками выше ):

var Shapes =

{

Circle: function (param)

{

console.log("new " + param.color + " circle created with radius " + param.radius + "px");

},

Square: function (param)

{

console.log("new " + param.color + " square created with " + param.side + "px on a side ");

},

Triangle: function (param)

{

console.log("new " + param.color + " triangle created with " + param.side + "px on a side ");

}

}

А теперь можно сделать и саму фабрику — выглядеть она может так:

function ShapeFactory(size, color)

{

this.size = size;

this.color = color;

}

ShapeFactory.prototype =

{

constructor: ShapeFactory,

makeCircle: function () { return new Shapes.Circle({ radius: this.size / 2, color: this.color }); },

makeSquare: function () { return new Shapes.Square({ side: this.size, color: this.color }); },

makeTrinagle: function () { return new Shapes.Triangle({ side: this.size, color: this.color }); }

}

Пишем скромненький тест:

var factory = new ShapeFactory(100, "red")

factory.makeSquare();

factory.makeSquare();

factory.makeTrinagle();

factory.makeCircle();

factory.makeTrinagle();

И смотрим в консоль:

new red square created with 100px on a side

new red square created with 100px on a side

new red triangle created with 100px on a side

new red circle created with radius 50px

new red triangle created with 100px on a side

Всё работает

Singleton

Что же такое синглтон? Объяснение будет сложным, долгим и нетривиальным — это объект, который есть в системе в одном экземпляре. Тадаам — конец объяснения.  
  
Я частенько вообще не задумываюсь над тем, что это вообще-то тоже паттерн. Стоит сказать что перед тем как его применять стоит хорошенько подумать — на самом деле нужен синглетон не очень часто.   
Сделать его можно несколькими способами.

Способ первый — тривиальный

var singleton\_A =

{

log: function( text ){ console.log(text); }

}

Это простой наглядный и эффективный метод, который, даже, в объяснении, по-моему, не нуждается.

Способ второй — выпендрежный

Основная его задача — это показать какой ты крутой однокурсникам или другим джуниорам. Кроме этого он, конечно, может быть действительно полезен — с таким подходом проще перестраиваться если планы изменились и где-то в середине проекта синглетон решили заменить несколькими объектами

var Singleton\_B;

(function(){

var instance;

var anticlone\_proxy;

Singleton\_B = function(){

if( instance ){ return instance; }

instance =

{

\_counter: 0,

log: function( text ){ this.\_counter++; console.log( text + this.\_counter ); }

}

anticlone\_proxy =

{

log: function( text ){ return instance.log( text ); }

}

return anticlone\_proxy;

};

})();

Его фишка в том что мы просто создаем объект, а синглетон он, или нет — нас в общем-то не очень волнует:

function NonSingleton() { }

NonSingleton.prototype =

{

consturctor: NonSingleton,

scream: function(){console.log("Woooohoooooo!")}

}

var singleton = new Singleton\_B();

var nonsingleton = new NonSingleton();

singleton.log("3..2..1... ignition!");

nonsingleton.scream();

Если этот код выполнить, то в консоли мы увидим:

3..2..1... ignition!

Woooohoooooo!

Memoization

Очень простая и полезная техника — суть её в том, что для функции которая может долго вычислять результат, мы создаем небольшой кэш ответов. Работает это, разумеется, только в том случае, когда при одинаковых входных параметрах результат функции тоже должен быть одинаковый.  
  
Создаем какую-нибудь медленную функцию, которая использует эту технику:

function calculation(x, y)

{

var key = x.toString() + "|" + y.toString();

var result = 0;

if (!calculation.memento[key])

{

for (var i = 0; i < y; ++i) result += x;

calculation.memento[key] = result;

}

return calculation.memento[key];

}

calculation.memento = {};

И проверяем сколько мы можем выйграть времени:

console.profile();

console.log('result:' + calculation(2, 100000000));

console.profileEnd();

console.profile();

console.log('result:' + calculation(2, 100000000));

console.profileEnd();

console.profile();

console.log('result:' + calculation(2, 10000000));

console.profileEnd();

Если этот код теперь запустить в FF с Firebug, то мы увидим следующую статистику:

Profile1: 626.739ms

result:200000000

0.012ms

result:200000000

63.055msresult:20000000

Как видно из логов — при повторном запросе мы сэкономили кучу времени.

Mediator

Mediator — это такая штука, которая помогает в особо запущенных случаях взаимодействия между обьектами, например, когда у нас, скажем, 5 обьектов более-менее разного типа, и все почему-то знают друг о друге, стоит серьезно задуматься о медиаторе.  
  
В качестве подготовки сначала сделаем несколько классов, которые в перспективе медиатор будут использовать (подсказка в данном случае медиатор будет называтья kitchen:)

function Daddy() { }

Daddy.prototype =

{

constructor: Daddy,

getBeer: function ()

{

if (!kitchen.tryToGetBeer())

{

console.log("Daddy: Who the hell drank all my beer?");

return false;

}

console.log("Daddy: Yeeah! My beer!");

kitchen.oneBeerHasGone();

return true;

},

argue\_back: function () { console.log("Daddy: it's my last beer, for shure!"); }

}

function Mammy() { }

Mammy.prototype =

{

constructor: Mammy,

argue: function ()

{

console.log("Mammy: You are f\*king alconaut!");

kitchen.disputeStarted();

}

}

function BeerStorage(beer\_bottle\_count)

{

this.\_beer\_bottle\_count = beer\_bottle\_count;

}

BeerStorage.prototype =

{

constructor: BeerStorage,

takeOneBeerAway: function ()

{

if (this.\_beer\_bottle\_count == 0) return false;

this.\_beer\_bottle\_count--;

return true;

}

}

А теперь пора написать и сам медиатор:

var kitchen =

{

daddy: new Daddy(),

mammy: new Mammy(),

refrigerator: new BeerStorage(3),

stash: new BeerStorage(2),

tryToGetBeer: function ()

{

if (this.refrigerator.takeOneBeerAway()) return true;

if (this.stash.takeOneBeerAway()) return true;

return false

},

oneBeerHasGone: function (){ this.mammy.argue(); },

disputeStarted: function (){ this.daddy.argue\_back(); }

}

И так, у нас есть 4 объекта работа со взаимодействием между которыми, могла бы превратиться в неплохое наказание, если бы проходила не через Mediator.  
  
Пишем код проверки:

var round\_counter = 0;

while (kitchen.daddy.getBeer())

{

round\_counter++

console.log( round\_counter + " round passed");

}

Спрашиваем у консоли — все ли идет по плану:

Daddy: Yeeah! My beer!

Mammy: You are f\*king alconaut!

Daddy: it's my last beer, for shure!

1 round passed

...

Daddy: Yeeah! My beer!

Mammy: You are f\*king alconaut!

Daddy: it's my last beer, for shure!

5 round passed

Daddy: Who the hell drank all my beer?

Некоторую часть этой душевной беседы я вырезал, но в целом все как надо.

Observer

Это тот самый паттерн, который мы используем по пятьдесят раз в день даже особенно об этом незадумывасяь — $(#some\_useful\_button).click( blah\_blah\_blah ) — знакомая конструкция? В ней click — это событие, а blah\_blah\_blah какраз и есть тот самый Observer который за этим событием наблюдает.  
  
Для своих коварных планов, можно реализовать и собственную систему событий и наблюдателей, которая будет уметь реагировать не только на действия пользвоателя, но и на что-нибудь еще.  
  
Ключевым её компонентом является объект событие:

Event = function()

{

this.\_observers = [];

}

Event.prototype =

{

raise: function (data)

{

for (var i in this.\_observers)

{

var item = this.\_observers[i];

item.observer.call(item.context, data);

}

},

subscribe: function (observer, context)

{

var ctx = context || null;

this.\_observers.push({ observer: observer, context: ctx });

},

unsubscribe: function (observer, context )

{

for (var i in this.\_observers)

if ( this.\_observers[i].observer == observer &&

this.\_observers[i].context == context )

delete this.\_observers[i];

}

}

Вообще, я тут подумал, что как-то скучно без скриншотов и ссылок, поэтому в этот раз примера будет два.

Первый — простой

var someEvent = new Event();

someEvent.subscribe(function ( data ) { console.log("wohoooooo " + data ) });

var someObject =

{

\_topSecretInfo: 42,

observerFunction: function () { console.log("Top Secret:" + this.\_topSecretInfo) }

}

someEvent.subscribe(someObject.observerFunction, someObject);

someEvent.raise("yeaah!");

someEvent.raise();

И консоль подтверждает что все работает.

wohoooooo yeaah!

Top Secret:42

wohoooooo undefined

Top Secret:42

9. ES6

Так как изменений очень много, опишу субъективно самые важные. 

#### **let и scope — переменные с блочной областью видимости (block scope)**

Одна из самых раздражающих/непонятных для начинающих JS-программистов вещей это область видимости переменных в JS. Пример:

for(var i=0; i<10; i++){ }

console.log(i);

В большинстве языков подобный код выкинет ошибку что i не дефинирована, но в JS в консоль выведется число «10». Причина в том, что в JS используется [hoisting](http://www.w3schools.com/js/js_hoisting.asp) — то есть декларации всех используемых переменных переносятся в начало функции (и соответственно i доступна вне блока for). Именно поэтому советуют декларировать все переменные в начале функции — все равно они будут туда перенесены при выполнении кода.  
В ES6 можно написать:

for(let j=0; j<10; j++){ }

console.log(j);

В этом коде область видимости **j** ограничена блоком for. Больше нет смысла декларировать переменные в начале функции!  
  
Про **const** говорить особо нечего — это декларация константы, при повторном присвоении значения выбрасывает TypeError (в strict mode).  
  
Пример:

function setConst(){

"use strict";

const xx = 10;

xx = 11;

console.log(xx);

}

setConst();

Ссылок на примеры нет, так как на данный момент block scope в es6fiddle не поддерживается. Ждем фиксов.

#### **Arrow functions**

Если вы использовали лямбды в C#, вы сразу узнаете синтаксис (это не случайность — он был [взят именно оттуда](http://wiki.ecmascript.org/doku.php?id=harmony:arrow_function_syntax)).   
Как писали раньше:

function SomeClass() {

var self = this; //самый простой способ сохранить контекст нужного объекта

self.iter = 0;

setInterval(function() {

self.iter++;

console.log('current iteration: ' + self.iter);

}, 1000);

}

var sc = new SomeClass();

В ES6 можно гораздо проще:

function SomeClass() {

this.iter = 0;

setInterval(() => {

this.iter++;

console.log('current iteration: ' + this.iter);

}, 1000);

}

var sc = new SomeClass();

[es6fiddle](http://www.es6fiddle.net/i2aadppx/)  
  
Как видно, arrow function не создает своего контекста, так что this будет указывать на контекст функции, в которой вызван код.  
  
Пример с параметрами:

let numList = [1,2,3];

let doubleNumList = numList.map(n => n\*2);

console.log(doubleNumList);

[es6fiddle](http://www.es6fiddle.net/i2aba5e4/)  
  
Сравните, насколько более громоздкий старый метод:

let numList = [1,2,3];

let doubleNumList = numList.map(function(n){ return n\*2; });

console.log(doubleNumList);

#### **Классы**

Старый способ эмулировать классы в JS выглядит как-то так:

function Vehicle(topSpeed){

this.topSpeed = topSpeed;

this.printTopSpeed = function(){

console.log('Top speed:'+this.topSpeed+' km/h');

}

}

var myVehicle = new Vehicle(50);

myVehicle.printTopSpeed();

[jsFiddle](http://jsfiddle.net/dvg0vr32/)  
  
«Традиционное» наследование как в Java/C# можно также эмулировать через протопипную модель (код приводить не буду, чтобы не раздувать статью).   
В ES6 появляются «настоящие» классы:

class Vehicle {

constructor(topSpeed){

this.topSpeed = topSpeed;

}

printTopSpeed(){

console.log('Top speed:'+this.topSpeed+' km/h');

}

}

class Bicycle extends Vehicle {

constructor(topSpeed, wheelSize, bicycleType, producedBy){

super(topSpeed);

this.wheelSize = wheelSize;

this.bicycleType = bicycleType;

this.producedBy = producedBy;

}

static wheelCount(){ return 2; }

get bikeInfo(){

return this.producedBy + ' ' + this.bicycleType + ' bike';

}

printBicycleType(){

console.log('Type:'+this.bicycleType+' bike');

}

}

var myBike = new Bicycle(40,622,'road','Trek');

myBike.printTopSpeed();

myBike.printBicycleType();

console.log('Bicycles have '+Bicycle.wheelCount()+' wheels');

console.log(myBike.bikeInfo);

[es6fiddle](http://www.es6fiddle.net/i2ae1wt4/)  
  
Думаю, что код выше в комментариях не нуждается. Как видно, в классах можно дефинировать геттеры и статические методы (но не поля), синтаксис интуитивно понятен. Стоит отметить, что тело класса (class body) всегда интерпретируется в strict mode. Ну и конечно никто не заставляет оголтелых адептов прототипного наследования менять свои привычки — классы это вообщем-то синтаксический сахар поверх старой модели.

#### **Destructuring assignment**

Напоследок, небольшая но интересная фича, которая облегчает присвоение значений. Пример:

function getFirstPrimeNumbers(){

return [2,3,5];

}

var [firstPrime, secondPrime, thirdPrime] = getFirstPrimeNumbers();

console.log(thirdPrime); //5

//обмен значений (value swap)

var [x,y] = [1,2];

console.log('x:'+x, 'y:'+y); //x:1 y:2

[x,y] = [y,x];

console.log('x:'+x, 'y:'+y); //x:2 y:1

[es6fiddle](http://www.es6fiddle.net/i2amsvuv/)  
  
Теперь можно обменивать значения без временной переменной, что сокращает код.  
  
Немного более сложный пример:

var myBook = {

title: "Surely You're Joking, Mr. Feynman!",

author:{

firstName: 'Richard',

lastName: 'Feynman',

yearBorn: 1918

}

};

function getTitleAndAuthorsLastName({ title, author: { lastName } }){

return 'title: '+ title + ' last name:'+lastName;

}

console.log(getTitleAndAuthorsLastName(myBook));

10. События, обработка событий, Event Bubbling, Event Capturing.

Практически все JavaScript-приложения выполняют те или иные действия, откликаясь на различные события.

Событие - это сигнал от браузера о том, что что-то произошло.

Есть множество самых различных событий.

* DOM-события, которые инициируются элементами DOM. Например, событиеclick происходит при клике на элементе, а событие mouseover - когда указатель мыши появляется над элементом,
* События окна. Например событие resize - при изменении размера окна браузера,
* Другие события, например load, readystatechange. Они используются, скажем, в технологии AJAX.

Именно DOM-события связывают действия, происходящие в документе, с кодом JavaScript, тем самым обеспечивая динамический веб-интерфейс.

## [Назначение обработчиков](http://javascript.ru/tutorial/events/intro#naznachenie-obrabotchikov)

Для того, чтобы скрипт реагировал на событие - нужно назначить хотя бы одну функцию-обработчик. Обычно обработчики называют "on+имя события", например:onclick.

Нужно сразу отметить, что JavaScript - однопоточный язык, поэтому обработчики всегда выпоняются последовательно и в общем потоке. Это значит, что при установке обработчиков двух событий, которые возникают на элементе одновременно, напримерmouseover (мышь появилась над элементом) и mousemove (мышь двигается над элементом), их обработчики будут выполнены последовательно.

Существует несколько способов назначать обработчик на конкретное событие элемента. Все они представлены ниже.

### [Через атрибут HTML-тега](http://javascript.ru/tutorial/events/intro#cherez-atribut-html-tega)

Обработчик события можно указать в виде inline-записи, прямо в атрибутеon*событие*.

Например, для обработки события click на кнопке input, можно назначить обработчик onclick вот так:

|  |
| --- |
| <input id="b1" value="Нажми Меня" onclick="alert('Спасибо!');" type="button"/> |

Этот код в действии:

Можно назначить и функцию.

Например, пусть при клике на кнопку input запускается функция count\_rabbits(). Для этого запишем вызов функции в атрибут onclick:

|  |  |  |
| --- | --- | --- |
| 01 | <html> | |
| 02 |  |

|  |  |
| --- | --- |
| 03 | <head> |
| 04 | <script type="text/javascript"> | |

|  |  |
| --- | --- |
| 05 | function count\_rabbits() { |
| 06 | for(var i=1; i<=3; i++) { | |

|  |  |
| --- | --- |
| 07 | // оператор + соединяет строки |
| 08 | alert("Из шляпы достали "+i+" кролика!") | |

|  |  |  |
| --- | --- | --- |
| 09 | } | |
| 10 | } |

|  |  |  |
| --- | --- | --- |
| 11 | </script> | |
| 12 | </head> |

|  |  |
| --- | --- |
| 13 |  |
| 14 | <body> | |

|  |  |  |
| --- | --- | --- |
| 15 | **<input type="button" onclick="count\_rabbits()" value="Считать кролей!"/>** | |
| 16 | </body> |

|  |  |
| --- | --- |
| 17 |  |
| 18 | </html> | |

Напомним, что имена атрибутов HTML-тегов нечувствительны к регистру, поэтому атрибут oNcLiCk сработает также, как onClick или onclick.

Но если вы хотите придерживаться хорошего стиля (или спецификации XHTML), то имена тегов и их атрибуты должны быть указаны в нижнем регистре.

#### [**Когда использовать**](http://javascript.ru/tutorial/events/intro#kogda-ispolzovat)

Такой способ установки обработчиков очень удобен - он нагляден и прост, поэтому часто используется в решении простых задач.

У этого способа установки обработчика есть и минусы. Как только обработчик начинает занимать больше одной строки - читабельность резко падает.

Впрочем, сколько-нибудь сложные обработчики в HTML никто не пишет. Вместо этого лучше устанавливать обработчики из JavaScript способами, которые будут представлены ниже.

* Просто для простых задач
* Смесь javascript-кода и HTML-разметки
* Сложные обработчики писать сложно или невозможно

### [Через свойство объекта](http://javascript.ru/tutorial/events/intro#cherez-svoystvo-obekta)

Самый близкий родственник описанного выше способа - установка функции-обработчика через свойство on*событие* соответствующего элемента. Этот способ тоже будет работать в любом браузере с поддержкой JavaScript.

Для этого нужно:

1. получить элемент
2. назначить обработчик свойству on+имя

Вот пример установки обработчика события click на элемент с id="myElement":

|  |  |
| --- | --- |
| document.getElementById('myElement').onclick = function() { | |
| alert('Спасибо') |

|  |
| --- |
| } |
| <input id="myElement" type="button" value="Нажми меня"/> | |

Этот код в действии:

Стоит сразу обратить внимание на две детали:

1. Это именно свойство, а не атрибут. Поэтому, хотя технически и есть кроссбраузерные способы назначать обработчики через setAttribute, но лучше их даже не знать, а пользоваться прямым присвоением.

Кроме того, как и все свойства объектов JavaScript, имя свойства on*событие*чувствительно к регистру символов и должно быть в нижнем регистре.

1. Обработчик - не текст, а именно функция javascript.

Когда браузер видит свойство on... в HTML-разметке - он создает функцию из содержимого кавычек.

В этом смысле эти два кода работают одинаково:

1. Только HTML:

|  |
| --- |
| <input type="button" onclick=" alert('Клик!') "/> |

1. HTML + JS:

|  |
| --- |
| <input type="button" id="button"/> |
| document.getElementById('button').onclick = function() { | |

|  |  |
| --- | --- |
| alert('Клик') | |
| } |

Все вызовы типа getElementById должны запускаться после описания соответствующего HTML-узла, а лучше - после окончания загрузки страницы.

Иначе узел просто не будет найден.

Конечно, можно и не создавать анонимную функцию, а использовать любую уже готовую:

|  |  |  |
| --- | --- | --- |
| 1 | function doSomething() { | |
| 2 | alert('Спасибо') |

|  |  |  |
| --- | --- | --- |
| 3 | } | |
| 4 |  |

|  |  |
| --- | --- |
| 5 | document.getElementById('button').onclick = doSomething |

*Частая ошибка новичков*

Обратите внимание - свойству присваивается именно сама функция-обработчик doSomething, а не doSomething():

|  |
| --- |
| document.getElementById('button').onclick = doSomething |

doSomething() - это результат запуска функции, а так как вызоваreturn в ее коде нет, то этот результат будет undefined.

Сравните это с атрибутом. Там - наоборот, скобки нужны:

|  |
| --- |
| <input type="button" id="mybutton" onclick="doSomething()"/> |

Это различие легко объяснить. Дело в том, что при назначенииonclick в HTML браузер автоматически создает функцию-обработчик из содержимого кавычек. Получается, что последний пример - это по сути то же самое, что:

|  |  |
| --- | --- |
| document.getElementById('mybutton').onclick = function() { | |
| doSomething()  // внутри автосозданной функции |

|  |
| --- |
| } |

#### [**Когда использовать**](http://javascript.ru/tutorial/events/intro#kogda-ispolzovat-1)

Описанная установка обработчика через свойство - очень популярный и простой способ.

У него есть один недостаток: на элемент можно повесить только один обработчик нужного события.

Например:

|  |  |
| --- | --- |
| input.onclick = function() { alert(1) } | |
| // ... |

|  |
| --- |
| input.onclick = function() { alert(2) }  // заменит предыдущий |

1. Удобный и надежный способ, работает из javascript
2. Только один обработчик на событие

Конечно, можно при назначении нового обработчика копировать предыдущий и запускать его самостоятельно. Но лучше использовать специальные методы назначения.

### [Специальные методы](http://javascript.ru/tutorial/events/intro#specialnye-metody)

Представленных выше методов недостаточно для случаев, которые возникают при разработке серьёзного JavaScript-приложения.

Классический пример - установка обработчика на событие "содержимое окна загрузилось":

|  |  |
| --- | --- |
| 1 | // разные элементы интерфейса могут иметь интерес |
| 2 | // в том, чтобы их вызвали при загрузке документа |

|  |  |
| --- | --- |
| 3 | window.onload = function() { |
| 4 | alert('Документ загружен!') | |

|  |  |
| --- | --- |
| 5 | } |

Если заведомо нет локальной переменной onload, то можно и не упоминать про window. Пустячок, но код немного короче.

|  |
| --- |
| onload = function() { ... } |

Существует два основных интерфейса для установки событий.

#### [**Решение Microsoft**](http://javascript.ru/tutorial/events/intro#reshenie-microsoft)

Методы, предложенные Microsoft, работают только в браузерах Internet Explorer и Opera(она поддерживает метод Microsoft для лучшей совместимости).

Установка обработчика:

|  |
| --- |
| element.attachEvent( "on"+имя события, обработчик) |

Удаление обработчика:

|  |
| --- |
| element.detachEvent( "on"+имя события, обработчик) |

Например:

|  |  |  |
| --- | --- | --- |
| 1 | var input = document.getElementById('b1') | |
| 2 | var handler = function() { |

|  |  |  |
| --- | --- | --- |
| 3 | alert('Спасибо!') | |
| 4 | } |

|  |  |  |
| --- | --- | --- |
| 5 | input.attachEvent( "onclick" , handler) // поставить обработчик | |
| 6 | // .... |

|  |  |
| --- | --- |
| 7 | input.detachEvent( "onclick", handler) // убрать обработчик |

*Частая ошибка новичков*

Обратите внимание - установка и удаление обработчика оперируют одной и той же функцией handler.

Так было бы неправильно:

|  |  |
| --- | --- |
| 1 | input.attachEvent( "onclick" , |
| 2 | function() {alert('Спасибо')} | |

|  |  |
| --- | --- |
| 3 | ) |
| 4 | // .... | |

|  |  |
| --- | --- |
| 5 | input.detachEvent( "onclick", |
| 6 | function() {alert('Спасибо')} | |

|  |  |
| --- | --- |
| 7 | ) |
| 8 | // function(){} создает две разные функции | |

Поэтому при назначении обработчика, если вы планируете его потом снимать - необходимо где-то сохранить указатель на функцию.

Как уже говорилось ранее, вы можете установить несколько обработчиков на одно событие одного элемента:

|  |  |  |
| --- | --- | --- |
| 01 | var myElement2 = document.getElementById("myElement2"); | |
| 02 | var handler = function() { |

|  |  |  |
| --- | --- | --- |
| 03 | alert('Спасибо!'); | |
| 04 | } |

|  |  |
| --- | --- |
| 05 |  |
| 06 | var handler2 = function() { | |

|  |  |  |
| --- | --- | --- |
| 07 | alert('Еще раз спасибо!'); | |
| 08 | } |

|  |  |
| --- | --- |
| 09 |  |
| 10 | myElement2.attachEvent("onclick", handler); | |

|  |  |
| --- | --- |
| 11 | myElement2.attachEvent("onclick", handler2); |

Этот код в действии (будет работать только в Internet Explorer/Opera):

#### [**Установка по стандарту W3C**](http://javascript.ru/tutorial/events/intro#ustanovka-po-standartu-w3c)

Решение W3C работает во всех современных браузерах, кроме Internet Explorer.

Установка обработчика:

|  |
| --- |
| element.addEventListener( имя\_события, обработчик, фаза) |

Удаление обработчика:

|  |
| --- |
| element.removeEventListener( имя\_события, обработчик, фаза) |

Обратите внимание, что имя события указывается без префикса "on".

Еще одно отличие от решения Microsoft это третий параметр – фаза.  
Если он установлен в true, то при срабатывании события во вложенном элементе, обработчик будет вызван на фазе "перехвата", а если значение будет false, то - на фазе "всплывания". Подробнее об этом будет написано далее, в разделе этой статьи "Порядок срабатывания событий".

При обычной установке обработчика третий параметр всегда должен быть false.

Использование - аналогично решению от Microsoft:

|  |  |
| --- | --- |
| 1 | // ... объявить функцию-обработчик handler ... |
| 2 | input.addEventListener( "click" , handler, false) // поставить обработчик | |

|  |  |
| --- | --- |
| 3 | // .... |
| 4 | input.removeEventListener( "click", handler, false) // убрать обработчик | |

Как и в других случаях, вы должны передать имя обработчика не ставя круглых скобок, иначе функция будет выполнена сразу, а в качестве обработчика будет передан лишь её результат.

1. Сколько угодно обработчиков
2. Кросс-браузерные несовместимости

Далее мы вернемся к различным способам установки обработчиков и в подробностях рассмотрим, как сделать все кросс-браузерно.

## [Объект "событие" (event)](http://javascript.ru/tutorial/events/intro#obekt-sobytie-event)

Объект событие всегда передается обработчику и содержит массу полезной информации о том где и какое событие произошло.

Способов передачи этого объекта обработчику существует ровно два, и они зависят от способа его установки и от браузера.

### [W3C](http://javascript.ru/tutorial/events/intro#w3c)

В браузерах, работающих по рекомендациям W3C, объект события всегда передается в обработчик первым параметром.

Например:

|  |  |
| --- | --- |
| 1 | function doSomething(event) { |
| 2 | // event - будет содержать объект события | |

|  |  |  |
| --- | --- | --- |
| 3 | } | |
| 4 |  |

|  |  |
| --- | --- |
| 5 | element.onclick = doSomething; |

При вызове обработчика объект события event будет передан ему первым аргументом.

Можно назначить и вот так:

|  |  |
| --- | --- |
| element.onclick = function(event) { | |
| // event - объект события |

|  |
| --- |
| } |

Интересный побочный эффект - в возможности использования переменной event при назначении обработчика в HTML:

|  |
| --- |
| <input type="button" onclick="alert(event)" value="Жми сюда не ошибешься"/> |

Это работает благодаря тому, что браузер автоматически создает функцию-обработчик с данным телом, в которой первый аргумент event.

### [Internet Explorer](http://javascript.ru/tutorial/events/intro#internet-explorer)

В Internet Explorer существует глобальный объект window.event, который хранит в себе информацию о последнем событии. А первого аргумента обработчика просто нет.

То есть, все должно работать так:

|  |  |  |
| --- | --- | --- |
| 1 | // обработчик без аргументов | |
| 2 | function doSomething() { |

|  |  |  |
| --- | --- | --- |
| 3 | // window.event - объект события | |
| 4 | } |

|  |  |
| --- | --- |
| 5 |  |
| 6 | element.onclick = doSomething; | |

Обратите внимание, что доступ к event при назначении обработчика в HTML (см. пример выше) по-прежнему будет работать. Такой вот надежный и простой кросс-браузерный доступ к объекту события.

### [Кросс-браузерное решение](http://javascript.ru/tutorial/events/intro#kross-brauzernoe-reshenie)

Можно кросс-браузерно получить объект события, использовав такой приём:

|  |  |
| --- | --- |
| 1 | function doSomething(event) { |
| 2 | event = event || window.event | |

|  |  |
| --- | --- |
| 3 |  |
| 4 | // Теперь event - объект события во всех браузерах. | |

|  |  |  |
| --- | --- | --- |
| 5 | } | |
| 6 |  |

|  |  |
| --- | --- |
| 7 | element.onclick = doSomething |

### [Получение события при inline-записи](http://javascript.ru/tutorial/events/intro#poluchenie-sobytiya-pri-inline-zapisi)

Как мы уже говорили раньше, при описании обработчика события в HTML-разметке для получения события можно использовать переменную с названием event.

|  |
| --- |
| <input type="button" onclick="alert(event.type)" value="Нажми меня"/> |

Этот код в действии:

Это совершенно кросс-браузерный способ, так как по стандарту event - название первого аргумента функции-обработчика, которую автоматом создаст браузер; ну а в IE значение event будет взято из глобального объекта window.

## [Что дает объект события?](http://javascript.ru/tutorial/events/intro#chto-daet-obekt-sobytiya)

Из объекта события обработчик может узнать, на каком элементе оно произошло, каковы были координаты мыши (для событий, связанных с мышью), какая клавиша была нажата (для событий, связанных с клавиатурой), и извлечь другую полезную информацию.

Например, для события по клику мыши (onclick), свойство event.target(в IEevent.srcElement) содержит DOM-элемент, на котором этот клик произошел.

Более подробно это описано в следующей статье [Свойства объекта событие](http://javascript.ru/tutorial/events/properties).

## [Порядок срабатывания событий](http://javascript.ru/tutorial/events/intro#poryadok-srabatyvaniya-sobytiy)

Примечательно, что на одно событие может реагировать не только тот элемент, на котором произошло событие, но и элементы над ним.

Это очень удобно, например если в элементе содержатся много дочерних HTML-тегов - не обязательно ставить обработчик на каждый, достаточно указать один обработчик на родителе и в нем ловить все события.

Рассмотрим ситуацию, когда у вас есть три элемента "вложенных" друг в друга.

1

2

3

|  |  |  |
| --- | --- | --- |
| 1 | <div class="d1" >1<!-- самый верхний, в представлении DOM, элемент --> | |
| 2 | <div class="d2">2 |

|  |  |  |
| --- | --- | --- |
| 3 | <div class="d3">3</div><!-- самый глубокий элемент --> | |
| 4 | </div> |

|  |  |
| --- | --- |
| 5 | </div> |

Если на каждом из них будет свой обработчик события, например onclick, то обработчик для какого элемента будет вызван первым при клике, скажем, на d3?

Всего существует 2 модели поведения, они не имеют преимуществ между собой, но используют принципиально разные подходы. Стандарт W3C объединяет две модели в одну универсальную.

### [Всплывающие события (Bubbling)](http://javascript.ru/tutorial/events/intro#vsplyvayushchie-sobytiya-bubbling)
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В этой модели сначала будет выполнен обработчик на элементе 3, затем на элементе 2, и последним будет выполнен обработчик на элементе 1.

Такой порядок называется "всплывающим", потому что событие поднимается с самых "глубоких" элементов в представлении DOM, к самым "верхним", как пузырек воздуха в воде.

Визуально это выглядит так (кликните на вложенном элементе, чтоб увидеть, какой будет порядок обработки события):

1

2

3

|  |  |
| --- | --- |
| 1 | <div class="d1" onclick="alert(1)"> |
| 2 | <div class="d2" onclick="alert(2)"> | |

|  |  |  |
| --- | --- | --- |
| 3 | <div class="d3" onclick="alert(3)"></div> | |
| 4 | </div> |

|  |  |
| --- | --- |
| 5 | </div> |

#### [**Остановка всплытия**](http://javascript.ru/tutorial/events/intro#ostanovka-vsplytiya)

Нужно понимать, что "всплытие" происходит всегда. При возникновении события на элементе, сигнал будет подниматься до самого высокого элемента, выполняя нужные обработчики.

Если какой-то обработчик хочет остановить всплытие и не выпускать событие дальше вверх - это делает следующий код:

|  |  |
| --- | --- |
| 01 | element.onclick = function(event) { |
| 02 | event = event || window.event // кросс-браузерно | |

|  |  |
| --- | --- |
| 03 |  |
| 04 | if (event.stopPropagation) { | |

|  |  |  |
| --- | --- | --- |
| 05 | // Вариант стандарта W3C: | |
| 06 | event.stopPropagation() |

|  |  |
| --- | --- |
| 07 | } else { |
| 08 | // Вариант Internet Explorer: | |

|  |  |  |
| --- | --- | --- |
| 09 | event.cancelBubble = true | |
| 10 | } |

|  |  |
| --- | --- |
| 11 | } |

Можно уложить блок if/else в одну строчку:

|  |
| --- |
| event.stopPropagation ? event.stopPropagation() : (event.cancelBubble=true) |

### [Перехват событий (Capturing)](http://javascript.ru/tutorial/events/intro#perehvat-sobytiy-capturing)

Перехват - вторая, альтернативная всплытию модель порядка выполнения для события.

![Capturing events order](data:image/gif;base64,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)  
В этой модели сначала будет выполнен обработчик на элементе 1, затем - на элементе 2 и последним будет выполнен обработчик на элементе 3. Она называется "перехват", потому что родительские элементы могут обработать событие раньше, чем непосредственная цель события, как бы "перехватывая" обработку.

Визуально это выглядит так (кликните на вложенном элементе, чтоб увидеть, какой будет порядок обработки события, не поддерживается в IE):

1

2

3

|  |  |
| --- | --- |
| 01 | <div id="capt1" class="d1"> |
| 02 | <div id="capt2" class="d2"> | |

|  |  |  |
| --- | --- | --- |
| 03 | <div id="capt3" class="d3"></div> | |
| 04 | </div> |

|  |  |  |
| --- | --- | --- |
| 05 | </div> | |
| 06 |  |

|  |  |
| --- | --- |
| 07 | <script> |
| 08 | document.getElementById("capt1").addEventListener("click", function() { alert(1) }, true); | |

|  |  |
| --- | --- |
| 09 | document.getElementById("capt2").addEventListener("click", function() { alert(2) }, true); |
| 10 | document.getElementById("capt3").addEventListener("click", function() { alert(3) }, true); |

|  |  |
| --- | --- |
| 11 | </script> |

Такой порядок был предложен Netscape и никогда не поддерживался в Internet Explorer, поэтому в IE вы не сможете увидеть этот пример в действии.

Остальные браузеры поддерживают одновременно такой порядок и порядок всплытия, но из-за проблем с Internet Explorer де-факто его почти никто не использует.

### [Порядок обработки в стандарте W3C](http://javascript.ru/tutorial/events/intro#poryadok-obrabotki-v-standarte-w3c)

Решение от W3C объединяет обе модели: перехват и всплытие в одну универсальную.

![W3C events order](data:image/gif;base64,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)

При совершении действия, сначала событие перехватывается, пока не достигнет конечного элемента, затем всплывает.

Таким образом, разработчик сам решает, когда должен срабатывать обработчик события – при перехвате или при всплытии.

Визуально это выглядит так (кликните на вложенном элементе, чтоб увидеть, какой будет порядок обработки события, не для IE):

1

2

3

[Показать исходный код](http://javascript.ru/tutorial/events/intro#expandSource)

Если в качестве третьего параметра функции addEventListener передать значениеtrue, то событие будет срабатывать на фазе захвата, если false – то после окончания захвата, на фазе всплытия.

При установке обработчиков классическими методами (через свойство элемента или атрибут html тега) события всегда будут срабатывать на фазе всплытия.

Дальше мы вообще не будем рассматривать фазу захвата, так как в реальной жизни используется только всплытие.

## [Действие браузера по умолчанию](http://javascript.ru/tutorial/events/intro#deystvie-brauzera-po-umolchaniyu)

Браузер имеет своё собственное поведение по умолчанию для различных событий.

Например, клик по ссылке - сменить URL, клик правой кнопкой мыши - показать контекстное меню и т.п.

В ряде случаев реакцию браузера на событие можно убрать в обработчике.Для этого у IE и W3C есть, как и раньше, два по сути близких, но по виду разных способа:

|  |  |  |
| --- | --- | --- |
| 01 | element.onclick = function(event) { | |
| 02 | event = event || window.event |

|  |  |
| --- | --- |
| 03 |  |
| 04 | if (event.preventDefault) { | |

|  |  |  |
| --- | --- | --- |
| 05 | // Вариант стандарта W3C: | |
| 06 | event.preventDefault() |

|  |  |
| --- | --- |
| 07 | } else { |
| 08 | // Вариант Internet Explorer: | |

|  |  |  |
| --- | --- | --- |
| 09 | event.returnValue = false | |
| 10 | } |

|  |  |
| --- | --- |
| 11 | } |

Вместо if/else можно записать одну строчку:

|  |
| --- |
| .. |
| event.preventDefault ? event.preventDefault() : (event.returnValue=false) | |

|  |
| --- |
| ... |

Некоторые поведения по умолчанию происходят до вызова обработчика события. В этом случае их, конечно же, отменить нельзя.

Например, при фокусировке на ссылке - браузер выделяет ее пунктирной рамочкой.  
Это действие выполняется до события focus, поэтому отменить выделение в обработчике onfocus нельзя.

А переход по ссылке выполняется после события, поэтому его отменить можно.  
Обработчики onfocus и onclick на этой ссылке отменяют поведение по умолчанию:

[Кликни меня](http://javascript.ru/tutorial/events/intro)

При клике перехода не произойдет, а рамка вокруг ссылки появится.

Код примера:

|  |  |  |
| --- | --- | --- |
| 1 | var a = document.getElementById('my-focus-a') | |
| 2 | a.onfocus = a.onclick = function(e) { |

|  |  |
| --- | --- |
| 3 | e = e || window.event |
| 4 | // другая кроссбраузерная запись остановки события | |

|  |  |  |
| --- | --- | --- |
| 5 | e.preventDefault ? e.preventDefault() : (e.returnValue=false) | |
| 6 | } |

## [Смысл return false из обработчика](http://javascript.ru/tutorial/events/intro#smysl-return-false-iz-obrabotchika)

Возвращение return false из обработчика события предотвращает действие браузера по умолчанию, но не останавливает всплытие. В этом смысле следующие два кода эквивалентны:

|  |  |  |
| --- | --- | --- |
| 1 | function handler(event) { | |
| 2 | ... |

|  |  |  |
| --- | --- | --- |
| 3 | return false | |
| 4 | } |
| 1 | function handler(event) { | | |

|  |  |
| --- | --- |
| 2 | ... |
| 3 | if (event.preventDefault) { | |

|  |  |  |
| --- | --- | --- |
| 4 | event.preventDefault() | |
| 5 | } else { |

|  |  |  |
| --- | --- | --- |
| 6 | event.returnValue = false | |
| 7 | } |

|  |  |
| --- | --- |
| 8 | } |

Заметим, что хотя даже если всплытие и действия по умолчанию остановлены, но другие обработчики на текущем элементе все равно сработают.

|  |  |  |
| --- | --- | --- |
| 01 | elem = document.getElementById('TestStop') | |
| 02 |  |

|  |  |
| --- | --- |
| 03 | function handler(e) { |
| 04 | e.preventDefault() // браузер - стоять | |

|  |  |
| --- | --- |
| 05 | e.stopPropagation() // событие - не всплывать |
| 06 | return false // и вообще, мне больше ничего не надо | |

|  |  |  |
| --- | --- | --- |
| 07 | } | |
| 08 |  |

|  |  |  |
| --- | --- | --- |
| 09 | elem.addEventListener('click', handler, false) | |
| 10 |  |

|  |  |
| --- | --- |
| 11 | // следующий обработчик все равно сработает |
| 12 | elem.addEventListener('click', function() { alert('А я сработало..') }, false); | |

Проверить:

Действительно, браузер даже не гарантирует порядок, в котором сработают обработчики на одном элементе. Назначить можно в одном порядке, а сработают в другом.

Поэтому тем более один обработчик никак не может влиять на другие того же типа на том же элементе.

11. Ajax, Sockets

**AJAX**, Ajax ([ˈeɪdʒæks](https://ru.wikipedia.org/wiki/%D0%9C%D0%B5%D0%B6%D0%B4%D1%83%D0%BD%D0%B0%D1%80%D0%BE%D0%B4%D0%BD%D1%8B%D0%B9_%D1%84%D0%BE%D0%BD%D0%B5%D1%82%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B8%D0%B9_%D0%B0%D0%BB%D1%84%D0%B0%D0%B2%D0%B8%D1%82), от [англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Asynchronous Javascript and XML* — «асинхронный [JavaScript](https://ru.wikipedia.org/wiki/JavaScript) и [XML](https://ru.wikipedia.org/wiki/XML)») — подход к построению интерактивных[пользовательских интерфейсов](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D1%81%D0%BA%D0%B8%D0%B9_%D0%B8%D0%BD%D1%82%D0%B5%D1%80%D1%84%D0%B5%D0%B9%D1%81) [веб-приложений](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D0%BF%D1%80%D0%B8%D0%BB%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D0%B5), заключающийся в «фоновом» [обмене данными](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D0%BC%D0%B5%D0%BD_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D0%BC%D0%B8) [браузера](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D0%B1%D1%80%D0%B0%D1%83%D0%B7%D0%B5%D1%80) с [веб-сервером](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%81%D0%B5%D1%80%D0%B2%D0%B5%D1%80). В результате, при обновлении данных [веб-страница](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%81%D1%82%D1%80%D0%B0%D0%BD%D0%B8%D1%86%D0%B0) не перезагружается полностью, и веб-приложения становятся быстрее и удобнее.
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Модель классических приложений для сети (слева) в прямом сравнении с применением AJAX (справа).

По-английски AJAX произносится как «э́йджэкс», по-русски довольно распространено «ая́кс».
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## Сравнение стандартного подхода и AJAX[[править](https://ru.wikipedia.org/w/index.php?title=AJAX&veaction=edit&vesection=1) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=AJAX&action=edit&section=1)]

В классической модели веб-приложения:

* Пользователь заходит на веб-страницу и нажимает на какой-нибудь её элемент.
* [Браузер](https://ru.wikipedia.org/wiki/%D0%91%D1%80%D0%B0%D1%83%D0%B7%D0%B5%D1%80) формирует и отправляет [запрос](https://ru.wikipedia.org/wiki/HTTP) [серверу](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%81%D0%B5%D1%80%D0%B2%D0%B5%D1%80).
* В ответ сервер генерирует совершенно новую веб-страницу и отправляет её браузеру и т. д. После чего браузер полностью перезагружает всю страницу.

При использовании AJAX:

* Пользователь заходит на веб-страницу и нажимает на какой-нибудь её элемент.
* [Скрипт](https://ru.wikipedia.org/wiki/%D0%A1%D0%BA%D1%80%D0%B8%D0%BF%D1%82) (на языке [JavaScript](https://ru.wikipedia.org/wiki/JavaScript)) определяет, какая информация необходима для обновления страницы.
* [Браузер](https://ru.wikipedia.org/wiki/%D0%91%D1%80%D0%B0%D1%83%D0%B7%D0%B5%D1%80) отправляет соответствующий запрос на [сервер](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%B5%D1%80).
* [Сервер](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%B5%D1%80) возвращает только ту часть документа, на которую пришёл запрос.
* [Скрипт](https://ru.wikipedia.org/wiki/%D0%A1%D0%BA%D1%80%D0%B8%D0%BF%D1%82) вносит изменения с учётом полученной информации (без полной перезагрузки страницы).

## Технология[[править](https://ru.wikipedia.org/w/index.php?title=AJAX&veaction=edit&vesection=2) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=AJAX&action=edit&section=2)]

AJAX — не самостоятельная технология, а концепция использования нескольких смежных технологий. AJAX базируется на двух основных принципах:

* использование технологии динамического обращения к [серверу](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%B5%D1%80_(%D0%BF%D1%80%D0%B8%D0%BB%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D0%B5)) «на лету», без перезагрузки всей страницы полностью, например с использованием[XMLHttpRequest](https://ru.wikipedia.org/wiki/XMLHttpRequest) (основной объект);
* через динамическое создание дочерних фреймов[[1]](https://ru.wikipedia.org/wiki/AJAX#cite_note-1);
* через динамическое создание тега <script>[[2]](https://ru.wikipedia.org/wiki/AJAX#cite_note-JsHttpRequest-2).
* через динамическое создание тега <img>, как это реализовано в Google Analytics.
* использование [DHTML](https://ru.wikipedia.org/wiki/DHTML) для динамического изменения содержания страницы;

Действия с интерфейсом преобразуются в операции с элементами [DOM](https://ru.wikipedia.org/wiki/Document_Object_Model) ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Document Object Model*), с помощью которых обрабатываются данные, доступные пользователю, в результате чего представление их изменяется. Здесь же производится обработка перемещений и щелчков мышью, а также нажатий клавиш. Каскадные таблицы стилей, или CSS ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Cascading Style Sheets*), обеспечивают согласованный внешний вид элементов приложения и упрощают обращение к DOM-объектам. Объект XMLHttpRequest (или подобные механизмы) используется для асинхронного взаимодействия с сервером, обработки запросов пользователя и загрузки в процессе работы необходимых данных.

Три из этих четырёх технологий — [CSS](https://ru.wikipedia.org/wiki/CSS), DOM и [JavaScript](https://ru.wikipedia.org/wiki/JavaScript) — составляют [DHTML](https://ru.wikipedia.org/wiki/DHTML) ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Dynamic HTML*). По мнению некоторых специалистов (книг),[[*каких?*](https://ru.wikipedia.org/wiki/%D0%92%D0%B8%D0%BA%D0%B8%D0%BF%D0%B5%D0%B4%D0%B8%D1%8F:%D0%98%D0%B7%D0%B1%D0%B5%D0%B3%D0%B0%D0%B9%D1%82%D0%B5_%D0%BD%D0%B5%D0%BE%D0%BF%D1%80%D0%B5%D0%B4%D0%B5%D0%BB%D1%91%D0%BD%D0%BD%D1%8B%D1%85_%D0%B2%D1%8B%D1%80%D0%B0%D0%B6%D0%B5%D0%BD%D0%B8%D0%B9)]средства DHTML, появившиеся в [1997 году](https://ru.wikipedia.org/wiki/1997_%D0%B3%D0%BE%D0%B4), подавали большие надежды, но так и не оправдали их.

В качестве формата передачи данных могут использоваться фрагменты простого текста, [HTML](https://ru.wikipedia.org/wiki/HTML)-кода, [JSON](https://ru.wikipedia.org/wiki/JSON) или [XML](https://ru.wikipedia.org/wiki/XML).

Преимущества[[править](https://ru.wikipedia.org/w/index.php?title=AJAX&veaction=edit&vesection=4) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=AJAX&action=edit&section=4)]

**Экономия трафика**

Использование AJAX позволяет значительно [сократить трафик](https://ru.wikipedia.org/w/index.php?title=%D0%AD%D0%BA%D0%BE%D0%BD%D0%BE%D0%BC%D0%B8%D1%8F_%D1%82%D1%80%D0%B0%D1%84%D0%B8%D0%BA%D0%B0&action=edit&redlink=1) при работе с веб-приложением благодаря тому, что вместо загрузки всей страницы достаточно загрузить только изменившуюся часть, или вообще только получить/передать набор данных в формате [JSON](https://ru.wikipedia.org/wiki/JSON) или [XML](https://ru.wikipedia.org/wiki/XML), а затем изменить содержимое страницы с помощью JavaScript.

**Уменьшение нагрузки на сервер**

При правильной реализации, AJAX позволяет снизить нагрузку на сервер в несколько раз.

В частности, все страницы сайта чаще всего генерируются по одному шаблону, включая неизменные элементы («шапка», «навигационная панель», «подвал» и т. д.) для генерации которых требуются обращения к разным файлам, время на обработку скриптов (а иногда и запросы к БД) — всё это можно опустить, если заменить полную загрузку страницы генерацией и передачей лишь содержательной части. Дизайн страницы также обычно содержит множество файлов, связанных с оформлением (картинки, стили), на повторную обработку которых не надо тратить время, используя AJAX (экономия на количестве HTTP-соединений значительно выгоднее, чем на сокращении трафика каждого из них).

**Ускорение реакции интерфейса**

Поскольку загрузка изменившейся части значительно быстрее, то пользователь видит результат своих действий быстрее и без мерцания страницы (возникающего при полной перезагрузке).

**Почти безграничные возможности для интерактивной обработки**

Например, при вводе поискового запроса в [Google](https://ru.wikipedia.org/wiki/Google) выводится подсказка с возможными вариантами запроса. На многих сайтах при регистрации пользователь вводит имя, и сразу же видит, доступно это имя или нет. AJAX удобен для программирования [чатов](https://ru.wikipedia.org/wiki/%D0%A7%D0%B0%D1%82), [административных панелей](https://ru.wikipedia.org/w/index.php?title=%D0%90%D0%B4%D0%BC%D0%B8%D0%BD%D0%B8%D1%81%D1%82%D1%80%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D0%B0%D1%8F_%D0%BF%D0%B0%D0%BD%D0%B5%D0%BB%D1%8C&action=edit&redlink=1) и других инструментов, которые выводят меняющиеся со временем данные.

Недостатки[[править](https://ru.wikipedia.org/w/index.php?title=AJAX&veaction=edit&vesection=5) | [править вики-текст](https://ru.wikipedia.org/w/index.php?title=AJAX&action=edit&section=5)]

**Отсутствие интеграции со стандартными инструментами браузера**

Динамически создаваемые страницы не регистрируются браузером в истории посещения страниц, поэтому не работает кнопка «Назад», предоставляющая пользователям возможность вернуться к просмотренным ранее страницам, но существуют скрипты, которые могут решить эту проблему.

Другой недостаток изменения содержимого страницы при постоянном [URL](https://ru.wikipedia.org/wiki/URL) заключается в невозможности сохранения закладки на желаемый материал. Проблему можно успешно решить с помощью History.pushState[[4]](https://ru.wikipedia.org/wiki/AJAX#cite_note-4).

**Динамически загружаемое содержимое не доступно поисковикам (если не проверять запрос, обычный он или**[**XMLHttpRequest**](https://ru.wikipedia.org/wiki/XMLHttpRequest)**)**

Поисковые машины не могут выполнять [JavaScript](https://ru.wikipedia.org/wiki/JavaScript), поэтому разработчики должны позаботиться об альтернативных способах доступа к содержимому сайта.

**Старые методы учёта статистики сайтов становятся неактуальными**

Многие сервисы статистики ведут учёт просмотров новых страниц сайта. Для сайтов, страницы которых широко используют AJAX, такая статистика теряет актуальность.

**Усложнение проекта**

Перераспределяется логика обработки данных — происходит выделение и частичный перенос на сторону клиента процессов первичного форматирования данных. Это усложняет контроль целостности форматов и типов. Конечный эффект технологии может быть нивелирован необоснованным ростом затрат на кодирование и управление проектом, а также риском снижения доступности сервиса для конечных пользователей.

**Требуется включенный JavaScript в браузере**

JavaScript может быть выключен из соображений безопасности. И, конечно же, AJAX-страницы труднодоступны неполнофункциональным браузерам, роботам и веб-архивам.

**Низкая скорость при грубом программировании**

Казалось бы, AJAX предназначен именно для повышения скорости. Но, когда AJAX-запросов на одной странице много и, например, по каждому щелчку подгружается список, AJAX-страница становится даже медленнее традиционной.

**Риск**[**фабрикации запросов другими сайтами**](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%B4%D0%B4%D0%B5%D0%BB%D0%BA%D0%B0_%D0%BC%D0%B5%D0%B6%D1%81%D0%B0%D0%B9%D1%82%D0%BE%D0%B2%D1%8B%D1%85_%D0%B7%D0%B0%D0%BF%D1%80%D0%BE%D1%81%D0%BE%D0%B2)

Результат работы AJAX-запроса может являться [JavaScript](https://ru.wikipedia.org/wiki/JavaScript)-кодом (в частности, [JSON](https://ru.wikipedia.org/wiki/JSON)). [XMLHttpRequest](https://ru.wikipedia.org/wiki/XMLHttpRequest) действует только [в пределах одного домена](https://ru.wikipedia.org/wiki/Same_Domain_Policy), а вот тег <script> — нет. Если написать

**WebSocket** — протокол [полнодуплексной связи](https://ru.wikipedia.org/wiki/%D0%94%D1%83%D0%BF%D0%BB%D0%B5%D0%BA%D1%81_(%D1%82%D0%B5%D0%BB%D0%B5%D0%BA%D0%BE%D0%BC%D0%BC%D1%83%D0%BD%D0%B8%D0%BA%D0%B0%D1%86%D0%B8%D0%B8)) поверх [TCP](https://ru.wikipedia.org/wiki/TCP)-соединения, предназначенный для обмена сообщениями между браузером и веб-сервером в режиме реального времени.

В настоящее время в [W3C](https://ru.wikipedia.org/wiki/W3C) осуществляется стандартизация API Web Sockets. Черновой вариант стандарта этого протокола утверждён [IETF](https://ru.wikipedia.org/wiki/IETF).

WebSocket разработан для имплементирования в web-браузерах и web-серверах, но он может быть использован для любого клиентского или серверного приложения. Протокол WebSocket независимый протокол основанный на протоколе TCP. Этот протокол делает возможным более тесное взаимодействие между браузером и web сайтом для управления, способствуя распространению live content и созданию real-time игр.