# Первые шаги

Давайте посмотрим, как создать традиционную программу «Hello World» на Python. Это научит вас писать, сохранять и выполнять программы на Python.

Существует два способа запуска программ на Python: использование интерактивного приглашения интерпретатора и использование файла с текстом программы. Сейчас мы увидим, как пользоваться обоими методами.

## Использование командной строки интерпрета- тора

Откройте окно терминала (как было описано в главе [*Установка*](#_bookmark27)) и запустите интерпрета- тор Python, введя команду python3 и нажав Enter.

Пользователи Windows могут запустить интерпретатор в командной строке, если уста- новили переменную PATH надлежащим образом. Чтобы открыть командную строку в Windows, зайдите в меню «Пуск» и нажмите «Выполнить…». В появившемся диалого- вом окне введите «cmd» и нажмите Enter; теперь у вас будет всё необходимое для начала работы с python в командной строке DOS.

Если вы используете IDLE, нажмите «Пуск» «Программы» «Python 3.0» «IDLE (Python GUI)».

*→ → →*

Как только вы запустили python3, вы должны увидеть >>> в начале строки, где вы можете что-то набирать. Это и называется *командной строкой интерпретатора Python*.

Теперь введите print('Hello World') и нажмите клавишу Enter. В результате должны появиться слова «Hello World».

Вот пример того, что вы можете увидеть на экране, если будете использовать компьютер с Mac OS X. Информация о версии Python может отличаться в зависимости от компьютера, но часть, начинающаяся с приглашения (т.е. от >>> и далее) должна быть одинаковой на всех операционных системах.

$ python3

Python 3.3.0 (default, Oct 22 2012, 12:20:36)

[GCC 4.2.1 Compatible Apple Clang 4.0 ((tags/Apple/clang-421.0.60))] on darwin Type "help", "copyright", "credits" or "license" for more information.

>>> print('hello world') hello world

>>>

Обратите внимание, что Python выдаёт результат работы строки немедленно! Вы только что ввели одиночный «оператор» Python. print используется для того, чтобы (что неуди- вительно[1](#_bookmark36) ) напечатать любое переданное в него значение. В данном случае мы передали в него текст «Hello World», который и был напечатан на экране.

**Совет:** Как выйти из командной строки интерпретатора

Если вы используете IDLE или оболочку GNU/Linux или BSD, вы можете выйти из команд- ной строки интерпретатора нажатием Ctrl-D или введя команду exit() (примечание: не забудьте написать скобки, «()»), а затем нажав клавишу Enter. Если вы используете командную строку Windows, нажмите Ctrl-Z, а затем нажмите клавишу Enter.

## Выбор редактора

Поскольку мы не можем набирать программу в командной строке интерпретатора каж- дый раз, когда нам нужно что-то запустить, нам понадобится сохранять программы в файлах, чтобы потом иметь возможность запускать их сколько угодно раз.

Прежде чем приступить к написанию программ на Python в файлах, нам нужен редактор для работы с файлами программ. Выбор редактора крайне важен. Подходить к выбору ре- дактора следует так же, как и к выбору личного автомобиля. Хороший редактор поможет вам легко писать программы на Python, делая ваше путешествие более комфортным, а также позволяя быстрее и безопаснее достичь вашей цели.

Одно из самых основных требований – это *подсветка синтаксиса*, когда разные элементы программы на Python раскрашены так, чтобы вы могли легко *видеть* вашу программу и ход её выполнения.

Если вы не знаете, с чего начать, я бы порекомендовал воспользоваться программой [Komodo Edit](http://www.activestate.com/komodo-edit/downloads), которая доступна для Windows, Mac OS X и GNU/Linux.

Если вы пользуетесь Windows, **Не используйте Блокнот** – это плохой выбор, посколь- ку он не обладает функцией подсветки синтаксиса, а также не позволяет автоматически

1 «print» – *англ.* «Печатать» (*прим. перев.*)

вставлять отступы, что очень важно в нашем случае, как мы увидим позже. Хорошие ре- дакторы, как Komodo Edit, позволяют делать это автоматически.

Опытные программисты, должно быть, уже используют [Vim](http://www.vim.org/) или [Emacs](http://www.gnu.org/software/emacs/). Не стоит даже и говорить, что это два наиболее мощных редактора, и вы только выиграете от их ис- пользования для написания программ на Python. Лично я пользуюсь ими обоими для большинства своих программ, и даже написал [книгу о Vim](http://www.swaroopch.com/notes/vim). Я настоятельно рекомендую вам решиться и потратить время на изучение Vim или Emacs, поскольку это будет прино- сить вам пользу долгие годы. Однако, как я уже писал выше, новички могут пока просто остановиться на Komodo Edit и сосредоточиться на изучении Python, а не текстового ре- дактора.

Я повторюсь ещё раз: обязательно выберите подходящий редактор – это сделает написа- ние программ на Python более простым и занимательным.

Для пользователей Vim

Существует хорошее введение в [использование Vim как мощного IDE для](http://blog.sontek.net/turning-vim-into-a-modern-python-ide) [Python, автор – John M Anderson](http://blog.sontek.net/turning-vim-into-a-modern-python-ide). Также я рекомендую [плагин jedi-vim](https://github.com/davidhalter/jedi-vim) и [мой](https://github.com/swaroopch/dotvim) [собственный конфигурационный файл](https://github.com/swaroopch/dotvim).

Для пользователей Emacs

Существует хорошее введение в [использование Emacs как мощного IDE для](http://www.enigmacurry.com/2008/05/09/emacs-as-a-powerful-python-ide/) [Python, автор – Ryan McGuire](http://www.enigmacurry.com/2008/05/09/emacs-as-a-powerful-python-ide/). Также я рекомендую [Конфигурацию dotemacs](https://github.com/ghoseb/dotemacs) [от BG](https://github.com/ghoseb/dotemacs).

## Использование программных файлов

А теперь давайте вернёмся к программированию. Существует такая традиция, что какой бы язык программирования вы ни начинали учить, первой вашей программой должна быть программа «Привет, Мир!». Это программа, которая просто выводит надпись «При- вет, Мир!». Как сказал Simon Cozens[2](#_bookmark38), это «традиционное заклинание богов программи- рования, которое поможет вам лучше изучить язык».

Запустите выбранный вами редактор, введите следующую программу и сохраните её под именем helloworld.py .

Если вы пользуетесь Komodo Edit, нажмите «Файл» «Новый» «Новый файл», вве- дите строку:

*→ →*

print('Привет, Мир!')

В Komodo Edit нажмите «Файл» *→* «Сохранить» для сохранения файла.

2 Автор восхитительной книги «Beginning Perl»

Куда сохранить файл? В любую папку, расположение которой вы знаете. Если вы не пони- маете, что это значит, то создайте новую папку и используйте её для всех ваших программ на Python:

* C:\py в Windows
* /tmp/py в GNU/Linux
* /tmp/py в Mac OS X

Чтобы создать папку, воспользуйтесь командой mkdir в терминале. Например, mkdir / tmp/py.

**Важно:** Не забывайте указывать расширение файла .py. Например, «file.py».

В Komodo Edit нажмите «Инструменты» «Запуск команды», наберите python3 helloworld.py и нажмите «Выполнить». Вы должны увидеть вывод, показанный на скриншоте ниже.

*→*

Но всё-таки лучше редактировать программу в Komodo Edit, а запускать в терминале:

* + 1. Откройте терминал, как описано в главе [*Установка*](#_bookmark27).
    2. Перейдите в каталог, в котором вы сохранили файл. Например, cd /tmp/py.
    3. Запустите программу, введя команду python3 helloworld.py. Вывод программы показан ниже.

$ python3 helloworld.py Привет, Мир!

Если у вас получился такой же вывод, поздравляю! – вы успешно выполнили вашу первую программу на Python. Вы только что совершили самый сложный шаг в обучении программированию, заключающийся в написании своей первой программы!

Если вы получите сообщение об ошибке, введите вышеуказанную программу *в точно- сти* так, как показано здесь, и запустите снова. Обратите внимание, что Python различает регистр букв, то есть print – это не то же самое, что Print (обратите внимание на букву p в нижнем регистре в первом случае и на букву P в верхнем регистре во втором). Также убедитесь, что перед первым символом в строке нет пробелов или символов табуляции – позже мы увидим, почему это важно.

#### Как это работает

Программа на Python состоит из *выражений*. В нашей первой программе име- ется всего лишь одно выражение. В этом выражении мы вызываем функцию print, которая просто выводит текст 'Привет, Мир!'. О функциях мы узна- ем в [*одной из последующих глав*](#_bookmark83), а пока вам достаточно понять, что всё, что вы

![](data:image/png;base64,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)

укажете в скобках, будет выведено на экран. В данном примере мы указали

'Привет, Мир!'.

6.3.1 Исполнимые программы на Python

Это касается только пользователей GNU/Linux и Unix, но пользователям Windows тоже будет полезно об этом знать.

Каждый раз, когда нам нужно запустить программу на Python, нам приходится в явном виде запускать python3 foo.py. Но почему бы нам не запускать её точно так же, как и все другие программы? Этого можно достичь при помощи так называемого *hashbang*.

Добавьте строку, указанную ниже, в *самое начало* вашей программы:

*#!/usr/bin/env python3*

Теперь ваша программа должна выглядеть так:

*#!/usr/bin/env python3*

print('Привет, Мир!')

Теперь необходимо установить программе атрибут исполнимости, используя команду

*chmod*, а затем *выполнить* программу.

Команда chmod здесь используется для изменения режима файла[3](#_bookmark40) добавлением атрибута исполнимости для всех пользователей в системе[4](#_bookmark41).

$ chmod a+x helloworld.py

После этого мы можем запускать программу напрямую, потому что наша операционная система запустит /usr/bin/env, который, в свою очередь, найдёт Python 3, а значит, смо- жет запустить наш файл.

$ ./helloworld.py Привет, Мир!

Здесь «./» обозначает, что программа находится в текущем каталоге.

Ради интереса можете даже переименовать файл в просто «helloworld» и запустить его как ./helloworld, и это также сработает, поскольку система знает, что запускать про- грамму нужно интерпретатором, положение которого указано в первой строке файла про- граммы.

Но до сих пор мы могли выполнять свою программу только если знали полный путь к ней. А что, если нам нужно запускать эту программу из любого каталога? Это можно организовать, расположив свою программу в одном из каталогов, перечисленных в пере- менной окружения PATH.

При попытке запуска какой-либо программы система ищет её в каталогах, перечислен- ных в переменной окружения PATH, и запускает. Таким образом, мы можем сделать про- грамму доступной из любого места, скопировав её в один из каталогов, перечисленных в PATH.

$ echo $PATH

/usr/local/bin:/usr/bin:/bin:/usr/X11R6/bin:/home/swaroop/bin

$ cp helloworld.py /home/swaroop/bin/helloworld

$ helloworld Привет, Мир!

3 **ch**ange **mod**e – англ. «изменить режим» (*прим. перев.*)

4 В указанной команде буква «**a**» взята из слова «**a**ll» (*англ.* «все»), а буква «**x**» – из слова «e**x**ecute» (*англ.*

«исполнять») – *прим. перев.*

Мы можем вывести на экран значение переменной PATH при помощи команды echo, добавив перед именем переменной символ $, чтобы указать оболочке, что мы хотим по- лучить значение этой переменной. Мы видим, что /home/swaroop/bin – один из ка- талогов в переменной PATH, где *swaroop* – это имя пользователя, которое я использую в своей системе. В вашей системе, скорее всего, будет аналогичный каталог для вашего пользователя.

Вы также можете добавить какой-либо каталог к переменной PATH – это можно сделать, выполнив PATH=$PATH:/home/swaroop/mydir, где '/home/swaroop/mydir' – это ка- талог, который я хочу добавить к переменной PATH.

Этот метод полезен для написания сценариев, которые будут доступны для запуска в лю- бой момент из любого места. По сути, это равносильно созданию собственных команд, как cd или любой другой, которые часто используются в терминале GNU/Linux или пригла- шении DOS.

**Примечание:** Когда речь идёт о Python, слова «программа» или «сценарий (скрипт)» обозначают одно и то же.

## Получение помощи

Для быстрого получения информации о любой функции или операторе Python служит встроенная функция help. Это особенно удобно при использовании командной строки интерпретатора. К примеру, выполните help(print) – это покажет справку по функции print, которая используется для вывода на экран.

**Примечание:** Для выхода из справки нажмите q.

Аналогичным образом можно получить информацию почти о чём угодно в Python. При помощи функции help() можно даже получить описание самой функции help!

Если вас интересует информация об операторах, как например, return, их необходимо указывать в кавычках (например, help('return')), чтобы Python понял, чего мы хотим.

## Резюме

Теперь вы умеете с лёгкостью писать, сохранять и запускать программы на Python.

И поскольку сейчас вы уже используете Python, давайте узнаем больше о его основных принципах.

# Основы

Просто напечатать «Привет, Мир!» недостаточно, верно? Вы хотите сделать больше – вы хотите ввести что-то в программу, обработать и получить нечто на выходе. В Python это можно организовать при помощи констант и переменных, а также некоторыми другими способами, которые будут рассмотрены в этой главе.

## Комментарии

*Комментарии* – это то, что пишется после символа #, и представляет интерес лишь как заметка для читающего программу.

Например:

print('Привет, Мир!) # print -- это функция

или:

*# print -- это функция*

print('Привет, Мир!)

Старайтесь в своих программах писать как можно больше полезных комментариев, объ- ясняющих:

* предположения;
* важные решения;
* важные детали;
* проблемы, которые вы пытаетесь решить;
* проблемы, которых вы пытаетесь избежать и т.д.

[Текст программы говорит о том, КАК, а комментарии должны объяснять, ПОЧЕМУ](http://www.codinghorror.com/blog/2006/12/code-tells-you-how-comments-tell-you-why.html).

Это будет полезно для тех, кто будет читать вашу программу, так как им легче будет по- нять, что программа делает. Помните, что таким человеком можете оказаться вы сами через полгода!

## Литеральные константы

Примером литеральной константы может быть число, например, 5, 1.23, 9.25e-3 или что-нибудь вроде 'Это строка' или "It's a string!". Они называются литеральны- ми, потому что они «буквальны»[1](#_bookmark49) – вы используете их значение буквально. Число 2 все- гда представляет само себя и ничего другого – это «константа», потому что её значение нельзя изменить. Поэтому всё это называется литеральными константами.

## Числа

Числа в Python бывают трёх типов: целые, с плавающей точкой и комплексные.

* Примером целого числа может служить 2.
* Примерами чисел с плавающей точкой (или «плавающих» для краткости) могут быть 3.23 и 52.3E-4. Обозначение E показывает степени числа 10. В данном случае 52.3E-4 означает 52.3 \* 10-4.
* Примеры комплексных чисел: (-5+4j) и (2.3 - 4.6j)

#### Замечание для опытных программистов

Нет отдельного типа „long int“ (длинное целое). Целые числа по умолчанию могут быть произвольной длины.

## Строки

Строка – это *последовательность символов*. Чаще всего строки – это просто некоторые наборы слов.

Слова могут быть как на английском языке, так и на любом другом, поддерживаемом стандартом Unicode, что означает [почти на любом языке мира](http://www.unicode.org/cldr/data/charts/supplemental/languages_and_scripts.html).

#### Замечание для опытных программистов

В Python 3 нет ASCII-строк, потому что Unicode является надмножеством (включает в се- бя) ASCII. Если необходимо получить строку строго в кодировке ASCII, используйте str. encode("ascii"). Подробнее смотрите в [обсуждении этого вопроса на StackOverflow](http://stackoverflow.com/questions/175240/how-do-i-convert-a-files-format-from-unicode-to-ascii-using-python#175270). По умолчанию все строки в Unicode.

1 «literal» – *англ.* «буквальный»; вспомните «литера» (*син.* «буква»). (*прим. перев.*)

Я могу с уверенностью сказать, что вы будете использовать строки почти в каждой вашей программе на Python. Поэтому уделите внимание тому, как работать со строками в Python.

* + 1. Одинарные кавычки

Строку можно указать, используя одинарные кавычки, как например, 'Фраза в кавычках'. Все пробелы и знаки табуляции сохранятся, как есть.

### Двойные кавычки

Строки в двойных кавычках работают точно так же, как и в одинарных. Например,

"What's your name?".

### Тройные кавычки

Можно указывать «многострочные» строки с использованием тройных кавычек (""" или '''). В пределах тройных кавычек можно свободно использовать одинарные и двойные кавычки. Например:

*'''Это многострочная строка. Это её первая строка. Это её вторая строка.*

*"What's your name?", - спросил я. Он ответил: "Bond, James Bond." '''*

### Строки неизменяемы

Это означает, что после создания строки её больше нельзя изменять. На первый взгляд это может показаться недостатком, но на самом деле это не так. Впоследствии на примере разных программ мы увидим, почему это не является ограничением.

### Объединение строковых констант

Если расположить рядом две строковых константы, Python автоматически их объединит. Например, 'What\'s ' 'your name?' автоматически преобразуется в "What's your name?".

#### Замечание для программистов на C/C++

В Python нет отдельного типа данных char (символ). В нём нет нужды, и я уверен, что вы не будете по нему скучать.

#### Замечание для программистов на Perl/PHP

Помните, что строки в двойных кавычках и в одинарных эквивалентны, и ничем друг от друга не отличаются.

### Метод format

Иногда бывает нужно составить строку на основе каких-либо данных. Вот здесь-то и при- гождается метод format().

Сохраните следующие строки в файл str\_format.py:

age = 26

name = 'Swaroop'

print('Возраст *{0}* -- *{1}* лет.'.format(name, age)) print('Почему *{0}* забавляется с этим Python?'.format(name))

Вывод:

$ python str\_format.py Возраст Swaroop -- 26 лет.

Почему Swaroop забавляется с этим Python?

#### Как это работает:

В строку могут быть включены определённые обозначения, а впоследствии может быть вызван метод format для замещения этих обозначений соответ- ствующими аргументами.

Взгляните на первый случай применения обозначений, где мы пишем {0}, и это соответствует переменной name, являющейся первым аргументом метода format. Аналогично, второе обозначение {1} соответствует переменной age, являющейся вторым аргументом метода format. Заметьте, что Python начи- нает отсчёт с 0, поэтому первая позиция – номер 0, вторая – номер 1 и т.д.

Заметьте, мы ведь могли добиться того же самого результата и объединени- ем строк: 'Возраст' + name + ' -- ' + str(age) + ' лет.', однако вы сами видите, как это некрасиво, и как легко в таком случае допустить ошибку.

Во-вторых, преобразование в строку делается методом format автоматически, в отличие от явного преобразования в нашем примере. В-третьих, используя метод format, мы можем изменить сообщение, не затрагивая используемых переменных, и наоборот.

На всякий случай имейте в виду, что цифры здесь не обязательны. Можно было бы просто написать:

age = 26

name = 'Swaroop'

print('Возраст *{}* -- *{}* лет.'.format(name, age)) print('Почему *{}* забавляется с этим Python?'.format(name))

и получить такой же результат, как и ранее.

В методе format Python помещает значение каждого аргумента в обозначенное место. Могут быть и более детальные обозначения, как то:

**>>>** *# десятичное число (.) с точностью в 3 знака для плавающих:*

**>>>** '*{0:.3}*'.format(1/3) '0.333'

**>>>** *# заполнить подчёркиваниями (\_) с центровкой текста (^) по ширине 11:*

**>>>** '*{0:\_^11}*'.format('hello') ' hello '

**>>>** *# по ключевым словам:*

**>>>** '*{name}* написал *{book}*'.format(name='Swaroop', book='A Byte of Python') 'Swaroop написал A Byte of Python'

Детально такие обозначения форматов описаны в Предложении по расширению Python

[**PEP 3101**](https://www.python.org/dev/peps/pep-3101).

## Переменные

Использование одних лишь литеральных констант может скоро наскучить – нам ведь нужен способ хранения любой информации и манипулирования ею. Вот здесь на сце- ну выходят *переменные*. Слово «переменные» говорит само за себя – их значение может меняться, а значит, вы можете хранить в переменной всё, что угодно. Переменные – это просто области памяти компьютера, в которых вы храните некоторую информацию. В отличие от констант, к такой информации нужно каким-то образом получать доступ, по- этому переменным даются имена.

## Имена идентификаторов

Переменные – это частный случай идентификаторов. *Идентификаторы* – это имена, при- своенные *чему-то* для его обозначения. При выборе имён для идентификаторов необхо- димо соблюдать следующие правила:

* Первым символом идентификатора должна быть буква из алфавита (символ ASCII в верхнем или нижнем регистре, или символ Unicode), а также символ подчёркивания («\_»).
* Остальная часть идентификатора может состоять из букв (символы ASCII в верхнем или нижнем регистре, а также символы Unicode), знаков подчёркивания («\_») или цифр (0-9).
* Имена идентификаторов чувствительны к регистру. Например, myname и myName – это **не** одно и то же. Обратите внимание на «n» в нижнем регистре в первом случае и «N» в верхнем во втором.
* Примеры *допустимых* имён идентификаторов: i, my\_name, name\_23, a1b2\_c3 и

любые\_символы\_utf8\_δξѪђёўЩӆΞέά.

* Примеры *недопустимых* имён идентификаторов: 2things, здесь есть пробелы, my-name, >a1b2\_c3 и "это\_в\_кавычках".

## Типы данных

Переменные могут хранить значения разных типов, называемых **типами данных**. Ос- новными типами являются числа и строки, о которых мы уже говорили. В дальнейших главах мы увидим, как создавать свои собственные типы при помощи [*классов*](#_bookmark144).

## Объекты

Помните, Python рассматривает всё, что есть в программе, как *объекты*. Имеется в виду, в самом общем смысле. Вместо того, чтобы говорить «*нечто*», мы говорим «*объект*».

#### Замечание для программистов в объектно-ориентированном стиле

Python строго объектно ориентирован в том смысле, что объектом является всё, включая числа, строки и функции.

Сейчас мы увидим, как использовать переменные наряду с константами. Сохраните сле- дующий пример и запустите программу.

#### Как писать программы на Python

Впредь стандартная процедура сохранения и запуска программы на Python будет выгля- деть так:

1. Откройте ваш любимый редактор, например Komodo Edit.
2. Введите текст программы из примера.
3. Сохраните его в файл, указав его имя в комментарии. Я следую правилу сохранять все программы на Python с расширением .py.
4. Запустите интерпретатор командой python3 program.py. Кроме того, вы можете сделать программу [*исполнимой*](#_bookmark39), как объяснялось ранее.
   * 1. Пример: Использование переменных и констант

*# Имя файла : var.py*

i = 5 print(i) i = i + 1 print(i)

s = '''Это многострочная строка. Это вторая её строчка.''' print(s)

#### Вывод:

$ python var.py 5

6

Это многострочная строка. Это вторая её строчка.

**Как это работает:**

Вот как эта программа работает. Сперва мы присваиваем значение констан- ты 5 переменной i, используя оператор присваивания (=). Эта строка назы- вается предложением и указывает, что должно быть произведено некоторое действие, и в данном случае мы связываем имя переменной i со значением

1. Затем мы печатаем значение i, используя функцию print, которая просто печатает значение переменной на экране.

Далее мы добавляем 1 к значению, хранящемуся в i и сохраняем его там. По- сле этого мы печатаем его и получаем значение 6, что неудивительно.

Аналогичным образом мы присваиваем строковую константу переменной s, после чего печатаем её.

#### Замечание для программистов на статических языках программирования

Переменные используются простым присваиванием им значений. Никакого предвари- тельного объявления или определения типа данных не требуется/применяется.

## Логические и физические строки

Физическая строка – это то, что вы *видите*, когда набираете программу. Логическая стро- ка – это то, что *Python видит* как единое предложение. Python неявно предполагает, что каждой *физической строке* соответствует *логическая строка*.

Примером логической строки может служить предложение print('Привет, Мир!') – если оно на одной строке (как вы видите это в редакторе), то эта строка также соответ- ствует физической строке.

Python неявно стимулирует использование по одному предложению на строку, что об- легчает чтение кода.

Чтобы записать более одной логической строки на одной физической строке, вам придёт- ся явно указать это при помощи точки с запятой (;), которая отмечает конец логической строки/предложения. Например,

i = 5 print(i)

то же самое, что

i = 5;

print(i);

и то же самое может быть записано в виде

i = 5; print(i);

или даже

i = 5; print(i)

Однако я **настоятельно рекомендую** вам придерживаться **написания одной логической строки в каждой физической строке**. Таким образом вы можете обойтись совсем без точ- ки с запятой. Кстати, я *никогда* не использовал и даже не встречал точки с запятой в про- граммах на Python.

Можно использовать более одной физической строки для логической строки, но к этому следует прибегать лишь в случае очень длинных строк. Пример написания одной логиче- ской строки, занимающей несколько физических строк, приведён ниже. Это называется **явным объединением строк**.

s = 'Это строка. **\**

Это строка продолжается.' print(s)

Это даст результат:

Это строка. Это строка продолжается.

Аналогично,

print\ (i)

то же самое, что и

print(i)

Иногда имеет место неявное подразумевание, когда использование обратной косой чер- ты не обязательно. Это относится к случаям, когда в логической строке есть открываю- щаяся круглая, квадратная или фигурная скобка, но нет закрывающейся. Это называется **неявным объединением строк**. Вы сможете увидеть это в действии в программах с ис- пользованием [*списков*](#_bookmark115) в дальнейших главах.

## Отступы

В Python пробелы важны. Точнее, **пробелы в начале строки важны**. Это называется **от- ступами**. Передние отступы (пробелы и табуляции) в начале логической строки исполь- зуются для определения уровня отступа логической строки, который, в свою очередь, ис- пользуется для группировки предложений.

Это означает, что предложения, идущие вместе, **должны** иметь одинаковый отступ. Каж- дый такой набор предложений называется **блоком**. В дальнейших главах мы увидим при- меры того, насколько важны блоки.

Вы должны запомнить, что неправильные отступы могут приводить к возникновению ошибок. Например:

i = 5

print('Значение составляет ', i) *# Ошибка! Пробел в начале строки*

print('Я повторяю, значение составляет ', i)

Когда вы запустите это, вы получите следующую ошибку:

File "whitespace.py", line 4

print('Значение составляет ', i) # Ошибка! Пробел в начале строки

^

IndentationError: unexpected indent

Обратите внимание на то, что в начале второй строки есть один пробел. Ошибка, отобра- жённая Python, говорит нам о том, что синтаксис программы неверен, т.е. программа не была написана по правилам. Для вас же это означает, что *вы не можете начинать новые блоки предложений где попало* (кроме основного блока по умолчанию, который использу- ется на протяжении всей программы, конечно). Случаи, в которых вы можете использо- вать новые блоки, будут подробно описаны в дальнейших главах, как например, в [*главе*](#_bookmark67)

[*«Поток команд»*](#_bookmark67).

#### Как отступать

**Не** смешивайте пробелы и символы табуляции в отступах, поскольку не на всех плат- формах это работает корректно. Я *настоятельно рекомендую* вам использовать *одиночную табуляцию* или *четыре пробела* для каждого уровня отступа.

Выберите какой-нибудь один из этих стилей отступа. Но что ещё более важно, это ис- пользовать выбранный стиль **постоянно**, а также соблюдать стиль редактируемых вами файлов. Т.е. когда вы пишете новый файл, используйте *только* один ваш любимый стиль, а если в редактируемом вами файле для отступов уже используются, скажем, символы та- буляции, то и вы используйте в этом файле символы табуляции для отступов.

Хорошие редакторы, такие как Komodo Edit, будут делать это автоматически.

#### Замечание для программистов на статических языках программирования

Python всегда будет использовать отступы для выделения блоков и никогда не будет ис- пользовать скобки. Введите from future import braces, чтобы узнать больше.

## Резюме

Теперь, когда мы прошли через множество жизненно важных мелочей, можно перейти к более интересным вещам – таким как управляющие конструкции. Но сначала как следует освойтесь с прочитанным в настоящей главе.

# Операторы и выражения

Большинство предложений (логических строк) в программах содержат *выражения*. Про- стой пример выражения: 2 + 3. Выражение можно разделить на операторы и операнды.

*Операторы* – это некий функционал, производящий какие-либо действия, который мо- жет быть представлен в виде символов, как например +, или специальных зарезервиро- ванных слов. Операторы могут производить некоторые действия над данными, и эти дан- ные называются *операндами*. В нашем случае 2 и 3 – это операнды.

## Операторы

Кратко рассмотрим операторы и их применение:

Обратите внимание, вычислить значения выражений, данных в примерах, можно так- же используя интерпретатор интерактивно. Например, для проверки выражения 2 + 3 воспользуйтесь интерактивной командной строкой интерпретатора Python:

**>>>** 2 + 3

5

**>>>** 3 \* 5

15

#### Операторы и их применение

|  |  |  |  |
| --- | --- | --- | --- |
| Оператор | Название | Объяснение | Примеры |
| + | Сложение | Суммирует два  объекта | 3 + 5 даст 8; 'a' + 'b' даст 'ab' |
| - | Вычита-  ние | Даёт разность  двух чисел; если первый операнд отсутствует, он считается равным нулю | -5.2 даст отрицательное число, а 50 -  24 даст 26. |

|  |  |  |  |
| --- | --- | --- | --- |
| Оператор | Название | Объяснение | Примеры |
| \* | Умноже-  ние | Даёт  произведение двух чисел или возвращает строку, повторённую заданное число раз. | 2 \* 3 даст 6. 'la' \* 3 даст 'lalala'. |
| \*\* | Возведе-  ние в степень | Возвращает  число х, возведённое в степень y | 3 \*\* 4 даст 81 (т.е. 3 \* 3 \* 3 \* 3) |
| / | Деление | Возвращает  частное от деления x на y | 4 / 3 даст 1.3333333333333333. |
| // | Целочис-  ленное деление | Возвращает  неполное частное от деления | 4 // 3 даст 1. -4 // 3 даст -2. |
| % | Деление  по модулю | Возвращает  остаток от деления | 8 % 3 даст 2. -25.5 % 2.25 даст 1.5. |
| << | Сдвиг  влево | Сдвигает биты  числа влево на заданное количество позиций. (Любое число в памяти компьютера представлено в виде битов - или двоичных чисел, т.е. 0 и 1) | 2 << 2 даст 8. В двоичном виде 2  представляет собой 10. Сдвиг влево на 2 бита даёт 1000, что в десятичном виде означает 8. |
| >> | Сдвиг  вправо | Сдвигает биты  числа вправо на заданное число позиций. | 11 >> 1 даст 5. В двоичном виде 11  представляется как 1011, что будучи смещённым на 1 бит вправо, даёт 101, а это, в свою очередь, не что иное как  десятичное 5 |
| & | Побито-  вое И | Побитовая  операция И над числами | 5 & 3 даёт 1. |

|  |  |  |  |
| --- | --- | --- | --- |
| Оператор | Название | Объяснение | Примеры |
| | | Побито-  вое ИЛИ | Побитовая  операция ИЛИ над числами | 5 | 3 даёт 7 |
| ^ | Побито-  вое ИСКЛЮ- ЧИТЕЛЬ- НО  ИЛИ | Побитовая  операция ИС- КЛЮЧИТЕЛЬНО ИЛИ | 5 ^ 3 даёт 6 |
| ~ | Побито-  вое НЕ | Побитовая  операция НЕ для числа x соответствует  -(x+1) | ~5 даёт -6. |
| < | Меньше | Определяет,  верно ли, что x меньше y. Все операторы сравнения возвращают True или False[1](#_bookmark60).  Обратите внимание на заглавные буквы в этих  словах. | 5 < 3 даст False,  а 3 < 5 даст True.  Можно составлять произвольные цепочки сравнений: 3 < 5 < 7 даёт True. |
| > | Больше | Определяет,  верно ли, что x  больше y | 5 > 3 даёт True. Если оба операнда -  числа, то перед сравнением они оба преобразуются к одинаковому типу. В противном случае всегда возвращается  False. |
| <= | Меньше  или равно | Определяет,  верно ли, что x меньше или равно y | x = 3; y = 6; x <= y даёт True. |
| >= | Больше  или равно | Определяет,  верно ли, что x больше или равно y | x = 4; y = 3; x >= 3 даёт True. |

|  |  |  |  |
| --- | --- | --- | --- |
| Оператор | Название | Объяснение | Примеры |
| == | Равно | Проверяет,  одинаковы ли объекты | x = 2; y = 2; x == y даёт True. x =  'str'; y = 'stR'; x == y даёт False. x = 'str'; y = 'str'; x == y даёт True. |
| != | Не равно | Проверяет,  верно ли, что объекты не равны | x = 2; y = 3; x != y даёт True. |
| not | Логиче-  ское НЕ | Если x равно  True, оператор вернёт False. Если же x равно False, получим True. | x = True; not x даёт False. |
| and | Логиче-  ское И | x and y даёт  False, если x равно False , в противном случае возвращает значение y | x = False; y = True; x and y возвращает False, поскольку x равно False. В этом случае Python не станет проверять значение y, так как уже знает, что левая часть выражения „and“ равняется False, что подразумевает, что и всё выражение в целом будет равно False, независимо от значений всех остальных операндов. Это называется укороченной оценкой булевых (логических) выражений. |
| or | Логиче-  ское ИЛИ | Если x равно  True, в результате получим True, в противном случае получим  значение y | x = True; y = False; x or y даёт  True. Здесь также может производиться укороченная оценка выражений. |

1 «True» - *англ.* «Верно (Правда)»; «False» - *англ.* «Ошибочно (Ложь)». (*прим. перев.*)

* + 1. Краткая запись мат. операций и присваивания

Зачастую результат проведения некой математической операции необходимо присвоить переменной, над которой эта операция производилась. Для этого существуют краткие формы записи выражений:

Вы можете записать:

a = 2; a = a \* 3

в виде:

a = 2; a \*= 3

Обратите внимание, что выражения вида «переменная = переменная операция выражение» принимает вид «переменная операция = выражение».

## Порядок вычисления

Если имеется выражение вида 2 + 3 \* 4, что производится раньше: сложение или умно- жение? Школьный курс математики говорит нам, что умножение должно производиться в первую очередь. Это означает, что оператор умножения имеет более высокий приори- тет, чем оператор сложения.

Следующая таблица показывает приоритет операторов в Python, начиная с самого низ- кого (самое слабое связывание) и до самого высокого (самое сильное связывание). Это означает, что в любом выражении Python сперва вычисляет операторы и выражения, рас- положенные внизу таблицы, а затем операторы выше по таблице.

Эта таблица взята из [Справочника по языку Python (англ.)](http://docs.python.org/py3k/reference/expressions.html#summary) и приводится здесь для пол- ноты описания. На практике лучше использовать скобки для группировки операторов и операндов, чтобы в явном виде указать порядок вычисления выражений. Заодно это об- легчит чтение программы. Более подробно см. в разделе [*Изменение порядка вычисления*](#_bookmark63)ниже.

#### Приоритет операторов

|  |  |
| --- | --- |
| Оператор | Описание |
| lambda | лямбда-выражение |
| or | Логическое «ИЛИ» |
| and | Логическое «И» |
| not x | Логическое «НЕ» |
| in, not in | Проверка принадлежности |
| is, is not | Проверка тождественности |
| <, <=, >, >=, !=, == | Сравнения |
| | | Побитовое «ИЛИ» |
| ^ | Побитовое «ИСКЛЮЧИТЕЛЬНО ИЛИ» |
| & | Побитовое «И» |
| <<, >> | Сдвиги |
| +, - | Сложение и вычитание |
| \*, /, //, % | Умножение, деление, целочисленное деление и остаток от де-  ления |
| +x, -x | Положительное, отрицательное |
| ~x | Побитовое НЕ |
| \*\* | Возведение в степень |
| x.attribute | Ссылка на атрибут |
| x[индекс] | Обращение по индексу |
| x[индекс1:индекс2] | Вырезка |
| f(аргументы ...) | Вызов функции |
| (выражения, ...) | Связка или кортеж[2](#_bookmark62) |
| [выражения, ...] | Список |
| {ключ:данные,  ...} | Словарь |

Операторы, о которых мы не упомянули, будут объяснены в дальнейших главах.

В этой таблице операторы с *равным приоритетом* расположены в одной строке. Напри- мер, + и - имеют равный приоритет.

2 «tuple» - *англ.* «кортеж» (*прим. перев.*)

## Изменение порядка вычисления

Для облегчения чтения выражений можно использовать скобки. Например, 2 + (3 \* 4) определённо легче понять, чем 2 + 3 \* 4, которое требует знания приоритета операто- ров. Как и всё остальное, скобки нужно использовать разумно (не перестарайтесь) и избе- гать излишних, как в (2 + (3 \* 4)).

Есть ещё одно преимущество в использовании скобок – они дают возможность изме- нить порядок вычисления выражений. Например, если сложение необходимо произвести прежде умножения, можно записать нечто вроде (2 + 3) \* 4.

## Ассоциативность

Операторы обычно обрабатываются слева направо. Это означает, что операторы с равным приоритетом будут обработаны по порядку от левого до правого. Например, 2 + 3 + 4 обрабатывается как (2 + 3) + 4.

## Выражения

Пример (сохраните как expression.py):

length = 5

breadth = 2

area = length \* breadth print('Площадь равна', area)

print('Периметр равен', 2 \* (length + breadth))

#### Вывод:

$ python expression.py Площадь равна 10

Периметр равен 14

**Как это работает:**

Длина и ширина прямоугольника хранятся в переменных length и breadth соответственно. Мы используем их для вычисления периметра и площади прямоугольника при помощи выражений. Результат выражения length \* breadth сохраняется в переменной area, после чего выводится на экран функцией print. Во втором случае мы напрямую подставляем значение вы- ражения 2 \* (length + breadth) в функцию print.

Также обратите внимание, как Python «красиво печатает» результат. Несмот- ря на то, что мы не указали пробела между 'Площадь равна' и перемен- ной area, Python подставляет его за нас, чтобы получить красивый и понят- ный вывод. Программа же остаётся при этом легкочитаемой (поскольку нам не нужно заботиться о пробелах между строками, которые мы выводим). Это пример того, как Python облегчает жизнь программисту.

## Резюме

Мы увидели, как пользоваться операторами, операндами и выражениями. Это основные строительные блоки любой программы. Далее мы увидим, как это применить на практи- ке.

# Поток команд

В программах, которые мы до сих пор рассматривали, последовательность команд всегда выполнялась Python по порядку строго сверху вниз. А что, если нам необходимо изменить поток выполняющихся команд? Например, если требуется, чтобы программа принимала некоторое решение и выполняла различные действия в зависимости от ситуации; ска- жем, печатала «Доброе утро» или «Добрый вечер» в зависимости от времени суток.

Как вы уже, наверное, догадались, этого можно достичь при помощи операторов управ- ления потоком. В Python есть три оператора управления потоком: if, for и while.

## Оператор if

Оператор if используется для проверки условий: *если*[1](#_bookmark69) условие верно[2](#_bookmark70), выполняется блок выражений (называемый «if-блок»), *иначе*[3](#_bookmark71) выполняется другой блок выражений (назы- ваемый «else-блок»). Блок «else» является необязательным.

**Пример:** (сохраните как if.py)

(продолжение на следующей странице)

number = 23

guess = int(input('Введите целое число : '))

**if** guess == number:

print('Поздравляю, вы угадали,') *# Начало нового блока*

print('(хотя и не выиграли никакого приза!)') *# Конец нового блока*

**elif** guess < number:

print('Нет, загаданное число немного больше этого.') *# Ещё один блок # Внутри блока вы можете выполнять всё, что угодно ...*

**else**:

print('Нет, загаданное число немного меньше этого.')

*# чтобы попасть сюда, guess должно быть больше, чем number*

1 if – *англ.* «если» (*прим.перев.*)

2 Соответствует булевому значению True (*прим.перев.*)

3 else – *англ.* «иначе», «в противном случае» (*прим.перев.*)

(продолжение с предыдущей страницы)

print('Завершено')

*# Это последнее выражение выполняется всегда после выполнения оператора if*

#### Вывод:

$ python if.py

Введите целое число : 50

Нет, загаданное число немного меньше этого. Завершено

$ python if.py

Введите целое число : 22

Нет, загаданное число немного больше этого. Завершено

$ python if.py

Введите целое число : 23 Поздравляю, вы угадали,

(хотя и не выиграли никакого приза!) Завершено

**Как это работает:**

В этой программе мы принимаем варианты от пользователя и проверяем, сов- падают ли они с заранее заданным числом. Мы устанавливаем переменной number значение любого целого числа, какого хотим. Например, 23. После этого мы принимаем вариант числа от пользователя при помощи функции input(). Функции – это всего-навсего многократно используемые фрагмен- ты программы. Мы узнаем о них больше в [*следующей главе*](#_bookmark83).

Мы передаём встроенной функции input строку, которую она выводит на экран и ожидает ввода от пользователя. Как только мы ввели что-нибудь и на- жали клавишу Enter, функция input() возвращает строку, которую мы вве- ли. Затем мы преобразуем полученную строку в число при помощи int(), и сохраняем это значение в переменную guess. Вообще-то, int – это класс, но на данном этапе вам достаточно знать лишь, что при помощи него можно преобразовать строку в целое число (предполагая, что строка содержит целое число).

Далее мы сравниваем число, введённое пользователем, с числом, которое мы выбрали заранее. Если они равны, мы печатаем сообщение об успехе. Обра- тите внимание, что мы используем соответствующие уровни отступа, чтобы указать Python, какие выражения относятся к какому блоку. Вот почему отсту- пы так важны в Python. Я надеюсь, вы придерживаетесь правила «постоянных отступов», не так ли?

Обратите внимание, что в конце оператора if стоит двоеточие – этим мы по-

казываем, что далее следует блок выражений.

После этого мы проверяем, верно ли, что пользовательский вариант числа меньше загаданного, и если это так, мы информируем пользователя о том, что ему следует выбирать числа немного больше этого. Здесь мы использо- вали выражение elif, которое попросту объединяет в себе два связанных if else-if else выражения в одно выражение if-elif-else. Это облегчает чтение программы, а также не требует дополнительных отступов.

Выражения elif и else также имеют двоеточие в конце логической строки, за которым следуют соответствующие блоки команд (с соответствующим чис- лом отступов, конечно).

Внутри if-блока оператора if может быть другой оператор if и так далее – это называется вложенным[4](#_bookmark72) оператором if.

Помните, что части elif и else не обязательны. Минимальная корректная запись оператора if такова:

**if True**:

print('Да, это верно.')

После того, как Python заканчивает выполнение всего оператора if вместе с его частями elif и else, он переходит к следующему выражению в блоке, содержащем этот оператор if. В нашем случае это основной блок программы (в котором начинается выполнение программы), а следующее выражение – это print('Завершено'). После этого Python доходит до конца программы и просто выходит из неё.

Хотя это и чрезвычайно простая программа, я указал вам на целый ряд вещей, которые стоит взять на заметку. Всё это довольно легко (даже удивительно легко для тех из вас, кто пришёл из мира C/C++). Поначалу вам придётся держать все эти вещи в памяти, но после некоторой практики вы привыкнете, и они вам покажутся вполне «естественными».

#### Замечание для программистов на C/C++

В Python нет оператора switch. Однако, при помощи конструкции if..elif..else мож- но достичь того же самого (а в некоторых случаях можно даже использовать [*словарь*](#_bookmark119), что- бы сделать это быстро).

4 nested – *англ.* «вложенный» (*прим.перев.*)

## Оператор while

Оператор while позволяет многократно выполнять блок команд до тех пор, пока выпол- няется некоторое условие. Это один из так называемых *операторов цикла*. Он также может иметь необязательный пункт else.

**Пример:** (сохраните как while.py)

number = 23 running = **True**

**while** running:

guess = int(input('Введите целое число : '))

**if** guess == number: print('Поздравляю, вы угадали.')

running = **False** *# это останавливает цикл while*

**elif** guess < number:

print('Нет, загаданное число немного больше этого.')

**else**:

print('Нет, загаданное число немного меньше этого.')

**else**:

print('Цикл while закончен.')

*# Здесь можете выполнить всё что вам ещё нужно*

print('Завершение.')

#### Вывод:

$ python while.py Введите целое число : 50

Нет, загаданное число немного меньше этого. Введите целое число : 22

Нет, загаданное число немного больше этого. Введите целое число : 23

Поздравляю, вы угадали. Цикл while закончен.

Завершение.

**Как это работает:**

В этой программе мы продолжаем играть в игру с угадыванием, но преиму- щество состоит в том, что теперь пользователь может угадывать до тех пор, пока не угадает правильное число, и ему не придётся запускать программу заново для каждой попытки, как это происходило до сих пор. Это наглядно демонстрирует применение оператора while.

Мы переместили операторы input и if внутрь цикла while и установили
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переменную running в значение True перед запуском цикла. Прежде всего проверяется, равно ли значение переменной running True, а затем происхо- дит переход к соответствующему *while-блоку*. После выполнения этого блока команд условие, которым в данном случае является переменная running, про- веряется снова. Если оно истинно, while-блок запускается снова, в противном случае происходит переход к дополнительному else-блоку, а затем – к следу- ющему оператору.

Блок else выполняется тогда, когда условие цикла while становится ложным (False)

– это может случиться даже при самой первой проверке условия. Если у цикла while имеется дополнительный блок else, он всегда выполняется, если только цикл не будет прерван оператором break.

True и False называются булевым типом данных, и вы можете считать их эквивалент- ными значениям 1 и 0 соответственно.

#### Примечание для программистов на C/C++

Помните, что у цикла while может быть блок else.

## Цикл for

Оператор for..in также является оператором цикла, который осуществляет *итерацию* по последовательности объектов, т.е. проходит через каждый элемент в последовательности. Мы узнаем больше о [*последовательностях*](#_bookmark121) в дальнейших главах, а пока просто запомните, что последовательность – это упорядоченный набор элементов.

**Пример:** (сохраните как for.py)

**for** i **in** range(1, 5): print(i)

**else**:

print('Цикл for закончен')

#### Вывод:

$ python for.py 1

2

3

4

Цикл for закончен

**Как это работает:**

В этой программе мы выводим на экран *последовательность* чисел. Мы гене- рируем эту последовательность, используя встроенную функцию range[5](#_bookmark75).

Мы задаём два числа, и range возвращает последовательность чисел от перво- го числа до второго. Например, range(1,5) даёт последовательность [1, 2, 3, 4]. По умолчанию range принимает значение шага, равное 1. Если мы зададим также и третье число range, оно будет служить шагом. Например, range(1,5,2) даст [1,3]. Помните, интервал простирается только *до* второ- го числа, т.е. **не** включает его в себя.

Обратите внимание, что range() генерирует последовательность чисел, но только по одному числу за раз – когда оператор for запрашивает следую- щий элемент. Чтобы увидеть всю последовательность чисел сразу, используй- те list(range()). Списки[6](#_bookmark76) подробно рассматриваются в главе [*Структуры*](#_bookmark115)[*данных*](#_bookmark115).

Затем цикл for осуществляет итерацию по этому диапазону - for i in range(1,5) эквивалентно for i in [1, 2, 3, 4], что напоминает при- сваивание переменной i по одному числу (или объекту) за раз, выполняя блок команд для каждого значения i. В данном случае в блоке команд мы просто выводим значение на экран.

Помните, что блок else не обязателен. Если он присутствует, он всегда выполняется один раз после окончания цикла for, если только не указан оператор [*break*](#_bookmark77).

Помните также, что цикл for..in работает для любой последовательности. В нашем слу- чае это список чисел, сгенерированный встроенной функцией range, но в общем случае можно использовать любую последовательность любых объектов! В следующих разделах мы познакомимся с этим поближе.

#### Примечание для программистов на C/C++/Java/C#

Цикл for в Python радикально отличается от цикла for в C/C++. Программисты на C# заметят, что цикл for в Python похож на цикл foreach в C#. Программистам на Java это может напомнить конструкцию for (int i : IntArray) в Java 1.5.

Если в C/C++ записать for (int i = 0; i < 5; i++), то в Python этому соответство- вало бы выражение for i in range(0,5). Как видно, в Python цикл for проще, более выразителен и менее подвержен ошибкам.

5 range – *англ.* «диапазон», «интервал» (*прим.перев.*)

6 list – *англ.* «список» (*прим.перев.*)

## Оператор break

Оператор break служит для *прерывания*[7](#_bookmark78) цикла, т.е. остановки выполнения команд даже если условие выполнения цикла ещё не приняло значения False или последователь- ность элементов не закончилась.

Важно отметить, что если циклы for или while прервать оператором *break*, соответству- ющие им блоки else выполняться **не** будут.

**Пример:** (сохраните как break.py)

**while True**:

s = input('Введите что-нибудь : ')

**if** s == 'выход':

**break**

print('Длина строки:', len(s)) print('Завершение')

#### Вывод:

$ python break.py

Введите что-нибудь : Программировать весело. Длина строки: 23

Введите что-нибудь : Если работа скучна, Длина строки: 19

Введите что-нибудь : Чтобы придать ей весёлый тон - Длина строки: 30

Введите что-нибудь : используй Python! Длина строки: 23

Введите что-нибудь : выход Завершение

**Как это работает:**

В этой программе мы многократно считываем пользовательский ввод и выво- дим на экран длину каждой введённой строки. Для остановки программы мы вводим специальное условие, проверяющее, совпадает ли пользовательский ввод со строкой 'выход'. Мы останавливаем программу *прерыванием* цикла оператором break и достигаем её конца.

Длина введённой строки может быть найдена при помощи встроенной функ- ции len.

Помните также, что оператор break может применяться и в цикле for.

7 break – *англ.* «разбивать», «разрывать» (*прим.перев.*)

* + 1. Поэтический Python Swaroop’а

Для ввода строк здесь я использовал мини-стишок, который сам сочинил. Он называется

*Поэтический Python Swaroop’а*[8](#_bookmark80)

Программировать весело. Если работа скучна,

Чтобы придать ей весёлый тон - используй Python!

## Оператор continue

Оператор continue используется для указания Python, что необходимо пропустить все оставшиеся команды в текущем блоке цикла и *продолжить*[9](#_bookmark81) со следующей итерации цик- ла.

**Пример:** (сохраните как continue.py)

**while True**:

s = input('Введите что-нибудь : ')

**if** s == 'выход':

**break**

**if** len(s) < 3: print('Слишком мало') **continue**

print('Введённая строка достаточной длины')

*# Разные другие действия здесь...*

#### Вывод:

$ python continue.py Введите что-нибудь : a Слишком мало

Введите что-нибудь : 12 Слишком мало

Введите что-нибудь : абв

Введённая строка достаточной длины Введите что-нибудь : выход

8 **Swaroop’s Poetic Python**:

Programming is fun. When the work is done,

if you wanna make your work also fun: use Python!

9 continue – *англ.* «продолжать» (*прим.перев.*)

#### Как это работает:

В этой программе мы запрашиваем ввод со стороны пользователя, но обраба- тываем введённую строку только если она имеет длину хотя бы в 3 символа. Итак, мы используем встроенную функцию len для получения длины строки, и если длина менее 3, мы пропускаем остальные действия в блоке при помо- щи оператора continue. В противном случае все остальные команды в цикле выполняются, производя любые манипуляции, которые нам нужны.

Заметьте, что оператор continue также работает и с циклом for.

## Резюме

Мы увидели, как использовать три оператора для управления потоком команд: if, while и for, а также связанные с ними операторы break и continue. Это наиболее часто ис- пользуемые конструкции Python, поэтому овладеть ими очень важно.

Далее мы увидим, как создавать и использовать функции.

# Функции

Функции – это многократно используемые фрагменты программы. Они позволяют дать имя определённому блоку команд с тем, чтобы впоследствии запускать этот блок по ука- занному имени в любом месте программы и сколь угодно много раз. Это называется *вы- зовом* функции. Мы уже использовали много встроенных функций, как то len и range.

Функция – это, пожалуй, *наиболее* важный строительный блок любой нетривиальной про- граммы (на любом языке программирования), поэтому в этой главе мы рассмотрим раз- личные аспекты функций.

Функции определяются при помощи зарезервированного слова def. После этого слова указывается *имя* функции, за которым следует пара скобок, в которых можно указать имена некоторых переменных, и заключительное двоеточие в конце строки. Далее сле- дует блок команд, составляющих функцию. На примере можно видеть, что на самом деле это очень просто:

**Пример:** (сохраните как function1.py)

**def** sayHello():

print('Привет, Мир!') *# блок, принадлежащий функции # Конец функции*

sayHello() *# вызов функции*

sayHello() *# ещё один вызов функции*

#### Вывод:

$ python function1.py Привет, Мир!

Привет, Мир!

**Как это работает:**

Мы определили функцию с именем sayHello, используя описанный выше синтаксис. Эта функция не принимает параметров, поэтому в скобках не объ- явлены какие-либо переменные. Параметры функции – это некие входные данные, которые мы можем передать функции, чтобы получить соответству- ющий им результат.

Обратите внимание, что мы можем вызывать одну и ту же функцию много раз, а значит нет необходимости писать один и тот же код снова и снова.

## Параметры функций

Функции могут принимать параметры, т.е. некоторые значения, передаваемые функции для того, чтобы она что-либо *сделала* с ними. Эти параметры похожи на переменные, за исключением того, что значение этих переменных указывается при вызове функции, и во время работы функции им уже присвоены их значения.

Параметры указываются в скобках при объявлении функции и разделяются запятыми. Аналогично мы передаём значения, когда вызываем функцию. Обратите внимание на терминологию: имена, указанные в объявлении функции, называются *параметрами*, то- гда как значения, которые вы передаёте в функцию при её вызове, – *аргументами*.

**Пример:** (сохраните как func\_param.py)

**def** printMax(a, b):

**if** a > b:

print(a, 'максимально')

**elif** a == b:

print(a, 'равно', b)

**else**:

print(b, 'максимально') printMax(3, 4) *# прямая передача значений*

x = 5

y = 7

printMax(x, y) *# передача переменных в качестве аргументов*

#### Вывод:

$ python func\_param.py

4 максимально

7 максимально

**Как это работает:**

Здесь мы определили функцию с именем printMax, которая использует два параметра с именами a и b. Мы находим наибольшее число с применением простого оператора if..else и выводим это число.

При первом вызове функции printMax мы напрямую передаём числа в ка- честве аргументов. Во втором случае мы вызываем функцию с переменными

в качестве аргументов. printMax(x, y) назначает значение аргумента x па- раметру a, а значение аргумента y – параметру b. В обоих случаях функция printMax работает одинаково.

## Локальные переменные

При объявлении переменных внутри определения функции, они никоим образом не свя- заны с другими переменными с таким же именем за пределами функции – т.е. имена переменных являются *локальными* в функции. Это называется *областью видимости* пере- менной. Область видимости всех переменных ограничена блоком, в котором они объяв- лены, начиная с точки объявления имени.

**Пример:** (сохраните как func\_local.py)

x = 50

**def** func(x):

print('x равен', x) x = 2

print('Замена локального x на', x)

func(x)

print('x по-прежнему', x)

#### Вывод:

$ python func\_local.py x равен 50

Замена локального x на 2 x по-прежнему 50

**Как это работает:**

При первом выводе *значения*, присвоенного имени x, в первой строке функции Python использует значение параметра, объявленного в основном блоке, выше определения функции.

Далее мы назначаем x значение 2. Имя x локально для нашей функции. По- этому когда мы заменяем значение x в функции, x, объявленный в основном блоке, остаётся незатронутым.

Последним вызовом функции print мы выводим значение x, указанное в ос- новном блоке, подтверждая таким образом, что оно не изменилось при ло- кальном присваивании значения в ранее вызванной функции.

## Зарезервированное слово «global»

Чтобы присвоить некоторое значение переменной, определённой на высшем уровне про- граммы (т.е. не в какой-либо области видимости, как то функции или классы), необходимо указать Python, что её имя не локально, а *глобально* (*global*). Сделаем это при помощи заре- зервированного слова global. Без применения зарезервированного слова global невоз- можно присвоить значение переменной, определённой за пределами функции.

Можно использовать уже существующие значения переменных, определённых за преде- лами функции (при условии, что внутри функции не было объявлено переменной с таким же именем). Однако, это не приветствуется, и его следует избегать, поскольку человеку, читающему текст программы, будет непонятно, где находится объявление переменной. Использование зарезервированного слова global достаточно ясно показывает, что пере- менная объявлена в самом внешнем блоке.

**Пример:** (сохраните как func\_global.py)

x = 50

**def** func():

**global** x

print('x равно', x) x = 2

print('Заменяем глобальное значение x на', x)

func()

print('Значение x составляет', x)

#### Вывод:

$ python func\_global.py x равно 50

Заменяем глобальное значение x на 2 Значение x составляет 2

**Как это работает:**

Зарезервированное слово global используется для того, чтобы объявить, что x – это глобальная переменная, а значит, когда мы присваиваем значение име- ни x внутри функции, это изменение отразится на значении переменной x в основном блоке программы.

Используя одно зарезервированное слово global, можно объявить сразу несколько переменных: global x, y, z.

## Зарезервированное слово «nonlocal»

Мы увидели, как получать доступ к переменным в локальной и глобальной области ви- димости. Есть ещё один тип области видимости, называемый «нелокальной» (nonlocal) областью видимости, который представляет собой нечто среднее между первыми дву- мя. Нелокальные области видимости встречаются, когда вы определяете функции внутри функций.

Поскольку в Python всё является выполнимым кодом, вы можете определять функции где угодно.

#### Давайте рассмотрим пример:

*# Filename: func\_nonlocal.py*

**def** func\_outer(): x = 2

print('x равно', x)

**def** func\_inner():

**nonlocal** x x = 5

func\_inner()

print('Локальное x сменилось на', x)

func\_outer()

**Вывод:**

$ python func\_nonlocal.py x равно 2

Локальное x сменилось на 5

#### Как это работает:

Когда мы находимся внутри func\_inner, переменная x, определённая в пер- вой строке func\_outer находится ни в локальной области видимости (опре- деление переменной не входит в блок func\_inner), ни в глобальной обла- сти видимости (она также и не в основном блоке программы). Мы объявля- ем, что хотим использовать именно эту переменную x, следующим образом: nonlocal x.

Попробуйте заменить «nonlocal x» на «global x», а затем удалить это за- резервированное слово, и пронаблюдайте за разницей между этими двумя случаями.

## Значения аргументов по умолчанию

Зачастую часть параметров функций могут быть *необязательными*, и для них будут ис- пользоваться некоторые заданные значения по умолчанию, если пользователь не укажет собственных. Этого можно достичь с помощью значений аргументов по умолчанию. Их можно указать, добавив к имени параметра в определении функции оператор присваи- вания (=) с последующим значением.

Обратите внимание, что значение по умолчанию должно быть константой. Или точнее говоря, оно должно быть неизменным[1](#_bookmark89) – это объясняется подробнее в последующих гла- вах. А пока запомните это.

**Пример:** (сохраните как func\_default.py)

**def** say(message, times = 1): print(message \* times)

say('Привет')

say('Мир', 5)

#### Вывод:

$ python func\_default.py Привет

МирМирМирМирМир

**Как это работает:**

Функция под именем say используется для вывода на экран строки указанное число раз. Если мы не указываем значения, по умолчанию строка выводится один раз. Мы достигаем этого указанием значения аргумента по умолчанию, равного 1 для параметра times[2](#_bookmark90).

При первом вызове say мы указываем только строку, и функция выводит её один раз. При втором вызове say мы указываем также и аргумент 5, обозначая таким образом, что мы хотим *сказать*[3](#_bookmark91) фразу 5 раз.

**Важно:** Значениями по умолчанию могут быть снабжены только параметры, находящи- еся в конце списка параметров. Таким образом, в списке параметров функции параметр со значением по умолчанию не может предшествовать параметру без значения по умол- чанию. Это связано с тем, что значения присваиваются параметрам в соответствии с их положением. Например, def func(a, b=5) допустимо, а def func(a=5, b) – *не допустимо*.

1 «immutable» в терминологии Python (*прим. перев.*)

2 times – *англ.* «раз» (*прим. перев.*)

3 say – *англ.* «сказать» (*прим. перев.*)

## Ключевые аргументы

Если имеется некоторая функция с большим числом параметров, и при её вызове тре- буется указать только некоторые из них, значения этих параметров могут задаваться по их имени – это называется *ключевые параметры*. В этом случае для передачи аргументов функции используется имя (ключ) вместо позиции (как было до сих пор).

Есть два *преимущества* такого подхода: во-первых, использование функции становится легче, поскольку нет необходимости отслеживать порядок аргументов; во-вторых, можно задавать значения только некоторым избранным аргументам, при условии, что осталь- ные параметры имеют значения аргумента по умолчанию.

**Пример:** (сохраните как func\_key.py)

**def** func(a, b=5, c=10):

print('a равно', a, ', b равно', b, ', а c равно', c)

func(3, 7) func(25, c=24) func(c=50, a=100)

#### Вывод:

$ python func\_key.py

a равно 3, b равно 7, а c равно 10 a равно 25, b равно 5, а c равно 24

a равно 100, b равно 5, а c равно 50

**Как это работает:**

Функция с именем func имеет один параметр без значения по умолчанию, за которым следуют два параметра со значениями по умолчанию.

При первом вызове, func(3, 7), параметр a получает значение 3, параметр

b получает значение 7, а c получает своё значение по умолчанию, равное 10.

При втором вызове func(25, c=24) переменная a получает значение 25 в силу позиции аргумента. После этого параметр c получает значение 24 по имени, т.е. как ключевой параметр. Переменная b получает значение по умол- чанию, равное 5.

При третьем обращении func(c=50, a=100) мы используем ключевые аргу- менты для всех указанных значений. Обратите внимание на то, что мы ука- зываем значение для параметра c перед значением для a, даже несмотря на то, что в определении функции параметр a указан раньше c.

## Переменное число параметров4

Иногда бывает нужно определить функцию, способную принимать *любое* число парамет- ров. Этого можно достичь при помощи звёздочек (сохраните как function\_varargs.py):

**def** total(a=5, \*numbers, \*\*phonebook): print('a', a)

*#проход по всем элементам кортежа*

**for** single\_item **in** numbers: print('single\_item', single\_item)

*#проход по всем элементам словаря*

**for** first\_part, second\_part **in** phonebook.items(): print(first\_part,second\_part)

print(total(10,1,2,3,Jack=1123,John=2231,Inge=1560))

#### Вывод:

$ python function\_varargs.py a 10

single\_item 1

single\_item 2

single\_item 3

|  |  |
| --- | --- |
| Inge | 1560 |
| John | 2231 |
| Jack | 1123 |
| None |  |

**Как это работает:**

Когда мы объявляем параметр со звёздочкой (например, \*param), все позици- онные аргументы начиная с этой позиции и до конца будут собраны в кортеж под именем param.

Аналогично, когда мы объявляем параметры с двумя звёздочками (\*\*param), все ключевые аргументы начиная с этой позиции и до конца будут собраны в словарь под именем param.

Мы изучим кортежи и словари в [*одной из последующих глав*](#_bookmark114).

4 VarArgs – *от англ.* «**Var**iable number of **Arg**ument**s**» – «переменное число аргументов» (*прим. перев.*)

## Только ключевые параметры

Если некоторые ключевые параметры должны быть доступны только по ключу, а *не* как позиционные аргументы, их можно объявить после параметра со звёздочкой (сохраните как keyword\_only.py):

**def** total(initial=5, \*numbers, extra\_number): count = initial

**for** number **in** numbers: count += number

count += extra\_number print(count)

total(10, 1, 2, 3, extra\_number=50)

total(10, 1, 2, 3)

*# Вызовет ошибку, поскольку мы не указали значение # аргумента по умолчанию для 'extra\_number'.*

#### Вывод:

$ python keyword\_only.py 66

Traceback (most recent call last):

File "keyword\_only.py", line 12, in <module> total(10, 1, 2, 3)

TypeError: total() needs keyword-only argument extra\_number

**Как это работает:**

Объявление параметров после параметра со звёздочкой даёт только ключевые аргументы. Если для таких аргументов не указано значение по умолчанию, и оно не передано при вызове, обращение к функции вызовет ошибку, в чём мы только что убедились.

Обратите внимание на использование +=, который представляет собой сокра- щённый оператор, позволяющий вместо x = x + y просто написать x += y.

Если вам нужны аргументы, передаваемые только по ключу, но не нужен па- раметр со звёздочкой, то можно просто указать одну звёздочку без указания имени: def total(initial=5, \*, extra\_number).

## Оператор «return»

Оператор return используется для возврата[5](#_bookmark96) из функции, т.е. для прекращения её работы и выхода из неё. При этом можно также *вернуть некоторое значение* из функции.

**Пример:** (сохраните как func\_return.py)

*#!/usr/bin/python*

*# Filename: func\_return.py*

**def** maximum(x, y):

**if** x > y:

**return** x

**elif** x == y:

**return** 'Числа равны.'

**else**:

**return** y

print(maximum(2, 3))

#### Вывод:

$ python func\_return.py 3

**Как это работает:**

Функция maximum возвращает максимальный из двух параметров, которые в данном случае передаются ей при вызове. Она использует обычный условный оператор if..else для определения наибольшего числа, а затем *возвращает* это число.

Обратите внимание, что оператор return без указания возвращаемого значения эквива- лентен выражению return None. None – это специальный тип данных в Python, обозна- чающий ничего. К примеру, если значение переменной установлено в None, это означает, что ей не присвоено никакого значения.

Каждая функция содержит в неявной форме оператор return None в конце, если вы не указали своего собственного оператора return. В этом можно убедиться, запустив print(someFunction()), где функция someFunction – это какая-нибудь функция, не имеющая оператора return в явном виде. Например:

**def** someFunction():

**pass**

Оператор pass используется в Python для обозначения пустого блока команд.

5 return – *англ.* «возврат» (*прим. перев.*)

**Примечание:** Существует встроенная функция max, в которой уже реализован функци- онал «поиск максимума», так что пользуйтесь этой встроенной функцией, где это воз- можно.

## Строки документации6

Python имеет остроумную особенность, называемую *строками документации*, обычно обозначаемую сокращённо *docstrings*. Это очень важный инструмент, которым вы обяза- тельно должны пользоваться, поскольку он помогает лучше документировать программу и облегчает её понимание. Поразительно, но строку документации можно получить, на- пример, из функции, даже во время выполнения программы!

**Пример:** (сохраните как func\_doc.py)

**def** printMax(x, y):

*'''Выводит максимальное из двух чисел.*

*Оба значения должны быть целыми числами.'''*

x = int(x) *# конвертируем в целые, если возможно*

y = int(y)

**if** x > y:

print(x, 'наибольшее')

**else**:

print(y, 'наибольшее')

printMax(3, 5) print(printMax. doc )

#### Вывод:

$ python func\_doc.py

5 наибольшее

Выводит максимальное из двух чисел.

Оба значения должны быть целыми числами.

**Как это работает:**

Строка в первой логической строке функции является *строкой документации* для этой функции. Обратите внимание на то, что строки документации при- менимы также к [*модулям*](#_bookmark101) и [*классам*](#_bookmark144), о которых мы узнаем в соответствующих

6 DocString - *от англ.* «**Doc**umentation **String**» – «строка документации» (*прим. перев.*)

главах.

Строки документации принято записывать в форме многострочной[7](#_bookmark100) строки, где первая строка начинается с заглавной буквы и заканчивается точкой. Вто- рая строка оставляется пустой, а подробное описание начинается с третьей. Вам *настоятельно рекомендуется* следовать такому формату для всех строк документации всех ваших нетривиальных функций.

Доступ к строке документации функции printMax можно получить с помо- щью атрибута этой функции (т.е. имени, принадлежащего ей) doc (обра- тите внимание на *двойное подчёркивание*). Просто помните, что Python пред- ставляет *всё* в виде объектов, включая функции. Мы узнаем больше об объек- тах в главе [*о классах*](#_bookmark144).

Если вы пользовались функцией help() в Python, значит вы уже видели строки доку- ментации. Эта функция просто-напросто считывает атрибут doc соответствующей функции и аккуратно выводит его на экран. Вы можете проверить её на рассмотренной выше функции: просто включите help(printMax) в текст программы. Не забудьте на- жать клавишу q для выхода из справки (help).

Точно так же автоматические инструменты могут получать документацию из програм- мы. Именно поэтому я *настоятельно рекомендую* вам использовать строки документации для любой нетривиальной функции, которую вы пишете. Команда pydoc, поставляемая вместе с пакетом Python, работает аналогично функции help().

## Аннотации

Функции имеют ещё одну дополнительную возможность, называемую аннотациями, ко- торые предоставляют отличный способ сопровождения каждого параметра, равно как и возвращаемого значения дополнительной информацией. Поскольку сам язык Python не интерпретирует эти аннотации каким-либо способом (этот функционал отводится посто- ронним библиотекам), мы опустим эту возможность из нашего обсуждения. Если вам интересно почитать об аннотациях, просмотрите [**PEP 3107**](https://www.python.org/dev/peps/pep-3107).

## Резюме

Мы рассмотрели достаточно много аспектов функций, но тем не менее, вы должны по- нимать, что это далеко не все их аспекты. В то же время, мы охватили большинство того, с чем вы будете сталкиваться при повседневном использовании функций в Python.

Далее мы увидим, как использовать и создавать модули Python.

7 т.е. строки, содержащей символы перевода строки. (*прим. перев*)

**10.11. Аннотации** 75

# Модули

Как можно использовать код повторно, помещая его в функции, мы уже видели. А что, если нам понадобится повторно использовать различные функции в других наших про- граммах? Как вы уже, наверное, догадались, ответ – модули.

Существуют разные способы составления модулей, но самый простой – это создать файл с расширением .py, содержащий функции и переменные.

Другой способ – написать модуль на том языке программирования, на котором написан сам интерпретатор Python. Например, можно писать модули на [языке программирова-](http://docs.python.org/py3k/extending/index.html) [ния C](http://docs.python.org/py3k/extending/index.html), которые после компиляции могут использоваться стандартным интерпретатором Python.

Модуль можно *импортировать* в другую программу, чтобы использовать функции из него. Точно так же мы используем стандартную библиотеку Python. Сперва посмотрим, как использовать модули стандартной библиотеки.

**Пример:** (сохраните как using\_sys.py)

**import sys**

print('Аргументы командной строки:')

**for** i **in** sys.argv: print(i)

print('**\n\n**Переменная PYTHONPATH содержит', sys.path, '**\n**')

#### Вывод:

(продолжение на следующей странице)

$ python3 using\_sys.py we are arguments Аргументы командной строки:

using\_sys.py we

are arguments

Переменная PYTHONPATH содержит ['', 'C:\\Windows\\system32\\python30.zip', 'C:\\Python30\\DLLs', 'C:\\Python30\\lib',

(продолжение с предыдущей страницы)

'C:\\Python30\\lib\\plat-win', 'C:\\Python30', 'C:\\Python30\\lib\\site-packages']

#### Как это работает:

В начале мы *импортируем* модуль sys командой import. Этим мы говорим Python, что хотим использовать этот модуль. Модуль sys содержит функции, относящиеся к интерпретатору Python и его среде, т.е. к **сис**теме (**sys**tem).

Когда Python выполняет команду import sys, он ищет модуль sys. В данном случае это один из встроенных модулей, и Python знает, где его искать.

Если бы это был не скомпилированный модуль, т.е. модуль, написанный на Python, тогда интерпретатор Python искал бы его в каталогах, перечисленных в переменной sys.path. Если модуль найден, выполняются команды в теле модуля, и он становится *доступным*. Обратите внимание, что инициализация[1](#_bookmark102) происходит только при *первом* импорте модуля.

Доступ к переменной argv в модуле sys предоставляется при помощи точки, т.е. sys.argv. Это явно показывает, что это имя является частью модуля sys. Ещё одним преимуществом такого обозначения является то, что имя не кон- фликтует с именем переменной argv, которая может использоваться в вашей программе.

Переменная sys.argv является *списком* строк (списки будут детально обсуж- даться в [*одной из последующих глав*](#_bookmark115)). Она содержит список *аргументов команд- ной строки*, т.е. аргументов, переданных программе из командной строки.

Если вы используете среду разработки[2](#_bookmark103) для написания и запуска программ, поищите где-нибудь в её меню возможность передавать параметры команд- ной строки.

В нашем примере, когда мы запускаем «python using\_sys.py we are arguments», мы запускаем модуль using\_sys.py командой python, а всё, что следует далее – аргументы, передаваемые программе[3](#_bookmark104). Python сохраняет аргументы командной строки в переменной sys.argv для дальнейшего ис- пользования.

Помните, что имя запускаемого сценария[4](#_bookmark105) всегда является первым аргумен- том в списке sys.argv. Так что в приведённом примере 'using\_sys.py' бу- дет элементом sys.argv[0], 'we' – sys.argv[1], 'are' – sys.argv[2], а

1 Инициализация – ряд действий, производимых при начальной загрузке (*прим. перев.*)

2 IDE – *от англ.* «Integrated Development Environment» – «интегрированная среда разработки» (*прим. пе- рев.*)

3 «we are arguments» – *англ.* «мы аргументы» (*прим. перев.*)

4 Программу на интерпретируемом языке программирования также называют *сценарием* или *скриптом*

(*прим. перев.*)

'arguments' – sys.argv[3]. Помните, что в Python нумерация начинается с 0, а не с 1.

sys.path содержит список имён каталогов, откуда импортируются модули. Заметьте, что первая строка в sys.path пуста; эта пустая строка показывает, что текущая директория также является частью sys.path, которая совпадает со значением переменной окружения PYTHONPATH. Это означает, что моду- ли, расположенные в текущем каталоге, можно импортировать напрямую. В противном случае придётся поместить свой модуль в один из каталогов, пе- речисленных в sys.path.

Помните, что текущий каталог – это каталог, в котором была запущена про- грамма. Выполните «import os; print(os.getcwd())», чтобы узнать те- кущий каталог программы.

## Файлы байткода .pyc

Импорт модуля – относительно дорогостоящее мероприятие, поэтому Python предприни- мает некоторые трюки для ускорения этого процесса. Один из способов – создать *байт- компилированные* файлы (или *байткод*) с расширением .pyc, которые являются некой промежуточной формой, в которую Python переводит программу (помните раздел [*«Введе-*](#_bookmark22)[*ние»*](#_bookmark22) о том, как работает Python?). Такой файл .pyc полезен при импорте модуля в следу- ющий раз в другую программу – это произойдёт намного быстрее, поскольку значитель- ная часть обработки, требуемой при импорте модуля, будет уже проделана. Этот байткод также является платформо-независимым.

**Примечание:** Обычно файлы .pyc создаются в том же каталоге, где расположены и со- ответствующие им файлы .py. Если Python не может получить доступ для записи файлов в этот каталог, файлы .pyc созданы не будут.

## Оператор from … import …

Чтобы импортировать переменную argv прямо в программу и не писать всякий раз sys.

при обращении к ней, можно воспользоваться выражением «from sys import argv».

Для импорта всех имён, использующихся в модуле sys, можно выполнить команду

«from sys import \*». Это работает для любых модулей.

В общем случае вам *следует избегать* использования этого оператора и использовать вме- сто этого оператор import, чтобы предотвратить конфликты имён и не затруднять чтение программы.

**Пример:**

**from math import** \*

n = int(input("Введите диапазон:- ")) p = [2, 3]

count = 2

a = 5

**while** (count < n): b=0

**for** i **in** range(2,a):

**if** ( i <= sqrt(a)):

**if** (a % i == 0): print(a,"непростое") b = 1

**else**:

**pass**

**if** (b != 1):

print(a,"простое") p = p + [a]

count = count + 1 a = a + 2

print(p)

## Имя модуля – name

У каждого модуля есть имя, и команды в модуле могут узнать имя их модуля. Это полезно, когда нужно знать, запущен ли модуль как самостоятельная программа или импортиро- ван. Как уже упоминалось выше, когда модуль импортируется впервые, содержащийся в нём код исполняется. Мы можем воспользоваться этим для того, чтобы заставить модуль вести себя по-разному в зависимости от того, используется ли он сам по себе или импор- тируется в другую программа. Этого можно достичь с применением атрибута модуля под названием name .

**Пример:** (сохраните как using\_name.py)

**if** name == ' main ':

print('Эта программа запущена сама по себе.')

**else**:

print('Меня импортировали в другой модуль.')

#### Вывод:

(продолжение на следующей странице)

$ python3 using\_name.py

Эта программа запущена сама по себе.
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(продолжение с предыдущей страницы)

$ python3

>>> import using\_name

Меня импортировали в другой модуль.

>>>

#### Как это работает:

В каждом модуле Python определено его имя – name [5](#_bookmark110) . Если оно равно ' main ', это означает, что модуль запущен самостоятельно пользовате- лем, и мы можем выполнить соответствующие действия.

## Создание собственных модулей

Создать собственный модуль очень легко. Да вы всё время делали это! Ведь каждая про- грамма на Python также является и модулем. Необходимо лишь убедиться, что у неё уста- новлено расширение .py. Следующий пример объяснит это.

**Пример:** (сохраните как mymodule.py)

**def** sayhi():

print('Привет! Это говорит мой модуль.')

version = '0.1'

*# Конец модуля mymodule.py*

Выше приведён простой *модуль*. Как видно, в нём нет ничего особенного по сравнению с обычной программой на Python. Далее посмотрим, как использовать этот модуль в других наших программах.

Помните, что модуль должен находиться либо в том же каталоге, что и программа, в ко- торую мы импортируем его, либо в одном из каталогов, указанных в sys.path.

Ещё один модуль (сохраните как mymodule\_demo.py):

**import mymodule**

mymodule.sayhi()

print ('Версия', mymodule. version )

5 name - *англ.* «имя» (*прим. перев.*)

#### Вывод:

$ python mymodule\_demo.py Привет! Это говорит мой модуль. Версия 0.1

**Как это работает:**

Обратите внимание, что мы используем всё то же обозначение точкой для до- ступа к элементам модуля. Python повсеместно использует одно и то же обо- значение точкой, придавая ему таким образом характерный «Python-овый» вид и не вынуждая нас изучать всё новые и новые способы делать что-либо.

Вот версия, использующая синтаксис from..import (сохраните как mymodule\_demo2. py):

**from mymodule import** sayhi, version

sayhi()

print('Версия', version )

Вывод mymodule\_demo2.py такой же, как и mymodule\_demo.py.

Обратите внимание, что если в модуле, импортирующем данный модуль, уже было объ- явлено имя version , возникнет конфликт. Это весьма вероятно, так как объявлять версию любого модуля при помощи этого имени – общепринятая практика. Поэтому все- гда рекомендуется отдавать предпочтение оператору import, хотя это и сделает вашу программу немного длиннее.

Вы могли бы также использовать:

**from mymodule import** \*

Это импортирует все публичные имена, такие как sayhi, но не импортирует

version , потому что оно начинается с двойного подчёркивания

#### Дзэн Python

Одним из руководящих принципов в Python является «Явное лучше Неявного». Выпол- ните команду «import this», чтобы узнать больше, а также просмотрите это обсужде- ние, в котором приводятся примеры по каждому из принципов.

## Функция dir

Встроенная функция dir() возвращает список имён, определяемых объектом. Например, для модуля в этот список входят функции, классы и переменные, определённые в этом модуле.

Эта функция может принимать аргументы. Если в качестве аргумента указано имя моду- ля, она возвращает список имён, определённых в этом модуле. Если никакого аргумента не передавать, она вернёт список имён, определённых в текущем модуле.

#### Пример:

$ python3

>>> import sys # получим список атрибутов модуля 'sys'

>>> dir(sys)

[' displayhook ', ' doc ', ' excepthook ', ' name ', ' package ', ' stderr ', ' stdin ', ' stdout ', '\_clear\_type\_cache', '\_compact\_free

lists', '\_current\_frames', '\_getframe', 'api\_version', 'argv', 'builtin\_module

\_names', 'byteorder', 'call\_tracing', 'callstats', 'copyright', 'displayhook', 'dllhandle', 'dont\_write\_bytecode', 'exc\_info', 'excepthook', 'exec\_prefix', 'executable', 'exit', 'flags', 'float\_info', 'getcheckinterval', 'getdefault encoding', 'getfilesystemencoding', 'getprofile', 'getrecursionlimit', 'getref count', 'getsizeof', 'gettrace', 'getwindowsversion', 'hexversion', 'intern', 'maxsize', 'maxunicode', 'meta\_path', 'modules', 'path', 'path\_hooks', 'path\_importer\_cache', 'platform', 'prefix', 'ps1', 'ps2', 'setcheckinterval', 'setprofile', 'setrecursionlimit', 'settrace', 'stderr', 'stdin', 'stdout', 'subversion', 'version', 'version\_info', 'warnoptions', 'winver']

>>> dir() # получим список атрибутов текущего модуля

[' builtins ', ' doc ', ' name ', ' package ', 'sys']

>>> a = 5 # создадим новую переменную 'a'

>>> dir()

[' builtins ', ' doc ', ' name ', ' package ', 'a', 'sys']

>>> del a # удалим имя 'a'

>>> dir()

[' builtins ', ' doc ', ' name ', ' package ', 'sys']

>>>

#### Как это работает:

Сперва мы видим результат применения dir к импортированному модулю
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sys. Видим огромный список атрибутов, содержащихся в нём.

Затем мы вызываем функцию dir, не передавая ей параметров. По умолча- нию, она возвращает список атрибутов текущего модуля. Обратите внимание, что список импортированных модулей также входит туда.

Чтобы пронаблюдать за действием dir, мы определяем новую переменную a и присваиваем ей значение, а затем снова вызываем dir. Видим, что в полученном списке появилось дополнительное значение. Удалим перемен- ную/атрибут из текущего модуля при помощи оператора del, и изменения вновь отобразятся на выводе функции dir.

Замечание по поводу del: этот оператор используется для *удаления* перемен- ной/имени, и после его выполнения, в данном случае – del a, к переменной a больше невозможно обратиться – её как будто никогда и не было.

Обратите внимание, что функция dir() работает для *любого* объекта. Напри- мер, выполните «dir('print')», чтобы увидеть атрибуты функции print, или «dir(str)», чтобы увидеть атрибуты класса str.

## Пакеты

К настоящему времени вы, вероятно, начали наблюдать некоторую иерархию в организа- ции ваших программ. Переменные обычно находятся в функциях. Функции и глобальные переменные обычно находятся в модулях. А что, если возникнет необходимость как-то организовать модули? Вот здесь-то и выходят на сцену пакеты.

Пакеты – это просто каталоги с модулями и специальным файлом init .py, который показывает Python, что этот каталог особый, так как содержит модули Python.

Представим, что мы хотим создать пакет под названием «world» с субпакетами «asia»,

«africa» и т.д., которые, в свою очередь, будут содержать модули «india», «madagascar» и т.д.

Для этого следовало бы создать следующую структуру каталогов:

(продолжение на следующей странице)

| - <некоторый каталог из sys.path>/

| | world/

|

|

|

|

|

|

|

|

| init .py

| asia/

|

|

|

|

| init .py

| india/

|---- init py

| foo.py

| africa/

|---- init py

(продолжение с предыдущей страницы)

|

|

|

| madagascar/

|---- init py

| bar.py

Пакеты – это удобный способ иерархически организовать модули. Такое часто встреча- ется в [*стандартной библиотеке*](#_bookmark177).

## Резюме

Точно так же, как функции являются многократно используемыми фрагментами про- грамм, модули являются многократно используемыми программами. Пакеты – это спо- соб иерархической организации модулей. Стандартная библиотека Python является при- мером такого набора пакетов и модулей.

Мы увидели, как пользоваться этими модулями и создавать свои.

Далее мы познакомимся с некоторыми интересными концепциями, называемыми

«структуры данных».

# Структуры данных

Структуры данных – это, по сути, и есть *структуры*, которые могут хранить некоторые

*данные* вместе. Другими словами, они используются для хранения связанных данных.

В Python существуют четыре встроенных структуры данных: список, кортеж, словарь и множество. Посмотрим, как ими пользоваться, и как они могут облегчить нам жизнь.

## Список

Список[1](#_bookmark117) – это структура данных, которая содержит упорядоченный набор элементов, т.е. хранит *последовательность* элементов. Это легко представить, если вспомнить список по- купок, в котором перечисляется, что нужно купить, с тем лишь исключением, что в списке покупок каждый элемент обычно размещается на отдельной строке, тогда как в Python они разделяются запятыми.

Список элементов должен быть заключён в квадратные скобки, чтобы Python понял, что это список. Как только список создан, можно добавлять, удалять или искать элементы в нём. Поскольку элементы можно добавлять и удалять, мы говорим, что список – это *изменяемый* тип данных, т.е. его можно модифицировать.

## Краткое введение в объекты и классы

Хотя я и старался до сих пор оттянуть обсуждение объектов и классов, на данном этапе всё же необходимо некоторое пояснение, чтобы вы лучше поняли идею списков. Мы изучим эту тему детально в [*её собственной главе*](#_bookmark144).

Список – это один из примеров использования объектов и классов. Когда мы назначаем некоторой переменной i значение, скажем, целое число 5, это можно представить себе как создание **объекта** (т.е. экземпляра) i **класса** (т.е. типа) int. Чтобы лучше понять это, прочитайте help(int).

Класс может также иметь **методы**, т.е. функции, определённые для использования только применительно к данному классу. Этот функционал будет доступен только когда имеется

1 list – *англ.* «список» (*прим.перев.*)
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объект данного класса. Например, Python предоставляет метод append для класса list, который позволяет добавлять элемент к концу списка. Так mylist.append('and item') добавит эту строку к списку mylist. Обратите внимание на обозначение точкой для до- ступа к методам объектов.

Класс также может иметь **поля**, которые представляют собой не что иное, как переменные, определённые для использования только применительно к данному классу. Эти перемен- ные/имена можно использовать только тогда, когда имеется объект этого класса. Доступ к полям также осуществляется при помощи точки. Например, mylist.field.

**Пример:** (сохраните как using\_list.py)

*# Это мой список покупок*

shoplist = ['яблоки', 'манго', 'морковь', 'бананы']

print('Я должен сделать', len(shoplist), 'покупки.') print('Покупки:', end=' ')

**for** item **in** shoplist: print(item, end=' ')

print('**\n**Также нужно купить риса.') shoplist.append('рис')

print('Теперь мой список покупок таков:', shoplist)

print('Отсортирую-ка я свой список') shoplist.sort()

print('Отсортированный список покупок выглядит так:', shoplist)

print('Первое, что мне нужно купить, это', shoplist[0]) olditem = shoplist[0]

**del** shoplist[0]

print('Я купил', olditem)

print('Теперь мой список покупок:', shoplist)

#### Вывод:

(продолжение на следующей странице)

$ python3 using\_list.py

Я должен сделать 4 покупки.

Покупки: яблоки манго морковь бананы Также нужно купить риса.

Теперь мой список покупок таков: ['яблоки', 'манго', 'морковь', 'бананы', 'рис']

Отсортирую-ка я свой список

Отсортированный список покупок выглядит так: ['бананы', 'манго', 'морковь', 'рис', 'яблоки']

(продолжение с предыдущей страницы)

Первое, что мне нужно купить, это бананы Я купил бананы

Теперь мой список покупок: ['манго', 'морковь', 'рис', 'яблоки']

#### Как это работает:

Переменная shoplist – это список покупок человека, идущего на рынок. В shoplist мы храним только строки с названиями того, что нужно купить, однако в список можно добавлять *любые объекты*, включая числа или даже другие списки.

Мы также использовали цикл for..in для итерации по элементам списка. Вы уже, наверное, поняли, что список является также и последовательностью. Особенности последовательностей будут рассмотрены [*ниже*](#_bookmark121).

Обратите внимание на использование ключевого аргумента end в функции print, который показывает, что мы хотим закончить вывод пробелом вместо обычного перевода строки.

Далее мы добавляем элемент к списку при помощи append – метода объекта списка, который уже обсуждался ранее. Затем мы проверяем, действительно ли элемент был добавлен к списку, выводя содержимое списка на экран при помощи простой передачи этого списка функции print, которая аккуратно его печатает.

Затем мы сортируем список, используя метод sort объекта списка. Имейте в виду, что этот метод действует на сам список, а не возвращает изменённую его версию. В этом отличие от того, как происходит работа со строками. Именно это имеется в виду, когда мы говорим, что списки *изменяемы*, а строки – *неиз- меняемы*.

Далее после совершения покупки мы хотим удалить её из списка. Это дости- гается применением оператора del. Мы указываем, какой элемент списка мы хотим удалить, и оператор del удаляет его. Мы указываем, что хотим удалить первый элемент списка, и поэтому пишем «del shoplist[0]» (помните, что Python начинает отсчёт с 0).

Чтобы узнать более детально обо всех методах объекта списка, просмотрите help(list).

## Кортеж

Кортежи служат для хранения нескольких объектов вместе. Их можно рассматривать как аналог списков, но без такой обширной функциональности, которую предоставляет класс списка. Одна из важнейших особенностей кортежей заключается в том, что они **неизме- няемы**, так же, как и строки. Т.е. модифицировать кортежи невозможно.

Кортежи обозначаются указанием элементов, разделённых запятыми; по желанию их можно ещё заключить в круглые скобки.

Кортежи обычно используются в тех случаях, когда оператор или пользовательская функ- ция должны наверняка знать, что набор значений, т.е. кортеж значений, не изменится.

**Пример:** (сохраните как using\_tuple.py)

zoo = ('питон', 'слон', 'пингвин') *# помните, что скобки не обязательны*

print('Количество животных в зоопарке -', len(zoo))

new\_zoo = 'обезьяна', 'верблюд', zoo print('Количество клеток в зоопарке -', len(new\_zoo)) print('Все животные в новом зоопарке:', new\_zoo)

print('Животные, привезённые из старого зоопарка:', new\_zoo[2]) print('Последнее животное, привезённое из старого зоопарка -', new\_zoo[2][2]) print('Количество животных в новом зоопарке -', len(new\_zoo)-1 + **\**

len(new\_zoo[2]))

#### Вывод:

$ python3 using\_tuple.py Количество животных в зоопарке - 3 Количество клеток в зоопарке - 3

Все животные в новом зоопарке: ('обезьяна', 'верблюд', ('питон', 'слон', 'пингвин'))

Животные, привезённые из старого зоопарка: ('питон', 'слон', 'пингвин') Последнее животное, привезённое из старого зоопарка - пингвин Количество животных в новом зоопарке - 5

**Как это работает:**

Переменная zoo обозначает кортеж элементов. Как мы видим, функция len позволяет получить длину кортежа. Это также указывает на то, что кортеж является [*последовательностью*](#_bookmark121).

Теперь мы перемещаем этих животных в новый зоопарк, поскольку старый зоопарк закрывается. Поэтому кортеж new\_zoo содержит тех животных, ко- торые уже там, наряду с привезёнными из старого зоопарка. Возвращаясь к реальности, обратите внимание на то, что кортеж внутри кортежа не теряет своей индивидуальности.

Доступ к элементам кортежа осуществляется указанием позиции элемента, заключённой в квадратные скобки – точно так же, как мы это делали для спис- ков. Это называется оператором *индексирования*. Доступ к третьему элементу в new\_zoo мы получаем, указывая new\_zoo[2], а доступ к третьему элементу внутри третьего элемента в кортеже new\_zoo – указывая new\_zoo[2][2]. Это достаточно просто, как только вы поймёте принцип.

#### Скобки

Хотя скобки и не являются обязательными, я предпочитаю всегда указывать их, чтобы было очевидно, что это кортеж, особенно в двусмысленных случаях. Например, print(1, 2,3) и print( (1,2,3) ) делают разные вещи: первое выражение выводит три числа, тогда как второе – кортеж, содержащий эти три числа.

#### Кортеж, содержащий 0 или 1 элемент

Пустой кортеж создаётся при помощи пустой пары скобок – «myempty = ()». Однако, с кортежем из одного элемента не всё так просто. Его нужно указывать при помощи за- пятой после первого (и единственного) элемента, чтобы Python мог отличить кортеж от скобок, окружающих объект в выражении. Таким образом, чтобы получить кортеж, со- держащий элемент 2, вам потребуется указать «singleton = (2,)».

#### Замечание для программистов на Perl

Список внутри списка не теряет своей индивидуальности, т.е. списки не развёртываются, как в Perl. Это же относится к кортежу внутри кортежа, или кортежу внутри списка, или списку внутри кортежа и т.д. В Python все они рассматриваются как объекты, хранящиеся внутри другого объекта – только и всего.

## Словарь

Словарь – это некий аналог адресной книги, в которой можно найти адрес или контакт- ную информацию о человеке, зная лишь его имя; т.е. некоторые **ключи** (имена) связаны со **значениями** (информацией). Заметьте, что ключ должен быть уникальным – вы ведь не сможете получить корректную информацию, если у вас записаны два человека с пол- ностью одинаковыми именами.

Обратите также внимание на то, что в словарях в качестве ключей могут использоваться только неизменяемые объекты (как строки), а в качестве значений можно использовать как неизменяемые, так и изменяемые объекты. Точнее говоря, в качестве ключей должны использоваться только простые объекты.

Пары ключ-значение указываются в словаре следующим образом: «d = {key1 : value1, key2 : value2 }». Обратите внимание, что ключ и значение разделяются двоеточием, а пары друг от друга отделяются запятыми, а затем всё это заключается в фигурные скобки.

Помните, что пары ключ-значение никоим образом не упорядочены в словаре. Если вам необходим некоторый порядок, вам придётся отдельно отсортировать словарь перед об- ращением к нему.

Словари являются экземплярами/объектами класса dict.

**Пример:** (сохраните как using\_dict.py)

*# 'ab' - сокращение от 'a'ddress'b'ook*

ab = { 'Swaroop' : 'swaroop@swaroopch.com', 'Larry' : 'larry@wall.org', 'Matsumoto' : 'matz@ruby-lang.org', 'Spammer' : 'spammer@hotmail.com'

}

print("Адрес Swaroop'а:", ab['Swaroop'])

*# Удаление пары ключ-значение*

**del** ab['Spammer']

print('**\n**В адресной книге *{0}* контакта**\n**'.format(len(ab)))

**for** name, address **in** ab.items():

print('Контакт *{0}* с адресом *{1}*'.format(name, address))

*# Добавление пары ключ-значение*

ab['Guido'] = 'guido@python.org'

**if** 'Guido' **in** ab:

print("**\n**Адрес Guido:", ab['Guido'])

#### Вывод:

(продолжение на следующей странице)

$ python3 using\_dict.py

Адрес Swaroop'а: [swaroop@swaroopch.com](mailto:swaroop@swaroopch.com) В адресной книге 3 контакта

Контакт Swaroop с адресом [swaroop@swaroopch.com](mailto:swaroop@swaroopch.com) Контакт Matsumoto с адресом [matz@ruby-lang.org](mailto:matz@ruby-lang.org) Контакт Larry с адресом [larry@wall.org](mailto:larry@wall.org)

(продолжение с предыдущей страницы)

Адрес Guido: [guido@python.org](mailto:guido@python.org)

#### Как это работает:

Мы создаём словарь ab[2](#_bookmark120) при помощи обозначений, описанных ранее. Затем мы обращаемся к парам ключ-значение, указывая ключ в операторе индек- сирования, которым мы пользовались для списков и кортежей. Как видите, синтаксис прост.

Удалять пары ключ-значение можно при помощи нашего старого доброго оператора del. Мы просто указываем имя словаря и оператор индексирования для удаляемого ключа, после чего передаём это оператору del. Для этой опе- рации нет необходимости знать, какое значение соответствует данному клю- чу.

Далее мы обращаемся ко всем парам ключ-значение нашего словаря, исполь- зуя метод items, который возвращает список кортежей, каждый из которых содержит пару элементов: ключ и значение. Мы получаем эту пару и при- сваиваем её значение переменным name и address соответственно в цикле for..in, а затем выводим эти значения на экран в блоке for.

Новые пары ключ-значение добавляются простым обращением к нужному ключу при помощи оператора индексирования и присваиванием ему неко- торого значения, как мы сделали для Guido в примере выше.

Проверить, существует ли пара ключ-значение, можно при помощи оператора

in.

Чтобы просмотреть список всех методов класса dict смотрите help(dict).

#### Ключевые Аргументы и Словари

К слову, если вы использовали ключевые аргументы в ваших функциях, вы уже исполь- зовали словари! Только подумайте: вы указали пару ключ-значение среди параметров функции при её определении, а когда обращаетесь к переменным внутри функции, то это, фактически, обращение по ключу к словарю (который в терминах разработчиков ком- пиляторов называется *таблицей имён*).

2 **a**ddress **b**ook – *англ.* «адресная книга» (*прим. перев.*)

## Последовательности

Списки, кортежи и строки являются примерами последовательностей. Но что такое по- следовательности и что в них такого особенного?

Основные возможности – это **проверка принадлежности** (т.е. выражения «in» и «not in») и **оператор индексирования**, позволяющий получить напрямую некоторый эле- мент последовательности.

Все три типа последовательностей, упоминавшиеся выше (списки, кортежи и строки), также предоставляют операцию получения **вырезки**, которая позволяет получить вырез- ку последовательности, т.е. её фрагмент.

**Пример:** (сохраните как seq.py)

shoplist = ['яблоки', 'манго', 'морковь', 'бананы'] name = 'swaroop'

*# Операция индексирования* print('Элемент 0 -', shoplist[0]) print('Элемент 1 -', shoplist[1]) print('Элемент 2 -', shoplist[2]) print('Элемент 3 -', shoplist[3]) print('Элемент -1 -', shoplist[-1])

print('Элемент -2 -', shoplist[-2])

print('Символ 0 -', name[0])

*# Вырезка из списка*

print('Элементы с 1 по 3:', shoplist[1:3]) print('Элементы с 2 до конца:', shoplist[2:]) print('Элементы с 1 по -1:', shoplist[1:-1]) print('Элементы от начала до конца:', shoplist[:])

*# Вырезка из строки*

print('Символы с 1 по 3:', name[1:3]) print('Символы с 2 до конца:', name[2:]) print('Символы с 1 до -1:', name[1:-1]) print('Символы от начала до конца:', name[:])

#### Вывод:

(продолжение на следующей странице)

$ python3 seq.py Элемент 0 - яблоки Элемент 1 - манго Элемент 2 - морковь Элемент 3 - бананы Элемент -1 - бананы

(продолжение с предыдущей страницы)

Элемент -2 - морковь Символ 0 - s

Элементы с 1 по 3: ['манго', 'морковь'] Элементы с 2 до конца: ['морковь', 'бананы'] Элементы с 1 по -1: ['манго', 'морковь']

Элементы от начала до конца: ['яблоки', 'манго', 'морковь', 'бананы'] Символы с 1 по 3: wa

Символы с 2 до конца: aroop Символы с 1 до -1: waroo

Символы от начала до конца: swaroop

#### Как это работает:

Прежде всего, мы видим, как использовать индексы для получения отдельных элементов последовательности. Это ещё называют *приписыванием индекса*. Ко- гда мы указываем число в квадратных скобках после последовательности, как показано выше, Python извлекает элемент, соответствующий указанной пози- ции в последовательности. Помните, что Python начинает отсчёт с 0. Поэтому shoplist[0] извлекает первый элемент, а shoplist[3] – четвёртый элемент последовательности shoplist.

Индекс также может быть отрицательным числом. В этом случае позиция от- считывается от конца последовательности. Поэтому shoplist[-1] указывает на последний элемент последовательности shoplist, а shoplist[-2] – на предпоследний.

Операция вырезки производится при помощи указания имени последова- тельности, за которым может следовать пара чисел, разделённых двоеточием и заключённых в квадратные скобки. Заметьте, как это похоже на операцию индексирования, которой мы пользовались до сих пор. Помните, что числа в скобках необязательны, тогда как двоеточие – обязательно.

Первое число (перед двоеточием) в операции вырезки указывает позицию, с которой вырезка должна начинаться, а второе число (после двоеточия) указы- вает, где вырезка должна закончиться. Если первое число не указано, Python начнёт вырезку с начала последовательности. Если пропущено второе число, Python закончит вырезку у конца последовательности. Обратите внимание, что полученная вырезка будет *начинаться* с указанной начальной позиции, а *заканчиваться* прямо перед указанной конечной позицией, т.е. начальная позиция будет включена в вырезку, а конечная – нет.

Таким образом, shoplist[1:3] возвращает вырезку из последовательности, начинающуюся с позиции 1, включает позицию 2, но останавливается на позиции 3, и поэтому возвращает *вырезку* из двух элементов. Аналогично, shoplist[:] возвращает копию всей последовательности.

Вырезка может осуществляться и с отрицательными значениями. Отрица-

тельные числа обозначают позицию с конца последовательности. Например, shoplist[:-1] вернёт вырезку из последовательности, исключающую по- следний элемент, но содержащую все остальные.

Кроме того, можно также указать третий аргумент для вырезки, который будет обозначать *шаг* вырезки (по умолчанию шаг вырезки равен 1):

**>>>** shoplist = ['яблоки', 'манго', 'морковь', 'бананы']

**>>>** shoplist[::1]

['яблоки', 'манго', 'морковь', 'бананы']

**>>>** shoplist[::2] ['яблоки', 'морковь']

**>>>** shoplist[::3] ['яблоки', 'бананы']

**>>>** shoplist[::-1]

['бананы', 'морковь', 'манго', 'яблоки']

Обратите внимание на то, что когда шаг равен 2, мы получаем элементы, на- ходящиеся на позициях 0, 2, … Когда шаг равен 3, мы получаем элементы с позиций 0, 3, … и т.д.

Попробуйте разные комбинации параметров вырезки, используя интерактивную оболоч- ку интерпретатора Python, т.е. его командную строку, чтобы сразу видеть результат. По- следовательности замечательны тем, что они дают возможность обращаться к кортежам, спискам и строкам одним и тем же способом!

## Множество

Множества – это *неупорядоченные* наборы простых объектов. Они необходимы тогда, ко- гда присутствие объекта в наборе важнее порядка или того, сколько раз данный объект там встречается.

Используя множества, можно осуществлять проверку принадлежности, определять, яв- ляется ли данное множество подмножеством другого множества, находить пересечения множеств и так далее.

(продолжение на следующей странице)

**>>>** bri = set(['Бразилия', 'Россия', 'Индия'])

**>>>** 'Индия' **in** bri True

**>>>** 'США' **in** bri False

**>>>** bric = bri.copy()

**>>>** bric.add('Китай')

**>>>** bric.issuperset(bri) True

(продолжение с предыдущей страницы)

**>>>** bri.remove('Россия')

**>>>** bri & bric *# OR bri.intersection(bric)*

{'Бразилия', 'Индия'}

#### Как это работает:

Этот пример достаточно нагляден, так как использует основы теории мно- жеств из школьного курса математики.

## Ссылки

Когда мы создаём объект и присваиваем его переменной, переменная только *ссылается* на объект, а не представляет собой этот объект! То есть имя переменной указывает на ту часть памяти компьютера, где хранится объект. Это называется **привязкой** имени к объекту.

Обычно вам не следует об этом беспокоиться, однако есть некоторый неочевидный эф- фект, о котором нужно помнить:

**Пример:** (сохраните как reference.py)

print('Простое присваивание')

shoplist = ['яблоки', 'манго', 'морковь', 'бананы']

mylist = shoplist *# mylist - лишь ещё одно имя, указывающее на тот же объект!*

**del** shoplist[0] *# Я сделал первую покупку, поэтому удаляю её из списка*

print('shoplist:', shoplist) print('mylist:', mylist)

*# Обратите внимание, что и shoplist, и mylist выводят один и тот же список # без пункта "яблоко", подтверждая тем самым, что они указывают на один*

*# объект.*

print('Копирование при помощи полной вырезки')

mylist = shoplist[:] *# создаём копию путём полной вырезки*

**del** mylist[0] *# удаляем первый элемент*

print('shoplist:', shoplist) print('mylist:', mylist)

*# Обратите внимание, что теперь списки разные*

#### Вывод:

$ python3 reference.py Простое присваивание

shoplist: ['манго', 'морковь', 'бананы'] mylist: ['манго', 'морковь', 'бананы'] Копирование при помощи полной вырезки shoplist: ['манго', 'морковь', 'бананы'] mylist: ['морковь', 'бананы']

**Как это работает:**

Большая часть объяснения содержится в комментариях.

Помните, что если вам нужно сделать копию списка или подобной последо- вательности, или другого сложного объекта (не такого простого *объекта*, как целое число), вам следует воспользоваться операцией вырезки. Если вы про- сто присвоите имя переменной другому имени, оба они будут *ссылаться* на один и тот же объект, а это может привести к проблемам, если вы не осторож- ны.

## Ещё о строках

Мы уже детально обсуждали строки ранее. Что же ещё можно о них узнать? Что ж, вы знали, например, что строки также являются объектами и имеют методы, при помощи которых можно делать практически всё: от проверки части строки до удаления краевых пробелов?

Все строки, используемые вами в программах, являются объектами класса str. Некоторые полезные методы этого класса продемонстрированы на примере ниже. Чтобы посмотреть весь список методов, выполните help(str).

**Пример:** (сохраните как str\_methods.py)

(продолжение на следующей странице)

name = 'Swaroop' *# Это объект строки*

**if** name.startswith('Swa'):

print('Да, строка начинается на "Swa"')

**if** 'a' **in** name:

print('Да, она содержит строку "a"')

**if** name.find('war') != -1:

print('Да, она содержит строку "war"')

delimiter = '\_\*\_'

(продолжение с предыдущей страницы)

mylist = ['Бразилия', 'Россия', 'Индия', 'Китай'] print(delimiter.join(mylist))

#### Вывод:

$ python3 str\_methods.py

Да, строка начинается на "Swa" Да, она содержит строку "a" Да, она содержит строку "war"

Бразилия\_\*\_Россия\_\*\_Индия\_\*\_Китай

**Как это работает:**

Здесь мы видим сразу несколько методов строк в действии. Метод startswith служит для того, чтобы определять, начинается ли строка с некоторой заданной подстроки. Опе- ратор in используется для проверки, является ли некоторая строка частью данной строки.

Метод find используется для определения позиции данной подстроки в строке; find воз- вращает -1, если подстрока не обнаружена. В классе str также имеется отличный метод для объединения (join)[3](#_bookmark126) элементов последовательности с указанной строкой в качестве разделителя между элементами, возвращающий большую строку, сгенерированную та- ким образом.

## Резюме

Мы детально рассмотрели различные встроенные структуры данных Python. Эти струк- туры данных будут крайне важны для написания программ существенного размера.

Теперь, когда мы накопили достаточно базовых знаний о Python, далее посмотрим, как проектировать и писать настоящую программу на Python.

3 join – *англ.* «объединять» (*прим.перев.*)
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# Решение задач

Мы рассмотрели различные части языка Python, и теперь посмотрим, как все эти части ра- ботают вместе, проектируя и составляя программу, которая *делает* что-то полезное. Цель состоит в том, чтобы научиться писать сценарии на языке Python самостоятельно.

## Задача

Перед нами стоит следующая задача: *Составить программу, которая создаёт резервные копии всех наших важных файлов*.

Хотя задача и проста, информации явно недостаточно, чтобы приступать к её решению. Необходим некоторый дополнительный **анализ**. Например, как мы выберем, *какие* фай- лы необходимо копировать? *Как* их хранить? *Где* их хранить?

После надлежащего анализа мы **проектируем** нашу программу. Мы создаём список, опи- сывающий то, как наша программа должна работать. В данном случае я создал список того, как *я* себе представляю её работу. Когда вы проектируете программу, у вас может по- лучиться другой результат, поскольку каждый человек представляет себе это по-своему, так что это в порядке вещей.

* + 1. Файлы и каталоги, которые необходимо скопировать, собираются в список.
    2. Резервные копии должны храниться в основном каталоге резерва.
    3. Файлы помещаются в zip-архив.
    4. Именем для zip-архива служит текущая дата и время.
    5. Будем использовать стандартную команду zip, имеющуюся по умолчанию в любом стандартном дистрибутиве GNU/Linux. Пользователи Windows могут [установить](http://gnuwin32.sourceforge.net/downlinks/zip.php) её со [страницы проекта GnuWin32](http://gnuwin32.sourceforge.net/packages/zip.htm) и добавить «C:\Program Files\GnuWin32\bin» к системной переменной окружения PATH, аналогично тому, как мы это [*делали*](#_bookmark30) для самой команды «python». Обратите внимание, что для этого подойдёт любая коман- да архивации, если у неё есть интерфейс командной строки, чтобы ей можно было передавать аргументы из нашего сценария.

## Решение

Как только проект программы более-менее устоялся, можно приступать к написанию ко- да, который и будет являться **реализацией** нашего решения.

Сохраните как backup\_ver1.py:

**import os import time**

*# 1. Файлы и каталоги, которые необходимо скопировать, собираются в список.*

source = ['"C:**\\**My Documents"', 'C:**\\**Code']

*# Заметьте, что для имён, содержащих пробелы, необходимо использовать # двойные кавычки внутри строки.*

*# 2. Резервные копии должны храниться в основном каталоге резерва.*

target\_dir = 'E:**\\**Backup' *# Подставьте ваш путь.*

*# 3. Файлы помещаются в zip-архив.*

*# 4. Именем для zip-архива служит текущая дата и время.*

target = target\_dir + os.sep + time.strftime('%Y%m*%d*%H%M%S') + '.zip'

*# 5. Используем команду "zip" для помещения файлов в zip-архив*

zip\_command = "zip -qr *{0} {1}*".format(target, ' '.join(source))

*# Запускаем создание резервной копии*

**if** os.system(zip\_command) == 0:

print('Резервная копия успешно создана в', target)

**else**:

print('Создание резервной копии НЕ УДАЛОСЬ')

#### Вывод:

$ python3 backup\_ver1.py

Резервная копия успешно создана в E:\\Backup\\20080702185040.zip

Теперь наступает стадия **тестирования**, когда мы проверяем, правильно ли работает наша программа. Если она работает не так, как ожидалось, нам придётся заняться её **отладкой** (дебагом)[1](#_bookmark130), т.е. устранением **багов** (ошибок) в программе.

Если приведённая выше программа у вас не заработает, допишите print(zip\_command)

прямо перед вызовом os.system и запустите программу. После этого скопируйте вы-

1 debug – применительно к компьютерным программам обозначает [отладку](https://ru.wikipedia.org/wiki/Отладка_программы) (обнаружение и устранение ошибок, которые при этом принято называть «bug», т.е. «жук»). По всей видимости, это [берёт своё начало](https://ru.wikipedia.org/wiki/Баг#Этимология) с процедуры изгнания насекомых из схем больших ЭВМ, хотя само понятие «bug» в смысле маленькой неисправности встречается и в более ранней литературе, например, в записях Томаса Эдисона 1878 года. (*прим. перев.*)

веденную команду «zip\_command» и вставьте её в командную строку, чтобы проверить, работает ли она корректно сама по себе. Если она не срабатывает, проверьте справку по команде «zip», чтобы выяснить, в чём может быть проблема. Если команда успешно вы- полняется, проверьте, совпадает ли ваша программа на Python в точности с программой, приведённой выше.

#### Как это работает:

Вы заметили, как мы превратили наш *проект* в *код* шаг за шагом.

Мы использовали модули os и time, предварительно импортировав их. Далее мы указали файлы и каталоги для резервного копирования в списке source[2](#_bookmark131). Каталог назначения – это каталог, в котором мы сохраняем все резервные ко- пии, и он указывается в переменной target\_dir. Именем zip-архива, кото- рый мы создаём, будет текущая дата и время, которые генерируются при по- мощи функции time.strftime(). У него будет расширение .zip, и хранить- ся он будет в каталоге target\_dir.

Обратите внимание на употребление переменной os.sep – она содержит раз- делитель пути для конкретной операционной системы, т.е. он будет '/' в GNU/Linux и Unix[3](#_bookmark132), '\\' в Windows и ':' в Mac OS. Использование os.sep вместо этих символов напрямую делает программу переносимой, и она смо- жет работать на всех этих операционных системах.

Функция time.strftime() принимает в качестве аргумента формат вывода времени, например, такой, как мы указали в программе выше. Символ форма- та %Y будет замещён годом и столетием. Символ %m будет замещён месяцем в форме числа от 01 до 12, и так далее. Полный список таких символов формата можно найти в [справочнике по Python](http://docs.python.org/py3k/library/time.html#time.strftime).

Имя конечного zip-файла мы создаём при помощи оператора, который *соеди- няет* строки, т.е. объединяет две строки и возвращает новую. После этого мы создаём строку zip\_command, которая содержит команду, которую мы наме- рены выполнить. Проверить, работает ли эта команда, можно запустив её от- дельно в командной оболочке (терминал в GNU/Linux или командная строка DOS).

Команда zip, которую мы используем, имеет некоторые параметры. Параметр

«-q» используется для указания, что команда должна сработать тихо[4](#_bookmark133). Пара- метр «-r» обозначает, что команда архивации должна работать рекурсивно[5](#_bookmark134) для каталогов, т.е. должна включать все подкаталоги и файлы. Оба парамет- ра объединены и указаны в краткой форме «-qr». За параметрами следует

2 source – *англ.* «источник» (*прим.перев.*)

3 Под словом «Unix» здесь подразумеваются все операционные системы, построенные по принципам ОС Unix, а не только она сама по себе. Примерами таких операционных систем являются все дистрибутивы GNU/Linux, семейство ОС \*BSD, Android, Solaris и т.д. (*прим.перев.*)

4 **q**uietly – *англ.* «тихо» (*прим.перев.*)

5 **r**ecursive – *англ.* «рекурсивно» (*прим.перев.*)

имя создаваемого zip-архива, за которым указывается список файлов и ката- логов для резервного копирования. Мы превращаем список source в строку, используя уже знакомый нам метод join.

Затем мы, наконец, *выполняем* команду при помощи функции os.system, ко- торая запускает команду так, как будто она была запущена из *системы*, т.е. из командной оболочки. Она возвращает 0, если команда выполнена успешно, в противном случае она возвращает код ошибки.

В зависимости от вывода команды, мы печатаем соответствующее сообщение о том, успешным было создание резервных копий или нет.

Вот и всё, мы создали сценарий для сохранения резервных копий наших важ- ных файлов!

#### Замечание для пользователей Windows

Вместо управляющей последовательности для обратной наклонной черты могут ис- пользоваться «сырые»[6](#_bookmark136) строки. Например, можно писать «C:\\Documents» или «r'C:\ Documents'». Однако, **не** используйте «'C:\Documents'», так как в этом случае окажет- ся, что вы пытаетесь применить неизвестную управляющую последовательность \D.

Теперь, когда у нас есть рабочий сценарий резервного копирования, мы можем использо- вать его для создания копий наших файлов. Пользователям GNU/Linux и Unix рекоменду- ется сделать этот программный файл [*исполнимым*](#_bookmark39), чтобы иметь возможность запускать его в любое время из любого места. Это называется **операционной** фазой или **развёрты- ванием** программы.

Программа, приведённая выше, работает корректно, но (обычно) поначалу программы не работают так, как вы того ожидаете. Проблемы могут возникать вследствие неправиль- ного проектирования программы, допущения ошибки при наборе программного кода и т.д. В таких случаях приходится возвращаться к стадии проектирования или отладки про- граммы.

## Вторая версия

Первая версия нашего сценария работает. Тем не менее, его можно улучшить так, чтобы было удобнее пользоваться в повседневной работе. Это называется стадией **поддержки** программы.

Одно из улучшений, показавшееся мне полезным, – это лучший механизм именования файлов: использование *времени* в качестве имени файла, сохраняющегося в каталог с те- кущей датой в качестве имени, который в свою очередь, расположен в главном каталоге

6 raw – *англ.* «сырой», «необработанный» (*прим.перев*)

для хранения резервных копий. Первое достоинство этого состоит в том, что копии хра- нятся в иерархической структуре, которой легче управлять. Второе достоинство – в том, что имена файлов намного короче. Третье достоинство состоит в том, что по именам ката- логов можно легко определить, в какие дни создавались резервные копии, так как каталог создаётся только в случае резервного копирования данных в этот день.

Сохраните как backup\_ver2.py:

**import os import time**

*# 1. Файлы и каталоги, которые необходимо скопировать, собираются в список.*

source = ['"C:**\\**My Documents"', 'C:**\\**Code']

*# Заметьте, что для имён, содержащих пробелы, необходимо использовать # двойные кавычки внутри строки.*

*# 2. Резервные копии должны храниться в основном каталоге резерва.*

target\_dir = 'E:**\\**Backup' *# Подставьте ваш путь.*

*# 3. Файлы помещаются в zip-архив.*

*# 4. Текущая дата служит именем подкаталога в основном каталоге*

today = target\_dir + os.sep + time.strftime('%Y%m*%d*')

*# Текущее время служит именем zip-архива*

now = time.strftime('%H%M%S')

*# Создаём каталог, если его ещё нет*

**if not** os.path.exists(today): os.mkdir(today) *# создание каталога* print('Каталог успешно создан', today)

*# Имя zip-файла*

target = today + os.sep + now + '.zip'

*# 5. Используем команду "zip" для помещения файлов в zip-архив*

zip\_command = "zip -qr *{0} {1}*".format(target, ' '.join(source))

*# Запускаем создание резервной копии*

**if** os.system(zip\_command) == 0:

print('Резервная копия успешно создана в', target)

**else**:

print('Создание резервной копии НЕ УДАЛОСЬ')

#### Вывод:

(продолжение на следующей странице)

$ python3 backup\_ver2.py

Каталог успешно создан E:\\Backup\\20080702

Резервная копия успешно создана в E:\\Backup\\20080702\\202311.zip

(продолжение с предыдущей страницы)

$ python3 backup\_ver2.py

Резервная копия успешно создана в E:\\Backup\\20080702\\202325.zip

#### Как это работает:

Большая часть программы осталась прежней. Разница в том, что теперь мы проверяем, существует ли каталог с именем, соответствующем текущей дате, внутри главного каталога для хранения резервных копий. Для этого мы ис- пользуем функцию os.path.exists. Если он не существует, мы создаём его функцией os.mkdir.

## Третья версия

Вторая версия уже удобнее для работы с большим количеством резервных копий. С дру- гой стороны, когда их много, становится трудно отличить, какая копия для чего. Напри- мер, мы могли внести значительные изменения в какую-то программу или презентацию, и теперь хотим указать суть этих изменений в имени zip-архива. Этого легко можно до- стичь добавлением пользовательского комментария к имени zip-архива.

**Примечание:** Следующая программа не работает, так что не переживайте, просто про- следуйте по ней, так как в ней содержится урок.

Сохраните как backup\_ver3.py

(продолжение на следующей странице)

**import os import time**

*# 1. Файлы и каталоги, которые необходимо скопировать, собираются в список.*

source = ['"C:**\\**My Documents"', 'C:**\\**Code']

*# Заметьте, что для имён, содержащих пробелы, необходимо использовать # двойные кавычки внутри строки.*

*# 2. Резервные копии должны храниться в основном каталоге резерва.*

target\_dir = 'E:**\\**Backup' *# Подставьте ваш путь.*

*# 3. Файлы помещаются в zip-архив.*

*# 4. Текущая дата служит именем подкаталога в основном каталоге*

today = target\_dir + os.sep + time.strftime('%Y%m*%d*')

*# Текущее время служит именем zip-архива*

now = time.strftime('%H%M%S')

(продолжение с предыдущей страницы)

*# Запрашиваем комментарий пользователя для имени файла*

comment = input('Введите комментарий --> ')

**if** len(comment) == 0: *# проверяем, введён ли комментарий*

target = today + os.sep + now + '.zip'

**else**:

target = today + os.sep + now + '\_' + comment.replace(' ', '\_') + '.zip'

*# Создаём каталог, если его ещё нет*

**if not** os.path.exists(today): os.mkdir(today) *# создание каталога* print('Каталог успешно создан', today)

*# 5. Используем команду "zip" для помещения файлов в zip-архив*

zip\_command = "zip -qr *{0} {1}*".format(target, ' '.join(source))

*# Запускаем создание резервной копии*

**if** os.system(zip\_command) == 0:

print('Резервная копия успешно создана в', target)

**else**:

print('Создание резервной копии НЕ УДАЛОСЬ')

#### Вывод:

$ python3 backup\_ver3.py

File "backup\_ver3.py", line 25

target = today + os.sep + now + '\_' +

^

SyntaxError: invalid syntax

**Как это (не) работает:**

*Эта программа не работает!* Python сообщает об обнаружении ошибки син- таксиса, что означает, что сценарий не удовлетворяет структуре, которую ожи- дает увидеть Python. Когда Python выдаёт сообщение об ошибке, он также ука- зывает нам на место ошибки. Так что мы начинаем *отладку* программы с этой строки.

При внимательном рассмотрении, мы видим, что одна логическая строка бы- ла разбита на две физические строки, но мы не указали, что эти две физи- ческие строки являются частью одной. На деле же Python просто обнаружил оператор сложения (+) без соответствующего операнда в той же логической строке, а поэтому не знает, как продолжать. Помните, что мы можем указать, что логическая строка продолжается на следующей физической при помощи обратной наклонной черты в конце физической строки. Внесём это исправ- ление в нашу программу. Коррекция программы при обнаружении ошибок и

называется **отладкой**[7](#_bookmark139).

## Четвёртая версия

Сохраните как backup\_ver4.py

**import os import time**

*# 1. Файлы и каталоги, которые необходимо скопировать, собираются в список.*

source = ['"C:**\\**My Documents"', 'C:**\\**Code']

*# Заметьте, что для имён, содержащих пробелы, необходимо использовать # двойные кавычки внутри строки.*

*# 2. Резервные копии должны храниться в основном каталоге резерва.*

target\_dir = 'E:**\\**Backup' *# Подставьте ваш путь.*

*# 3. Файлы помещаются в zip-архив.*

*# 4. Текущая дата служит именем подкаталога в основном каталоге*

today = target\_dir + os.sep + time.strftime('%Y%m*%d*')

*# Текущее время служит именем zip-архива*

now = time.strftime('%H%M%S')

*# Запрашиваем комментарий пользователя для имени файла*

comment = input('Введите комментарий --> ')

**if** len(comment) == 0: *# проверяем, введён ли комментарий*

target = today + os.sep + now + '.zip'

**else**:

target = today + os.sep + now + '\_' + \ comment.replace(' ', '\_') + '.zip'

*# Создаём каталог, если его ещё нет*

**if not** os.path.exists(today): os.mkdir(today) *# создание каталога* print('Каталог успешно создан', today)

*# 5. Используем команду "zip" для помещения файлов в zip-архив*

zip\_command = "zip -qr *{0} {1}*".format(target, ' '.join(source))

*# Запускаем создание резервной копии*

**if** os.system(zip\_command) == 0:

print('Резервная копия успешно создана в', target)

**else**:

print('Создание резервной копии НЕ УДАЛОСЬ')

7 bug fixing – устранение «багов», исправление ошибок (*прим.перев*)

#### 13.5. Четвёртая версия 105

**Вывод:**

$ python3 backup\_ver4.py

Введите комментарий --> added new examples

Резервная копия успешно создана в E:\Backup\20080702\202836\_added\_new\_

*‹→*examples.zip

$ python3 backup\_ver4.py Введите комментарий -->

Резервная копия успешно создана в E:\Backup\20080702\202839.zip

#### Как это работает:

Теперь эта программа работает! Давайте просмотрим все улучшения, сделан- ные нами для версии 3. Мы запрашиваем пользовательский комментарий при помощи функции input, а затем проверяем, ввёл ли пользователь что-либо, определяя длину введённой строки функцией len. Если пользователь просто нажал ENTER, не вводя никакого текста (может быть, это было регулярное со- здание резервной копии, или никаких особых изменений внесено не было), мы продолжаем так же, как делали до сих пор.

Если же комментарий был введён, он добавляется к имени zip-архива перед расширением .zip. Обратите внимание, что мы заменяем пробелы в коммен- тарии подчёркиваниями: управлять файлами без пробелов в именах намного легче.

## Дополнительные усовершенствования

Четвёртая версия – вполне удовлетворительный рабочий сценарий для большинства пользователей, однако нет пределов совершенства. Например, в программу можно доба- вить уровень *подробности*[8](#_bookmark141) вывода, чтобы при указании параметра «-v» она становилась более «разговорчивой».

Ещё одним возможным улучшением была бы возможность передавать сценарию другие файлы и каталоги прямо в командной строке. Эти имена можно получать из списка sys. argv и добавлять к нашему списку source при помощи метода extend класса list.

Наиболее важным усовершенствованием было бы прекращение использования os. system для создания архивов, а применение вместо него встроенных модулей zipfile или tarfile. Они являются частью стандартной библиотеки, поэтому всегда доступны для использования без зависимости от внешней программы zip на компьютере.

8 verbosity – *англ.* «многословность». Применительно к компьютерным программам обозначает степень подробности выводимых программой сообщений, т.е. степень «разговорчивости» программы. Отсюда и название этого параметра (*прим.перев*)

В приведённых примерах мы использовали способ с os.system для создания резервных копий исключительно в педагогических целях, чтобы пример был достаточно прост для понимания любым читателем, но достаточно реален для того, чтобы делать что-то полез- ное.

Попробуйте написать пятую версию с использованием модуля [zipfile](http://docs.python.org/py3k/library/zipfile.html) вместо вызова os. system.

## Процесс разработки программного обеспече- ния

В процессе создания программы мы прошли через несколько **стадий**. Эти стадии можно свести примерно в такой список:

* Что (Анализ)
* Как (Проектирование)
* Создание (Реализация)
* Тестирование (Тестирование и Отладка)
* Использование (Развёртывание и Оперирование)
* Поддержка (Усовершенствование)

Процедура, которую мы прошли при написании сценария создания резервных копий ре- комендуется и для других программ: Проведите анализ и проектирование. Начните ре- ализацию с простейшей версии. Протестируйте и отладьте её. Попользуйтесь ею, чтобы убедиться, что она работает, как ожидалось. После этого добавляйте любые необходимые функции, повторяя цикл «Создание-Тестирование-Использование» столько раз, сколько потребуется. Помните, **Программы выращиваются, а не строятся**.

## Резюме

Мы увидели, как создавать свои собственные программы/сценарии на Python, а также различные стадии написания программ. На данном этапе вам будет полезно создать соб- ственную программу по такому рецепту, как мы это делали в настоящей главе, чтобы лучше привыкнуть к Python, равно как и к решению задач.

Далее мы обсудим объектно-ориентированное программирование.

# Объектно-ориентированное программирование

До сих пор наши программы состояли из функций, т.е. блоков выражений, которые мани- пулируют данными. Это называется *процедурно-ориентированным* стилем программиро- вания. Существует и другой способ организации программ: объединять данные и функ- ционал внутри некоего объекта. Это называется *объектно-ориентированной* парадигмой программирования. В большинстве случаев можно ограничиться процедурным програм- мированием, а при написании большой программы или если решение конкретной зада- чи того требует, можно переходить к техникам объектно-ориентированного программи- рования.

Два основных аспекта объектно-ориентированного программирования – классы и объ- екты. **Класс** создаёт новый *тип*, а **объекты** являются *экземплярами* класса. Аналогично, когда мы говорим о «переменных типа int», это означает, что переменные, которые хра- нят целочисленные значения, являются экземплярами (объектами) класса int.

#### Замечание для программистов на статических языках

Обратите внимание, что даже целые числа рассматриваются как объекты (класса int), в отличие от C++ и Java (до версии 1.5), где целые числа являются примитивами. См. help(int) для более детального описания этого класса. Программисты на C# и Java 1.5 могут заметить сходство с концепцией *упаковки и распаковки*[1](#_bookmark145).

Объекты могут хранить данные в обычных переменных, которые *принадлежат* объек- ту. Переменные, принадлежащие объекту или классу, называют **полями**. Объекты могут также обладать функционалом, т.е. иметь функции, *принадлежащие* классу. Такие функ- ции принято называть **методами** класса. Эта терминология важна, так как она помогает нам отличать независимые функции и переменные от тех, что принадлежат классу или объекту. Всё вместе (поля и методы) принято называть **атрибутами** класса.

Поля бывают двух типов: они могут принадлежать каждому отдельному экземпляру объ- екта класса или всему классу. Они называются **переменными экземпляра** и **перемен- ными класса** соответственно.

1 boxing and unboxing

Класс создаётся ключевым словом class. Поля и методы класса записываются в блоке кода с отступом.

## self

Методы класса имеют одно отличие от обычных функций: они должны иметь дополни- тельно имя, добавляемое к началу списка параметров. Однако, при вызове метода никако- го значения этому параметру присваивать **не** нужно – его укажет Python. Эта переменная указывает на **сам** объект экземпляра класса, и по традиции она называется self[2](#_bookmark148).

Хотя этому параметру можно дать любое имя, *настоятельно рекомендуется* использовать только имя self; использование любого другого имени не приветствуется. Есть много до- стоинств использования стандартного имени: во-первых, любой человек, просматриваю- щий вашу программу, легко узнает его; во-вторых, некоторые специализированные Ин- тегрированные среды разработки (IDE) изначально рассчитаны на использование self.

#### Замечание для программистов на C++, Java и C#

self в Python эквивалентно указателю this в C++ и ссылке this в Java и C#.

Вы, должно быть, удивляетесь, как Python присваивает значение self и почему вам не нужно указывать это значение самостоятельно. Поясним это на примере. Предположим, у нас есть класс с именем MyClass и экземпляр этого класса с именем myobject. При вызове метода этого объекта, например, «myobject.method(arg1, arg2)», Python ав- томатически превращает это в «MyClass.method(myobject, arg1, arg2)» – в этом и состоит смысл self.

Это также означает, что если какой-либо метод не принимает аргументов, у него всё равно будет один аргумент – self.

## Классы

Простейший класс показан в следующем примере (сохраните как simplestclass.py).

**class Person**:

**pass** *# Пустой блок*

p = Person() print(p)

#### Вывод:

2 self – *англ.* «сам» (*прим.перев.*)

$ python3 simplestclass.py

< main .Person object at 0x019F85F0>

#### Как это работает:

Мы создаём новый класс при помощи оператора class и имени класса. За этим следует блок выражений, формирующих тело класса. В данном случае блок у нас пуст, на что указывает оператор pass.

Далее мы создаём объект-экземпляр класса, записывая имя класса со скобка- ми. (Мы узнаем больше о [*реализации*](#_bookmark150) в следующем разделе). Для проверки мы выясняем тип переменной, просто выводя её на экран. Так мы видим, что у нас есть экземпляр класса Person в модуле main .

Обратите внимание, что выводится также и адрес в памяти компьютера, где хранится ваш объект. На вашем компьютере адрес будет другим, так как Python хранит объекты там, где имеется свободное место.

## Методы объектов

Итак, мы выяснили что классы/объекты могут иметь методы, представляющие собой функции, за исключением дополнительной переменной self. А теперь давайте рассмот- рим пример (сохраните как method.py).

**class Person**:

**def** sayHi(self): print('Привет! Как дела?')

p = Person() p.sayHi()

*# Этот короткий пример можно также записать как Person().sayHi()*

#### Вывод:

$ python3 method.py Привет! Как дела?

**Как это работает:**

Здесь мы видим self в действии. Обратите внимание, что метод sayHi не принимает параметров, но тем не менее, имеет self в определении функции.

* 1. Метод **init**

Существует много методов, играющих специальную роль в классах Python. Сейчас мы увидим значительность метода init .

Метод init запускается, как только объект класса реализуется. Этот метод полезен для осуществления разного рода *инициализации*, необходимой для данного объекта. Об- ратите внимание на двойные подчёркивания в начале и в конце имени.

**Пример:** (сохраните как oop\_init.py)

**class Person**:

**def** init (self, name): self.name = name

**def** say\_hi(self):

print('Привет! Меня зовут', self.name)

p = Person('Swaroop') p.say\_hi()

*# Предыдущие 2 строки можно # Person('Swaroop').say\_hi()*

#### Вывод:

$ python oop\_init.py Привет! Меня зовут Swaroop

**Как это работает:**

Здесь мы определяем метод init так, чтобы он принимал параметр name (наряду с обычным self). Далее мы создаём новое поле с именем name. Об- ратите внимание, что это две разные переменные, даже несмотря на то, что они обе названы name. Это не проблема, так как точка в выражении self. name обозначает, что существует нечто с именем «name», являющееся частью объекта «self», и другое name – локальная переменная. Поскольку мы в явном виде указываем, к которому имени мы обращаемся, путаницы не возникнет.

Для создания нового экземпляра p класса Person мы указываем имя класса, после которого – аргументы в скобках: p = Person('Swaroop').

Метод init мы при этом не вызываем явным образом. В этом и заклю- чается специальная роль данного метода.

После этого мы получаем возможность использовать поле self.name в наших методах, что и продемонстрировано в методе say\_hi.

## Переменные класса и объекта

Функциональную часть классов и объектов (т.е. методы) мы обсудили, теперь давайте ознакомимся с частью данных. Данные, т.е. поля, являются не чем иным, как обычны- ми переменными, *заключёнными* в **пространствах имён** классов и объектов. Это означа- ет, что их имена действительны только в контексте этих классов или объектов. Отсюда и название «*пространство имён*».

Существует два типа *полей*: переменные класса и переменные объекта, которые разли- чаются в зависимости от того, *принадлежит* ли переменная классу или объекту соответ- ственно.

*Переменные класса* разделяемы – доступ к ним могут получать все экземпляры этого клас- са. Переменная класса существует только одна, поэтому когда любой из объектов изме- няет переменную класса, это изменение отразится и во всех остальных экземплярах того же класса.

*Переменные объекта* принадлежат каждому отдельному экземпляру класса. В этом случае у каждого объекта есть своя собственная копия поля, т.е. не разделяемая и никоим образом не связанная с другими такими же полями в других экземплярах. Это легко понять на примере (сохраните как objvar.py):

(продолжение на следующей странице)

**class Robot**:

*'''Представляет робота с именем.'''*

*# Переменная класса, содержащая количество роботов*

population = 0

**def** init (self, name): *'''Инициализация данных.'''* self.name = name

print('(Инициализация *{0}*)'.format(self.name))

*# При создании этой личности, робот добавляется # к переменной 'population'*

Robot.population += 1

**def** del (self):

*'''Я умираю.'''*

print('*{0}* уничтожается!'.format(self.name))

Robot.population -= 1

**if** Robot.population == 0:

print('*{0}* был последним.'.format(self.name))

**else**:

print('Осталось *{0:d}* работающих роботов.'.format( **\**

(продолжение с предыдущей страницы)

Robot.population))

**def** sayHi(self):

*'''Приветствие робота.*

*Да, они это могут.'''*

print('Приветствую! Мои хозяева называют меня *{0}*.'.format(self.name))

**def** howMany():

*'''Выводит численность роботов.'''*

print('У нас *{0:d}* роботов.'.format(Robot.population)) howMany = staticmethod(howMany)

droid1 = Robot('R2-D2') droid1.sayHi() Robot.howMany()

droid2 = Robot('C-3PO') droid2.sayHi() Robot.howMany()

print("**\n**Здесь роботы могут проделать какую-то работу.**\n**") print("Роботы закончили свою работу. Давайте уничтожим их.")

**del** droid1

**del** droid2

Robot.howMany()

#### Вывод:

(продолжение на следующей странице)

$ python3 objvar.py (Инициализация R2-D2)

Приветствую! Мои хозяева называют меня R2-D2. У нас 1 роботов.

(Инициализация C-3PO)

Приветствую! Мои хозяева называют меня C-3PO. У нас 2 роботов.

Здесь роботы могут проделать какую-то работу.

Роботы закончили свою работу. Давайте уничтожим их. R2-D2 уничтожается!

Осталось 1 работающих роботов.

(продолжение с предыдущей страницы)

C-3PO уничтожается! C-3PO был последним. У нас 0 роботов.

#### Как это работает:

Это длинный пример, но он помогает продемонстрировать природу перемен- ных класса и объекта. Здесь population принадлежит классу Robot, и поэто- му является переменной класса. Переменная name принадлежит объекту (ей присваивается значение при помощи self), и поэтому является переменной объекта.

Таким образом, мы обращаемся к переменной класса population как Robot. population, а не self.population. К переменной же объекта name во всех методах этого объекта мы обращаемся при помощи обозначения self.name. Помните об этой простой разнице между переменными класса и объекта. Так- же имейте в виду, что переменная объекта с тем же именем, что и переменная класса, сделает недоступной («спрячет») переменную класса!

Метод howMany принадлежит классу, а не объекту. Это означает, что мы мо- жем определить его как classmethod или staticmethod, в зависимости от того, нужно ли нам знать, в каком классе мы находимся. Поскольку нам не нужна такая информация, мы воспользуемся staticmethod.

Мы могли достичь того же самого, используя [декораторы](http://www.ibm.com/developerworks/linux/library/l-cpdecor.html) :

**@staticmethod def** howMany():

*'''Выводит численность роботов.'''*

print('У нас *{0:d}* роботов.'.format(Robot.population))

Декораторы можно считать неким упрощённым способом вызова явного оператора, как мы видели в этом примере.

Пронаблюдайте, как метод init используется для инициализации экземпляра Robot с именем. В этом методе мы увеличиваем счётчик population на 1, так как добав- ляем ещё одного робота. Также заметьте, что значения self.name для каждого объекта свои, что указывает на природу переменных объекта.

Помните, что к переменным и методам самого объекта нужно обращаться, пользуясь

**только** self. Это называется *доступом к атрибутам*.

В этом примере мы также наблюдали применение **строк документации** для классов, рав- но как и для методов. Во время выполнения мы можем обращаться к строке документации класса при помощи «Robot. doc », а к строке документации метода – при помощи

«Robot.sayHi. doc ».

Наряду с методом init , существует и другой специальный метод del , который

вызывается тогда, когда объект собирается умереть, т.е. когда он больше не используется, и занимаемая им память возвращается операционной системе для другого использова- ния. В этом методе мы просто уменьшаем счётчик Robot.population на 1.

Метод del запускается лишь тогда, когда объект перестаёт использоваться, а поэто- му заранее неизвестно, *когда* именно этот момент наступит. Чтобы увидеть его в действии явно, придётся воспользоваться оператором del, что мы и сделали выше.

#### Примечание для программистов на C++/Java/C#

В Python все члены класса (включая данные) являются *публичными* (public), а все методы

– *виртуальными* (virtual).

Исключение: Если имя переменной начинается с *двойного подчёркивания*, как, например,

privatevar, Python делает эту переменную приватной (private). Поэтому принято имя любой переменной, которая должна использоваться только внутри класса или объекта, начинать с подчёркивания; все же остальные имена являются публичными, и могут ис- пользоваться в других классах/объектах. Помните, что это лишь традиция, и Python вовсе не обязывает делать именно так (кроме двойного подчёркивания).

## Наследование

Одно из главных достоинств объектно-ориентированного программирования заключа- ется в **многократном использовании** одного и того же кода, и один из способов этого достичь – при помощи механизма *наследования*. Легче всего представить себе наследова- ние в виде отношения между классами как *тип и подтип*.

Представим, что нам нужно написать программу, которая отслеживает информацию о преподавателях и студентах в колледже. У них есть некоторые общие характеристики: имя, возраст и адрес. Есть также и специфические характеристики, такие как зарплата, курсы и отпуск для преподавателей, а также оценки и оплата за обучение для студентов.

Можно создать для них независимые классы и работать с ними, но тогда добавление какой-либо новой общей характеристики потребует добавления её к каждому из этих независимых классов в отдельности, что делает программу неповоротливой.

Лучше создать общий класс с именем SchoolMember, а затем сделать так, чтобы классы преподавателя и студента *наследовали* этот класс, т.е. чтобы они стали подтипами этого типа (класса), после чего добавить любые специфические характеристики к этим подти- пам.

У такого подхода есть множество достоинств. Если мы добавим/изменим какую-либо функциональность в SchoolMember, это автоматически отобразится и во всех подтипах. Например, мы можем добавить новое поле удостоверения для преподавателей и студен- тов, просто добавив его к классу SchoolMember. С другой стороны, изменения в подтипах

никак не влияют на другие подтипы. Ещё одно достоинство состоит в том, что обращать- ся к объекту преподавателя или студента можно как к объекту SchoolMember, что может быть полезно в ряде случаев, например, для подсчёта количества человек в школе. Ко- гда подтип может быть подставлен в любом месте, где ожидается родительский тип, т.е. объект считается экземпляром родительского класса, это называется **полиморфизмом**.

Заметьте также, что код родительского класса *используется многократно*, и нет необходи- мости копировать его во все классы, как пришлось бы в случае использования независи- мых классов.

Класс SchoolMember в этой ситуации называют *базовым классом* или *надклассом*[3](#_bookmark153). Классы

Teacher и Student называют *производными классами* или *подклассами*[4](#_bookmark154). Рассмотрим теперь этот пример в виде программы (сохраните как inherit.py).

(продолжение на следующей странице)

**class SchoolMember**:

*'''Представляет любого человека в школе.'''*

**def** init (self, name, age): self.name = name

self.age = age

print('(Создан SchoolMember: *{0}*)'.format(self.name))

**def** tell(self):

*'''Вывести информацию.'''*

print('Имя:"*{0}*" Возраст:"*{1}*"'.format(self.name, self.age), end=" ")

**class Teacher**(SchoolMember):

*'''Представляет преподавателя.'''*

**def** init (self, name, age, salary): SchoolMember. init (self, name, age) self.salary = salary

print('(Создан Teacher: *{0}*)'.format(self.name))

**def** tell(self): SchoolMember.tell(self)

print('Зарплата: "*{0:d}*"'.format(self.salary))

**class Student**(SchoolMember):

*'''Представляет студента.'''*

**def** init (self, name, age, marks): SchoolMember. init (self, name, age) self.marks = marks

print('(Создан Student: *{0}*)'.format(self.name))

**def** tell(self): SchoolMember.tell(self)

3 также «суперкласс», «родительский класс» (*прим.перев.*)

4 также «субкласс», «класс-наследник» (*прим.перев.*)

(продолжение с предыдущей страницы)

print('Оценки: "*{0:d}*"'.format(self.marks))

t = Teacher('Mrs. Shrividya', 40, 30000)

s = Student('Swaroop', 25, 75) print() *# печатает пустую строку*

members = [t, s]

**for** member **in** members:

member.tell() *# работает как для преподавателя, так и для студента*

#### Вывод:

$ python3 inherit.py

(Создан SchoolMember: Mrs. Shrividya) (Создан Teacher: Mrs. Shrividya) (Создан SchoolMember: Swaroop) (Создан Student: Swaroop)

Имя:"Mrs. Shrividya" Возраст:"40" Зарплата: "30000" Имя:"Swaroop" Возраст:"25" Оценки: "75"

**Как это работает:**

Чтобы воспользоваться наследованием, при определении класса мы указыва- ем имена его базовых классов в виде кортежа, следующего сразу за его име- нем. Далее мы видим, что метод init базового класса вызывается явно при помощи переменной self, чтобы инициализировать часть объекта, отно- сящуюся к базовому классу. Это очень важно запомнить: поскольку мы опре- деляем метод init в подклассах Teacher и Student, Python не вызывает конструктор базового класса SchoolMember автоматически – его необходимо вызывать самостоятельно в явном виде.

Напротив, если мы *не* определим метод init в подклассе, Python вызовет конструктор базового класса автоматически.

Здесь же мы видим, как можно вызывать методы базового класса, предваряя запись имени метода именем класса, а затем передавая переменную self вме- сте с другими аргументами.

Обратите внимание, что при вызове метода tell из класса SchoolMember экземпляры Teacher или Student можно использовать как экземпляры SchoolMember.

Заметьте также, что вызывается метод tell из подкласса, а не метод tell из класса SchoolMember. Это можно понять следующим образом: Python *всегда* начинает поиск методов в самом классе, что он и делает в данном случае. Если

же он не находит метода, он начинает искать методы, принадлежащие базо- вым классам по очереди, в порядке, в котором они перечислены в кортеже при определении класса.

Замечание по терминологии: если при наследовании перечислено более од- ного класса, это называется *множественным наследованием*.

Параметр end используется в методе tell() для того, чтобы новая строка на- чиналась через пробел после вызова print().

## Метаклассы5

В обширной теме объектно-ориентированного программирования существует ещё много всего, но мы лишь слегка коснёмся некоторых концепций, чтобы вы просто знали об их существовании.

Точно так же, как классы используются для создания объектов, можно использовать ме- таклассы для создания классов. Метаклассы существуют для изменения или добавления нового поведения в классы.

Давайте рассмотрим пример. Допустим, мы хотим быть уверены, что мы всегда создаём исключительно экземпляры подклассов класса SchoolMember, и не создаём экземпляры самого класса SchoolMember.

Для достижения этой цели мы можем использовать концепцию под названием «абстракт- ные базовые классы». Это означает, что такой класс *абстрактен*, т.е. является лишь некой концепцией, не предназначенной для использования в качестве реального класса.

Мы можем объявить наш класс как абстрактный базовый класс при помощи встроенного метакласса по имени ABCMeta.

(продолжение на следующей странице)

*#!/usr/bin/env python*

*# Filename: inherit\_abc.py*

**from abc import** \*

**class SchoolMember**(metaclass=ABCMeta): *'''Представляет любого человека в школе.'''* **def** init (self, name, age):

self.name = name self.age = age

print('(Создан SchoolMember: *{0}*)'.format(self.name))

5 в оригинальной версии книги этот параграф невидим для читателей, так как находится в комментарии с пометкой автора «It is too sudden to introduce this concept here.», что означает «Слишком неожиданно представление этой концепции здесь.» (*прим.перев.*)

(продолжение с предыдущей страницы)

**@abstractmethod def** tell(self):

*'''Вывести информацию.'''*

print('Имя:"*{0}*" Возраст:"*{1}*"'.format(self.name, self.age), end=" ")

**class Teacher**(SchoolMember):

*'''Представляет преподавателя.'''*

**def** init (self, name, age, salary): SchoolMember. init (self, name, age) self.salary = salary

print('(Создан Teacher: *{0}*)'.format(self.name))

**def** tell(self): SchoolMember.tell(self)

print('Зарплата: "*{0:d}*"'.format(self.salary))

**class Student**(SchoolMember):

*'''Представляет студента.'''*

**def** init (self, name, age, marks): SchoolMember. init (self, name, age) self.marks = marks

print('(Создан Student: *{0}*)'.format(self.name))

**def** tell(self): SchoolMember.tell(self)

print('Оценки: "*{0:d}*"'.format(self.marks))

t = Teacher('Mrs. Shrividya', 40, 30000)

s = Student('Swaroop', 25, 75)

*#m = SchoolMember('abc', 10)*

*# Это приведёт к ошибке: "TypeError: Can't instantiate abstract class # SchoolMember with abstract methods tell"*

print() *# печатает пустую строку*

members = [t, s]

**for** member **in** members:

member.tell() *# работает как для преподавателя, так и для студента*

#### Вывод:

(продолжение на следующей странице)

$ python3 inherit.py

(Создан SchoolMember: Mrs. Shrividya) (Создан Teacher: Mrs. Shrividya)

(продолжение с предыдущей страницы)

(Создан SchoolMember: Swaroop) (Создан Student: Swaroop)

Имя:"Mrs. Shrividya" Возраст:"40" Зарплата: "30000" Имя:"Swaroop" Возраст:"25" Оценки: "75"

#### Как это работает:

Мы можем объявить метод tell класса SchoolMember абстрактным, и таким образом автоматически запретим создавать экземпляры класса SchoolMember.

Тем не менее, мы можем работать с экземплярами Teacher и Student так, как будто они экземпляры SchoolMember, поскольку они являются подклассами.

## Резюме

Мы изучили различные аспекты классов и объектов, равно как и терминологию, связанную с ними. Мы также увидели ряд достоинств и «подводных камней» объектно-ориентированного программирования. Python – в высокой степени объектно- ориентирован, поэтому понимание этих принципов очень поможет вам в дальнейшем.

Далее мы узнаем, как работать с вводом/выводом и получать доступ к файлам в Python.

# Ввод-вывод

Рано или поздно возникают ситуации, когда программа должна взаимодействовать с пользователем. Например, принять какие-нибудь данные от пользователя, а затем вы- вести результаты. Для этого применяются функции input() и print() соответственно.

Для вывода можно также использовать различные методы класса str (строка). К примеру, при помощи метода rjust можно получить строку, выравненную по правому краю к указанной ширине. См. help(str) для более подробного описания.

Ещё одним распространённым типом ввода/вывода является работа с файлами. Возмож- ность создавать, читать и записывать в файлы является ключевой для многих программ, поэтому в настоящей главе и мы рассмотрим этот аспект.

## Ввод от пользователя

Сохраните эту программу как user\_input.py:

**def** reverse(text):

**return** text[::-1]

**def** is\_palindrome(text):

**return** text == reverse(text)

something = input('Введите текст: ')

**if** (is\_palindrome(something)): print("Да, это палиндром")

**else**:

print("Нет, это не палиндром")

#### Вывод:

(продолжение на следующей странице)

$ python3 user\_input.py Введите текст: сэр

Нет, это не палиндром

(продолжение с предыдущей страницы)

$ python3 user\_input.py Введите текст: мадам Да, это палиндром

$ python3 user\_input.py Введите текст: топот Да, это палиндром

#### Как это работает:

Мы применяем операцию вырезки для переворачивания текста. Мы уже видели, как создаются [*вырезки из последовательностей*](#_bookmark121)при помощи кода

«seq[a:b]», начиная с позиции a до позиции b. Но ведь мы также можем ука- зать и третий аргумент, определяющий *шаг*, с которым производится вырезка. По умолчанию шаг равен 1, поэтому и возвращается непрерывный фрагмент текста. Указание отрицательного шага, т.е. -1 приведёт к выводу текста в об- ратном порядке.

Функция input() принимает строку в качестве аргумента и показывает её пользователю. Затем она ждёт, чтобы пользователь набрал что-нибудь и на- жал клавишу ввода. Как только пользователь это сделал, функция input() возвращает введённый пользователем текст.

Мы считываем этот текст и выстраиваем его в обратном порядке. Если пе- ревёрнутый и исходный текст одинаковы, значит введённый текст является [палиндромом](http://ru.wikipedia.org/wiki/Палиндром).

#### Домашнее задание

Проверка, является ли текст палиндромом должна также игнорировать знаки пунктуа- ции, пробелы и регистр букв. Например, «А роза упала на лапу Азора» также является палиндромом, но наша текущая программа так не считает. Попробуйте улучшить её так, чтобы она распознала этот палиндром.

#### Подсказка: (не читайте)

Воспользуйтесь кортежем (список *всех* знаков пунктуации можно найти [здесь](http://grammar.ccc.commnet.edu/grammar/marks/marks.htm)), содержа- щим все запрещённые символы, и примените тест на принадлежность, чтобы обнару- жить символы, подлежащие удалению, т.е. forbidden = („!“, „?“, „.“, …).

## Файлы

Открывать и использовать файлы для чтения или записи можно путём создания объекта класса file, а читать/записывать в файл – при помощи его методов read, readline или write соответственно. Возможность читать или записывать в файл зависит от режима, указанного при открытии файла. По окончании работы с файлом, нужно вызвать метод close[1](#_bookmark160), чтобы указать Python, что файл больше не используется.

**Пример:** (сохраните как using\_file.py)

poem = '''**\** Программировать весело. Если работа скучна,

Чтобы придать ей весёлый тон - используй Python!

'''

f = open('poem.txt', 'w') *# открываем для записи (writing)*

f.write(poem) *# записываем текст в файл*

f.close() *# закрываем файл*

f = open('poem.txt') *# если не указан режим, по умолчанию подразумевается # режим чтения ('r'eading)*

**while True**:

line = f.readline()

**if** len(line) == 0: *# Нулевая длина обозначает конец файла (EOF)*

**break**

print(line, end='')

f.close() *# закрываем файл*

#### Вывод:

$ python3 using\_file.py Программировать весело. Если работа скучна,

Чтобы придать ей весёлый тон - используй Python!

**Как это работает:**

Сперва мы открываем файл при помощи встроенной функции open с указа- нием имени файла и режима, в котором мы хотим его открыть. Режим может быть для чтения ('r'), записи ('w') или добавления ('a')[2](#_bookmark161). Можно также ука- зать, в каком виде мы будем считывать, записывать или добавлять данные:

1 close – *англ.* «закрывать» (*прим.перев*)

2 **r**ead, **w**rite и **a**ppend соответственно (*прим.перев.*)
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в текстовом ('t') или бинарном ('b'). На самом деле существует много дру- гих режимов, и help(open) даст вам их детальное описание. По умолчанию open() открывает файл как текст в режиме для чтения.

В нашем примере мы сначала открываем файл в режиме записи текста и ис- пользуем метод write файлового объекта для записи в файл, после чего за- крываем файл при помощи close.

Далее мы открываем тот же самый файл для чтения. В этом случае нет нужды указывать режим, так как режим «чтения текстового файла» применяется по умолчанию. Мы считываем файл построчно методом readline в цикле. Этот метод возвращает полную строку, включая символ перевода строки в конце. Когда же он возвращает пустую строку, это означает, что мы достигли конца файла, и мы прерываем цикл при помощи break.

По умолчанию функция print() выводит текст, автоматически добавляя сим- вол перевода строки в конце. Мы подавляем этот символ, указывая end='', поскольку строки, считанные из файла, и без того оканчиваются символом перевода строки. И, наконец, мы закрываем файл с помощью close.

Теперь проверяем содержимое файла poem.txt, чтобы убедиться, что про- грамма действительно записала текст в него и считала из него.

## Pickle

Python предоставляет стандартный модуль с именем pickle[3](#_bookmark163), при помощи которого мож- но сохранять **любой** объект Python в файле, а затем извлекать его обратно. Это называется *длительным* хранением объекта.

**Пример:** (сохраните как pickling.py):

(продолжение на следующей странице)

**import pickle**

*# имя файла, в котором мы сохраним объект*

shoplistfile = 'shoplist.data'

*# список покупок*

shoplist = ['яблоки', 'манго', 'морковь']

*# Запись в файл*

f = open(shoplistfile, 'wb') pickle.dump(shoplist, f) *# помещаем объект в файл* f.close()

**del** shoplist *# уничтожаем переменную shoplist*

3 pickle – *англ.* «мариновать», «солить» (*прим.перев.*)

(продолжение с предыдущей страницы)

*# Считываем из хранилища*

f = open(shoplistfile, 'rb')

storedlist = pickle.load(f) *# загружаем объект из файла*

print(storedlist)

#### Вывод:

$ python3 pickling.py ['яблоки', 'манго', 'морковь']

**Как это работает:**

Чтобы сохранить объект в файле, нам нужно сперва открыть файл с помощью open в режиме бинарной записи ('wb'), после чего вызвать функцию dump из модуля pickle. Этот процесс называется «консервацией» («pickling»).

После этого мы извлекаем объект при помощи функции load из модуля pickle, которая возвращает объект. Этот процесс называется «расконсерва- цией» («unpickling»).

## Резюме

Мы обсудили разные типы ввода/вывода, а также работу с файлами и использование мо- дуля pickle.

Далее мы познакомимся с концепцией исключений.

# Исключения

Исключения возникают тогда, когда в программе возникает некоторая *исключительная* ситуация. Например, к чему приведёт попытка чтения несуществующего файла? Или ес- ли файл был случайно удалён, пока программа работала? Такие ситуации обрабатывают- ся при помощи **исключений**.

Это касается и программ, содержащих недействительные команды. В этом случае Python

**поднимает** руки и сообщает, что обнаружил **ошибку**.

## Ошибки

Рассмотрим простой вызов функции print. Что, если мы ошибочно напишем print как Print? Обратите внимание на заглавную букву. В этом случае Python *поднимает* синтак- сическую ошибку.

**>>>** Print('Привет, Мир!') Traceback (most recent call last):

File "<pyshell#0>", line 1, in <module> Print('Привет, Мир!')

NameError: name 'Print' is not defined

**>>>** print('Привет, Мир!') Привет, Мир!

Обратите внимание, что была поднята ошибка NameError, а также указано место, где была обнаружена ошибка. Так в данном случае действует *обработчик ошибок*.

## Исключения

**Попытаемся** считать что-либо от пользователя. Нажмите Сtrl-D (или Ctrl+Z в Windows) и посмотрите, что произойдёт.

(продолжение на следующей странице)

**>>>** s = input('Введите что-нибудь --> ') Введите что-нибудь -->

126

(продолжение с предыдущей страницы)

Traceback (most recent call last):

File "<pyshell#2>", line 1, in <module> s = input('Введите что-нибудь --> ')

EOFError: EOF when reading a line

Python поднимает ошибку с именем EOFError, что означает, что он обнаружил символ

*конца файла* (который вводится при помощи Ctrl-D) там, где не ожидал.

## Обработка исключений

Обрабатывать исключения можно при помощи оператора try..except[1](#_bookmark169). При этом все обычные команды помещаются внутрь try-блока, а все обработчики исключений – в except-блок.

**Пример:** (сохраните как try\_except.py)

**try**:

text = input('Введите что-нибудь --> ')

**except** EOFError:

print('Ну зачем вы сделали мне EOF?')

**except** KeyboardInterrupt: print('Вы отменили операцию.')

**else**:

print('Вы ввели *{0}*'.format(text))

#### Вывод:

$ python3 try\_except.py

Введите что-нибудь -->

# Нажмите ctrl-d

Ну зачем вы сделали мне EOF?

$ python3 try\_except.py Введите что-нибудь -->

Вы отменили операцию.

# Нажмите ctrl-c

$ python3 try\_except.py

Введите что-нибудь --> без ошибок Вы ввели без ошибок

**Как это работает:**

Здесь мы поместили все команды, которые могут вызвать исключе- ния/ошибки, внутрь блока try, а затем поместили обработчики соответству-

1 try – *англ.* «пытаться» (*прим.перев.*)
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ющих ошибок/исключений в блок except. Выражение except может об- рабатывать как одиночную ошибку или исключение, так и список оши- бок/исключений в скобках. Если не указано имя ошибки или исключения, об- рабатываться будут *все* ошибки и исключения.

Помните, что для каждого выражения try должно быть хотя бы одно соответствующее выражение except. Иначе какой смысл был бы в блоке try?

Если ошибка или исключение не обработано, будет вызван обработчик Python по умол- чанию, который останавливает выполнение программы и выводит на экран сообщение об ошибке. Выше мы уже видели это в действии.

Можно также добавить пункт else к соответствующему блоку try..except. Этот пункт будет выполнен тогда, когда исключений не возникает.

В следующем примере мы увидим, как можно получить объект исключения для дальней- шей работы с ним.

## Вызов исключения

Исключение можно *поднять* при помощи оператора raise[2](#_bookmark171), передав ему имя ошиб- ки/исключения, а также объект исключения, который нужно *выбросить*.

Вызываемая ошибка или исключение должна быть классом, который прямо или непрямо является производным от класса Exception.

**Пример:** (сохраните как raising.py)

(продолжение на следующей странице)

**class ShortInputException**(Exception): *'''Пользовательский класс исключения.'''* **def** init (self, length, atleast):

Exception. init (self) self.length = length self.atleast = atleast

**try**:

text = input('Введите что-нибудь --> ')

**if** len(text) < 3:

**raise** ShortInputException(len(text), 3)

*# Здесь может происходить обычная работа*

**except** EOFError:

print('Ну зачем вы сделали мне EOF?')

**except** ShortInputException **as** ex:

print('ShortInputException: Длина введённой строки -- *{0}*; **\**

ожидалось, как минимум, *{1}*'.format(ex.length, ex.atleast))

2 raise – *англ.* «поднимать» (*прим.перев.*)
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(продолжение с предыдущей страницы)

**else**:

print('Не было исключений.')

#### Вывод:

$ python3 raising.py Введите что-нибудь --> а

ShortInputException: Длина введённой строки -- 1; ожидалось, как минимум, 3

$ python3 raising.py Введите что-нибудь --> абв Не было исключений.

**Как это работает:**

Здесь мы создаём наш собственный тип исключения. Этот новый тип исклю- чения называется ShortInputException. Он содержит два поля: length, хра- нящее длину введённого текста, и atleast, указывающее, какую минималь- ную длину текста ожидала программа.

В пункте except мы указываем класс ошибки ShortInputException, кото- рый будет сохранён как[3](#_bookmark173) переменная ex, содержащая соответствующий объ- ект ошибки/исключения. Это аналогично параметрам и аргументам при вы- зове функции. Внутри этого пункта except мы используем поля length и atleast объекта исключения для вывода необходимых сообщений пользова- телю.

## Try .. Finally

Представим, что в программе происходит чтение файла и необходимо убедиться, что объ- ект файла был корректно закрыт и что не возникло никакого исключения. Этого можно достичь с применением блока finally.

Сохраните как finally.py:

(продолжение на следующей странице)

**import time**

**try**:

f = open('poem.txt')

**while True**: *# наш обычный способ читать файлы*

line = f.readline()

**if** len(line) == 0:

3 as – *англ.* «как» (*прим.перев.*)
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(продолжение с предыдущей страницы)

**break**

print(line, end='')

time.sleep(2) *# Пусть подождёт некоторое время*

**except** KeyboardInterrupt:

print('!! Вы отменили чтение файла.')

**finally**:

f.close()

print('(Очистка: Закрытие файла)')

#### Вывод:

$ python3 finally.py Программировать весело Если работа скучна,

Чтобы придать ей весёлый тон -

!! Вы отменили чтение файла. (Очистка: Закрытие файла)

**Как это работает:**

Здесь мы производим обычные операции чтения из файла, но в данном слу- чае добавляем двухсекундный сон после вывода каждой строки при помощи функции time.sleep, чтобы программа выполнялась медленно (ведь Python очень быстр от природы). Во время выполнения программы нажмите ctrl-c, чтобы прервать/отменить выполнение программы.

Пронаблюдайте, как при этом выдаётся исключение KeyboardInterrupt, и программа выходит. Однако, прежде чем программа выйдет, выполняется пункт finally, и файловый объект будет всегда закрыт.

## Оператор with

Типичной схемой является запрос некоторого ресурса в блоке try с последующим осво- бождением этого ресурса в блоке finally. Для того, чтобы сделать это более «чисто», существует оператор with[4](#_bookmark175):

Сохраните как using\_with.py:

**with** open("poem.txt") **as** f:

**for** line **in** f: print(line, end='')

4 with – *англ.* «с» (*прим.перев.*)
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**Как это работает:**

Вывод должен быть таким же, как и в предыдущем примере. Разница лишь в том, что здесь мы используем функцию open с оператором with – этим мы оставляем автоматическое закрытие файла под ответственность with open.

За кулисами происходит следующее. Существует некий протокол, используе- мый оператором with. Он считывает объект, возвращаемый оператором open. Назовём его в данном случае «thefile».

Перед запуском блока кода, содержащегося в нём, оператор with *всегда* вы- зывает функцию thefile. enter , а также *всегда* вызывает thefile.

exit после завершения выполнения этого блока кода.

Так что код, который мы бы написали в блоке finally, будет автоматически обработан методом exit . Это избавляет нас от необходимости повторно в явном виде указывать операторы try..finally.

Более обширное рассмотрение этой темы выходит за рамки настоящей книги, поэтому для более исчерпывающего объяснения см. [**PEP 343**](https://www.python.org/dev/peps/pep-0343).

## Резюме

Мы обсудили использование операторов try..except и try..finally. Мы также уви- дели, как создавать наши собственные типы исключений и как их вызывать.

Далее мы ознакомимся со стандартной библиотекой Python.

# Стандартная библиотека

Стандартная библиотека Python содержит огромное количество полезных модулей и яв- ляется частью стандартного комплекта поставки Python. Ознакомиться со стандартной библиотекой Python очень важно, так как множество задач можно решить очень быстро, если вы знакомы с возможностями этих библиотек.

Рассмотрим некоторые наиболее часто используемые модули этой библиотеки. Деталь- ное описание всех модулей стандартной библиотеки Python можно найти в [разделе](http://docs.python.org/py3k/library/index.html)

[«Library Reference»](http://docs.python.org/py3k/library/index.html) документации, входящей в комплект поставки Python. Давайте изучим несколько полезных модулей.

#### Примечание

Если темы в настоящей главе покажутся вам слишком сложными, вы можете её пропу- стить. Однако я настоятельно рекомендую вернуться к этой главе, когда вы будете чув- ствовать себя более уверенно с Python.

## Модуль sys

Модуль sys содержит функциональность, характерную для системы. Так мы видели, что список sys.argv содержит аргументы командной строки.

Предположим, нам нужно узнать версию используемой команды Python с тем, чтобы, к примеру, убедиться в том, что мы используем как минимум версию 3. Модуль sys предо- ставляет такую возможность.

**>>> import sys**

**>>>** sys.version\_info (3, 0, 0, 'beta', 2)

**>>>** sys.version\_info[0] >= 3 True

#### Как это работает:

Модуль sys содержит кортеж version\_info, который хранит информацию о версии. Первый элемент этого кортежа обозначает старшую версию. Мы мо- жем использовать его, например, для того, чтобы убедиться, что программа будет выполняться только в Python 3.0:

Сохраните как versioncheck.py:

**import sys**, **warnings**

**if** sys.version\_info[0] < 3:

warnings.warn("Для выполнения этой программы необходима как минимум **\**

версия Python 3.0", RuntimeWarning)

**else**:

print('Нормальное продолжение')

#### Вывод:

$ python2.7 versioncheck.py

versioncheck.py:6: Для выполнения этой программы необходима как минимум

*‹→*версия Python 3.0 RuntimeWarning)

$ python3 versioncheck.py Нормальное продолжение

**Как это работает:**

Мы используем один из модулей стандартной библиотеки, который называ- ется warnings и служит для отображения предупреждений пользователю. Ес- ли версия Python менее 3, мы показываем соответствующее предупреждение.

## Модуль logging

Представьте ситуацию, когда необходимо сохранить некоторые отладочные или другие важные сообщения где-нибудь, чтобы иметь возможность позже проверить, отработала ли программа, как ожидалось. Как мы «сохраним где-нибудь» эти сообщения? Сделать это можно при помощи модуля logging.

Сохраните как use\_logging.py:

(продолжение на следующей странице)

**import os**, **platform**, **logging**

**if** platform.platform().startswith('Windows'): logging\_file = os.path.join(os.getenv('HOMEDRIVE'), \

(продолжение с предыдущей страницы)

os.getenv('HOMEPATH'), \ 'test.log')

**else**:

logging\_file = os.path.join(os.getenv('HOME'), 'test.log') print("Сохраняем лог в", logging\_file)

logging.basicConfig( level=logging.DEBUG,

format='*%(asctime)s* : *%(levelname)s* : *%(message)s*', filename = logging\_file,

filemode = 'w',

)

logging.debug("Начало программы") logging.info("Какие-то действия") logging.warning("Программа умирает")

#### Вывод:

$ python3 use\_logging.py

Сохраняем лог в C:\Users\swaroop\test.log

Если открыть файл test.log, он будет выглядеть примерно так:

|  |  |  |
| --- | --- | --- |
| 2012-10-26 | 16:52:41,457 : | DEBUG : Начало программы |
| 2012-10-26 | 16:52:41,474 : | INFO : Какие-то действия |
| 2012-10-26 | 16:52:41,475 : | WARNING : Программа умирает |

#### Как это работает:

Мы использовали три модуля из стандартной библиотеки: модуль os для вза- имодействия с операционной системой, модуль platform для получения ин- формации о платформе (т.е. операционной системе) и модуль logging для сохранения лога[1](#_bookmark180).

Прежде всего, при помощи строки, возвращаемой функцией platform. platform() мы проверяем, какая операционная система используется (для более подробной информации см. import platform; help(platform)). Ес- ли это Windows, то мы определяем диск, содержащий домашний каталог, путь к домашнему каталогу на нём и имя файла, в котором хотим сохранить ин- формацию. Сложив все эти три части, мы получаем полный путь к файлу. Для других платформ нам нужно знать только путь к домашнему каталогу пользователя, и мы получим полный путь к файлу.

1 log – *англ.* «журнал», «вести журнал» (*прим.перев.*)

При помощи функции os.path.join() мы объединяем три части пути к файлу вместе. Мы используем эту функцию вместо простого объединения строк для того, чтобы гарантировать, что полный путь к файлу записан в фор- мате, ожидаемом операционной системой.

Далее мы конфигурируем модуль logging таким образом, чтобы он записы- вал все сообщения в определённом формате в указанный файл.

Наконец, мы можем выводить сообщения, предназначенные для отладки, ин- формирования, предупреждения и даже критические сообщения. После вы- полнения программы можно просмотреть этот файл и узнать, что происхо- дило в программе, хотя пользователю, запустившему программу, ничего не было показано.

## Серия «Модуль недели»

В стандартной библиотеке можно найти ещё много полезного. Например, [отладка](http://docs.python.org/py3k/library/pdb.html), [обра-](http://docs.python.org/py3k/library/argparse.html) [ботка параметров командной строки](http://docs.python.org/py3k/library/argparse.html), [регулярные выражения](http://docs.python.org/py3k/library/re.html) и так далее.

Лучший способ дальнейшего изучения стандартной библиотеки – читать замечательную серию Дуга Хелмана [«Модуль недели»](http://www.doughellmann.com/projects/PyMOTW/) или официальную [документацию Python](http://docs.python.org/py3k/).

## Резюме

Мы изучили лишь некоторые возможности некоторых модулей стандартной библиотеки Python. Я настоятельно рекомендую просмотреть [документацию по стандартной библио-](http://docs.python.org/py3k/library/index.html) [теке Python](http://docs.python.org/py3k/library/index.html), чтобы увидеть все доступные модули.

Далее мы обратимся к некоторым аспектам, которые сделают вашу экскурсию по Python более «завершённой».

# Дополнительно

К настоящему моменту мы уже рассмотрели большую часть того, что вам придётся ис- пользовать при работе с Python. В этой главе мы охватим некоторые дополнительные аспекты, которые помогут отшлифовать ваши знания.

## Передача кортежей

Хотелось ли вам когда-нибудь, чтобы функция возвращала не один результат, а два? Это возможно. Всё, что для этого нужно, – использовать кортеж.

**>>> def** get\_error\_details():

**... return** (2, 'описание ошибки No2')

**...**

**>>>** errnum, errstr = get\_error\_details()

**>>>** errnum 2

**>>>** errstr

'описание ошибки No2'

Обратите внимание, что использование выражения «a, b = <некоторое выражение>» интерпретирует результат как кортеж из двух значений.

Чтобы интерпретировать результат как «(a, <всё остальное>)», нужно просто поста- вить звёздочку, как это делалось для параметров функций:

**>>>** a, \*b = [1, 2, 3, 4]

**>>>** a 1

**>>>** b [2, 3, 4]

Это также подразумевает, что поменять местами два значения в Python быстрее всего можно так:

**>>>** a = 5; b = 8

**>>>** a, b = b, a

**>>>** a, b (8, 5)

## Специальные методы

Есть ряд методов, играющих особую роль для классов. Например, init и del .

Специальные методы служат для того, чтобы имитировать поведение встроенных типов данных. Например, всё, что потребуется для использования операции индексирования x[индекс] применительно к своему классу (в таком виде, как это делалось для списков и кортежей), это реализовать метод getitem (). Кстати, именно этот метод Python использует для самого класса list!

Некоторые полезные специальные методы перечислены в таблице ниже. Все другие ме- тоды можно посмотреть в [документации](http://docs.python.org/py3k/reference/datamodel.html#specialnames).

|  |  |
| --- | --- |
| Имя | Описание |
| init (self, …) | Этот метод вызывается прямо перед тем, как вновь созданный  объект возвращается для использования. |
| del (self) | Вызывается перед уничтожением объекта |
| str (self) | Вызывается при использовании функции print или str(). |
| lt (self, other) | Вызывается, когда используется оператор «меньше» (<).  Существуют и аналогичные методы для всех операторов (+, >, и т.д.) |
| getitem (self, key) | Вызывается при использовании оператора индексирования  x[индекс] |
| len (self) | Вызывается при обращении к встроенной функции len() для  объекта-последовательности. |

## Блоки в одно выражение

Мы неоднократно говорили, что каждый блок команд отделяется от других своим соб- ственным уровнем отступа. Однако, существует и исключение. Если блок команд содер- жит только одно выражение, его можно указывать в одной строке с условным оператором или, скажем, оператором цикла. Рассмотрим это на примере:

**>>>** flag = **True**

**>>> if** flag: print('Да') Да

Обратите внимание, что единственный оператор расположен в той же строке, а не отдель- ным блоком. Этот способ может подкупить тем, что якобы «сокращает» программу, но я настоятельно рекомендую избегать его во всех случаях, кроме проверки ошибок. Прежде всего, потому что гораздо легче добавлять команды, когда уже есть необходимый уровень отступа.

## Lambda-формы

Ключевое слово lambda используется для создания функций и возврата их значения во время выполнения программы. lambda принимает параметр, за которым следует одно выражение, которое становится телом функции, а значение этого выражения возвраща- ется новой функцией.

**Пример:** (сохраните как lambda.py)

points = [ { 'x' : 2, 'y' : 3 }, { 'x' : 4, 'y' : 1 } ]

points.sort(key=**lambda** i : i['y']) print(points)

#### Вывод:

$ python3 lambda.py

[{'x': 4, 'y': 1}, {'x': 2, 'y': 3}]

**Как это работает:**

Обратите внимание на то, что метод sort класса list может принимать пара- метр key, определяющий способ сортировки списка (обычно мы думаем толь- ко о сортировке по возрастанию или по убыванию). В данном случае мы хотим провести сортировку по собственному принципу, для чего нам необходимо написать соответствующую функцию. Но вместо того, чтобы создавать отдель- ный блок def для описания функции, которая будет использоваться только в этом месте, мы применяем лямбда-выражение.

## Генераторы списков

Генераторы списков служат для создания новых списков на основе существующих. Пред- ставьте, что имеется список чисел, на основе которого требуется получить новый список, состоящий из всех чисел, умноженных на 2, но только при условии, что само число боль- ше 2. Генераторы списков подходят для таких задач как нельзя лучше.

**Пример:** (сохраните как list\_comprehension.py)

listone = [2, 3, 4]

listtwo = [2\*i **for** i **in** listone **if** i > 2] print(listtwo)

#### Вывод:

$ python3 list\_comprehension.py [6, 8]

**Как это работает:**

В этом примере мы создаём новый список, указав операцию, которую необхо- димо произвести (2 \* i), когда выполняется некоторое условие (if i > 2). Обратите внимание, что исходный список при этом не изменяется.

Преимущество использования генераторов списков состоит в том, что это заметно сокра- щает объёмы стандартного кода, необходимого для циклической обработки каждого эле- мента списка и сохранения его в новом списке.

## Передача кортежей и словарей в функции

Для получения параметров, переданных функции, в виде кортежа или словаря, существу- ют специальные приставки «\*» или «\*\*» соответственно. Это особенно полезно в случа- ях, когда функция может принимать переменное число параметров.

**>>> def** powersum(power, \*args):

**...**

**...**

**...**

**...**

**...**

**...**

*'''Возвращает сумму аргументов, возведённых в указанную степень.'''*

total = 0

**for** i **in** args:

total += pow(i, power)

**return** total

**>>>** powersum(2, 3, 4)

25

**>>>** powersum(2, 10)

100

Поскольку перед переменной args указана приставка «\*», все дополнительные аргу- менты, переданные функции, сохранятся в args в виде кортежа. В случае использова- ния приставки «\*\*» все дополнительные параметры будут рассматриваться как пары ключ/значение в словаре.

## exec и eval

Функция exec служит для выполнения команд Python, содержащихся в строке или фай- ле, в отличие от самого текста программы. Например, во время выполнения программы можно сформировать строку, содержащую текст программы на Python, и запустить его при помощи exec:

**>>>** exec('print("Здравствуй, Мир!")') Здравствуй, Мир!

Аналогично, функция eval позволяет вычислять корректные выражения Python, содер- жащиеся в строке. Вот простой пример.

**>>>** eval('2\*3') 6

## Оператор assert

Оператор assert существует для того, чтобы указать, что нечто является истиной. На- пример, если требуется гарантировать, что в списке будет хотя бы один элемент, и вы- звать ошибку, если это не так, то оператор assert идеально подойдёт для такой задачи. Когда заявленное выражение ложно, вызывается ошибка AssertionError. Метод pop() возвращает последний элемент списка, одновременно удаляя его оттуда.

**>>>** mylist = ['item']

**>>> assert** len(mylist) >= 1

**>>>** mylist.pop() 'item'

**>>>** mylist []

**>>> assert** len(mylist) >= 1 Traceback (most recent call last):

File "<stdin>", line 1, in <module> AssertionError

Тем не менее, оператор assert следует использовать благоразумно. В большинстве слу- чаев гораздо лучше «отлавливать» исключения и либо решать соответствующую про- блему автоматически, либо выдавать пользователю сообщение об ошибке и завершать работу программы.

## Функция repr

Функция repr используется для получения канонического строкового представления объекта. Любопытно, что в большинстве случаев eval(repr(object)) == object.

**>>>** i = []

**>>>** i.append('item')

**>>>** repr(i) "['item']"

**>>>** eval(repr(i)) ['item']

**>>>** eval(repr(i)) == i True

По большому счёту, функция repr служит для получения печатаемого представления объекта. Определив метод repr в собственном классе, можно указать, что он будет возвращать по вызову функции repr.

## Управляющие последовательности

Попробуйте ответить на вопрос: Как указать строку, содержащую одинарную кавычку (')? Например, строку «What's your name?». Её ведь нельзя записать просто как «'What's your name?'», потому что тогда Python не сможет определить, где начало строки, и где конец. В таком случае придётся каким-то образом указать, что данная одинарная кавычка не обозначает конца строки. Это можно сделать при помощи так называемой *управляю- щей последовательности*. Укажите одинарную кавычку как \' – через обратную косую черту. Теперь наша строка будет выглядеть так: 'What\'s your name?'.

Другой способ записи такой специфической строки – "What's your name?", т.е. с ис- пользованием двойных кавычек. Аналогично следует использовать управляющую после- довательность для вставки двойной кавычки в строку, ограниченную двойными кавычка- ми. Сама же обратная наклонная черта указывается управляющей последовательностью

\\.

А как записать двустрочную строку? Один из вариантов нам уже знаком – заключить строку в тройные кавычки, как было показано [*ранее*](#_bookmark50). Но есть и другой – использовать управляющую последовательность для символа перевода строки \n. Например: «Это первая строка\nЭто вторая строка». Полезно знать ещё одну управляющую после- довательность – табуляцию (\t). Управляющих последовательностей существует намного больше, но здесь упомянуты только наиболее важные.

Следует отметить, что одинарная наклонная черта в конце строки лишь указывает на то, что продолжение идёт строкой ниже, но не вставляет перевода строки. Например:

"Это первое предложение. **\**

Это второе предложение."

эквивалентно записи "Это первое предложение. Это второе предложение.".

## Необрабатываемые строки

Для записи строки, в которой не будет проводиться никакой специальной обработки, как, например, управляющих последовательностей, перед строкой указывается приставка «r» или «R»[1](#_bookmark196). Например, r"Перевод строки обозначается \n".

#### Замечание для пользователей регулярных выражений

Для работы с регулярными выражениями всегда используйте необрабатываемые строки. В противном случае вас ждёт много возни с обратными косыми чёрточками. Например, обратные ссылки можно обозначать как '\\1' или r'\1'.

## Резюме

Итак, в настоящей главе мы рассмотрели некоторые дополнительные возможности Python, хотя по-прежнему, не охватили всего. Тем не менее, к настоящему моменту мы уже прошли почти всё, что вам когда-либо понадобится использовать на практике. Этого вполне достаточно для начала работы над любыми программами.

Далее мы обсудим, как продолжать исследовать Python.

1 «r» – *от англ.* «raw» – «сырой, необработанный» (*прим. перев.*)

**18.11. Необрабатываемые строки** 142

# Что дальше

Добросовестный читатель, дочитавший книгу до сих пор, а также много практиковав- шийся в написании программ, наверняка уже освоился с Python. И конечно, вы уже по- пробовали реализовать какие-нибудь собственные идеи на Python, чтобы потренировать- ся. Нет? Тогда стоит начать! Но в таком случае возникает вопрос: «Что же делать дальше?».

Я предлагаю вам справиться со следующей задачей.

#### Задача

Создайте собственную программу «Адресная книга», работающую из командной стро- ки и позволяющую просматривать, добавлять, изменять, удалять или искать контактные данные ваших знакомых. Кроме того, эта информация также должна сохраняться на дис- ке для последующего доступа.

Это достаточно простая задача, если думать о ней в терминах, которые мы до сих пор проходили. Если же вы всё-таки нуждаетесь в подсказке, как действовать, вот она.

#### Подсказка (не читать!)

Создайте класс для хранения персональных данных. Объекты визитных карточек храни- те в словаре, в котором имена контактов будут служить ключами. Для длительного хра- нения этих объектов на жёстком диске воспользуйтесь модулем pickle. Для добавления, изменения или удаления контактов применяйте встроенные методы словаря.

Как только вы справитесь с этим, вы смело можете называться программистом на Python. А теперь немедленно [напишите мне письмо](http://www.swaroopch.com/contact/) ;-). Это не обязательный шаг, но весьма ре- комендуемый. Также подумайте о [покупке бумажной версии книги](http://www.swaroopch.com/buybook/), чтобы поддержать её дальнейшую разработку.

Если эта задачка показалась вам слишком лёгкой, попробуйте ещё одну:

#### Задача

Реализуйте команду [replace](http://unixhelp.ed.ac.uk/CGI/man-cgi?replace). Эта команда заменяет одну строку другой в списке передан- ных ей файлов.

Команда replace может быть любой желаемой сложности: от простой замены строк до поиска по шаблону (регулярному выражению).

А вот ещё некоторые возможные направления вашего дальнейшего путешествия по миру Python:

## Упражнения

На Stack Overflow есть неплохое обсуждение [упражнений на Python, помогающих отто-](http://stackoverflow.com/questions/29578/python-exercises-to-hone-your-skills) [чить ваше мастерство](http://stackoverflow.com/questions/29578/python-exercises-to-hone-your-skills).

## Примеры программ

Лучший способ овладеть языком программирования – это писать много программ и чи- тать много программ:

* + - [Проект PLEAC](http://pleac.sourceforge.net/pleac_python/index.html)
    - Хранилище кода Rosetta
    - [Примеры для Python на java2s](http://www.java2s.com/Code/Python/CatalogPython.htm)
    - [Книга рецептов Python](http://code.activestate.com/recipes/langs/python/) – ценнейшая коллекция рецептов и подсказок, как решать те или иные проблемы при помощи Python. Обязательна к прочтению каждым про- граммистом на Python.
    - [Модуль недели](http://www.doughellmann.com/PyMOTW/contents.html) – ещё один замечательный путеводитель по [*стандартной библио-*](#_bookmark177)[*теке Python*](#_bookmark177).

## Вопросы и ответы

* + - [Официальные «Можно и нельзя» в Python](http://docs.python.org/dev/howto/doanddont.html)
    - [Официальные ЧаВо Python](http://www.python.org/doc/faq/general/)
    - [Список НеЧасто задаваемых Вопросов от Norvig](http://norvig.com/python-iaq.html)
    - [Вопросы и ответы из интервью о Python](http://dev.fyicenter.com/Interview-Questions/Python/index.html)
    - [Вопросы на StackOverflow с пометкой «python»](http://beta.stackoverflow.com/questions/tagged/python)

## Советы и рекомендации

* + - [Трюки и уловки Python](http://www.siafoo.net/article/52)
    - [Сколачиваем программы при помощи Python](http://ivory.idyll.org/articles/advanced-swc/)
    - [Очаровательный Python](http://gnosis.cx/publish/tech_index_cp.html) – замечательная серия статей о Python Дэвида Мерца.

## Учебники

* + - [Всеобъемлющий список учебников по Python от Awaretek](http://www.awaretek.com/tutorials.html)

## Видео

* + - [PyVideo](http://www.pyvideo.org/category)

## Обсуждение

Если вы застряли на какой-то проблеме в Python и не знаете, кого спросить, тогда [список](http://mail.python.org/mailman/listinfo/tutor) [рассылки python-tutor](http://mail.python.org/mailman/listinfo/tutor) подойдёт наилучшим образом.

Тем не менее, сначала проделайте всю домашнюю работу и попытайтесь решить пробле- му самостоятельно.

## Новости

Если вас интересуют последние новости мира Python, отслеживайте их на официальной [планете Python](http://planet.python.org/).

## Установка библиотек

В [Каталоге пакетов Python](http://pypi.python.org/pypi) существует колоссальное количество открытых библиотек, ко- торые вы можете использовать в своих программах. Для их установки можно воспользо- ваться [pip](http://www.pip-installer.org/en/latest/).

## Графические программы

Для создания собственной графической программы на Python понадобится какая-нибудь библиотека ГИП (графического интерфейса пользователя) со своими привязками к Python. Привязки позволяют писать программу на Python, используя библиотеки, кото- рые сами по себе написаны на C, C++ или других языках.

Выбор ГИП для Python достаточно обширен:

#### Kivy

[http://kivy.org](http://kivy.org/)

#### PyGTK

Это привязки Python к инструментарию GTK+, на основе которого построен GNOME. У GTK+ есть много своих особенностей, но как только вы освоитесь, вы сможете создавать ГИП очень быстро. Что касается дизайнера графического интер- фейса Glade, то он просто незаменим. Документация же всё ещё требует некоторых улучшений. GTK+ хорошо работает в GNU/Linux, но его порт на Windows пока не закончен. При помощи GTK+ можно создавать как свободные, так и проприетарные программы. Для начала прочитайте [Учебник по PyGTK](http://www.pygtk.org/tutorial.html).

#### PyQt

Это привязки Python к инструментарию Qt, на основе которого построена KDE. Qt чрезвычайно прост в использовании, особенно благодаря Qt Designer и изумитель- ной документации Qt. PyQt бесплатно, если используется для создания свободных программ (с лицензией GPL). Для создания закрытых проприетарных программ вам придётся его купить. Начиная с Qt 4.5, разрешается создавать при помощи него не только GPL’ные программы. Для начала прочитайте [краткое пособие по PyQt](http://zetcode.com/tutorials/pyqt4/) или [Книгу PyQt](http://www.qtrac.eu/pyqtbook.html).

#### wxPython

Это привязки Python к инструментарию wxWidgets. wxPython не так прост в освое- нии, но зато он переносим и работает на GNU/Linux, Windows, Mac и даже на встраи- ваемых платформах. Многие среды разработки для wxPython, такие как [SPE (Stani’s](http://spe.pycs.net/) [Python Editor)](http://spe.pycs.net/) и [wxGlade](http://wxglade.sourceforge.net/) включают дизайнеры графического интерфейса. При по- мощи wxPython можно создавать как свободные, так и проприетарные программы. Для начала прочитайте [учебник по wxPython](http://zetcode.com/wxpython/).
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## Резюме по инструментам ГИП

Другие варианты можно найти на [wiki-странице GuiProgramming официального сайта](http://www.python.org/cgi-bin/moinmoin/GuiProgramming) [Python](http://www.python.org/cgi-bin/moinmoin/GuiProgramming).

К сожалению, не существует некоего единого стандартного инструмента для создания графических программ на Python. Я бы рекомендовал выбирать один из инструментов, описанных выше, наиболее подходящий для конкретной ситуации. Во-первых, опреде- литесь, согласны ли вы платить за использование этого инструмента. Во-вторых, опре- делитесь, на каких платформах должна работать ваша программа: только на Windows, на Mac и GNU/Linux или на всех сразу. И в-третьих, если вы выбрали платформу GNU/Linux, то в какой среде вы работаете: в KDE или GNOME.

Для более подробного анализа см. страницу 26 [Статей о Python, Том 3, Выпуск 1](http://archive.pythonpapers.org/ThePythonPapersVolume3Issue1.pdf).

## Различные реализации

Язык программирования обычно состоит из двух частей: собственно языка и программ- ного обеспечения. Язык – это то, *как* мы что-либо пишем, а программное обеспечение – это то, *что* запускает наши программы.

До сих пор для выполнения наших программ мы использовали *CPython*. Он называется

«CPython», потому что написан на языке C и является *Классическим интерпретатором Python*[1](#_bookmark210).

Но существует и другое программное обеспечение, способное выполнять программы на Python:

* + - [Jython](http://www.jython.org/)

Реализация Python, работающая на платформе Java. Это означает, что можно ис- пользовать библиотеки и классы Java в программе на Python и наоборот.

* + - [IronPython](http://www.codeplex.com/Wiki/View.aspx?ProjectName=IronPython)

Реализация Python, работающая на платформе .NET, что означает возможность ис- пользования библиотек и классов .NET в программах на Python и наоборот.

* + - [PyPy](http://codespeak.net/pypy/dist/pypy/doc/home.html)

Реализация Python, написанная на Python! Это исследовательский проект, суще- ствующий для ускорения и облегчения разработки интерпретатора, поскольку сам интерпретатор написан на динамическом языке (в отличие от статических языков, как C, Java и C# в вышеупомянутых реализациях)

* + - [Stackless Python](http://www.stackless.com/)

1 **C**lassical **Python** interpreter (*прим.перев.*)
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Реализация Python, специализирующаяся на высокой производительности много- поточных программ.

Существуют и другие реализации, такие как [CLPython](http://common-lisp.net/project/clpython/) – написанная на Common Lisp и IronMonkey – порт IronPython на JavaScript, что даёт возможность писать браузерные при- ложения («Ajax») на Python вместо JavaScript.

Каждая из перечисленных реализаций имеет свою область применения.

## Функциональное программирование (для хо- рошо подготовленных читателей)

Для написания больших программ определённо необходимо изучить функциональный подход к программированию, в отличие от объектно-ориентированного подхода, кото- рый мы проходили в [*разделе «Объектно-ориентированное программирование»*](#_bookmark144):

* + - [Практические советы по функциональному программированию, A.M. Kuchling](http://docs.python.org/dev/howto/functional.html)
    - [Глава «Функциональное программирование» книги «Dive Into Python»](http://www.diveintopython.net/functional_programming/index.html)
    - [Презентация «Функциональное программирование в Python»](http://ua.pycon.org/static/talks/kachayev/index.html)

## Резюме

Вот мы и подошли к концу нашей книги, но как говорится, это только *начало конца*! Те- перь вы заядлый программист на Python, и несомненно, готовы решать множество задач при помощи Python. Теперь вы можете начать автоматизировать на своём компьютере всё подряд, можете писать собственные игры и многое-многое другое. Так что вперёд!
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# Приложение: FLOSS

## Free/Libre and Open Source Software (FLOSS)1

В основу идеи [FLOSS](http://en.wikipedia.org/wiki/FLOSS) положена концепция сообщества, в котором принято делиться, и особенно делиться знаниями. Свободные программы можно свободно использовать, из- менять и распространять.

Если вы уже прочли эту книгу, то вы уже знакомы со свободным ПО, так как вы изучали

**Python** всё это время, а Python является свободным программным обеспечением!

Вот несколько примеров свободного ПО, по которым можно составить некоторое пред- ставление о том, что способно создать такое сообщество:

* + - **Linux**. Это свободное ядро операционной системы, используемое, например, в опе- рационной системе GNU/Linux. Разработку ядра «Linux» начал Линус Торвальдс ещё в свою бытность студентом. [[Linux Kernel](http://www.kernel.org/)]
    - **GNU**. Свободная операционная система, основанная Ричардом Столлманом в 1983 году. [[GNU](http://www.gnu.orgGNU/)]
    - **GNU/Linux**. Сочетание операционной системы GNU с ядром «Linux», в наше вре- мя серьёзный конкурент Microsoft Windows. В принципе, GNU/Linux является сво- бодным программным обеспечением, но разные дистрибутивы GNU/Linux могут включать и несвободные программы. [[Free GNU/Linux distributions](http://www.gnu.org/distros)]
    - **Ubuntu**. Это дистрибутив, разрабатываемый сообществом и спонсируемый фир- мой Canonical. В настоящее время это, пожалуй, самый популярный дистрибутив GNU/Linux. Он позволяет легко устанавливать и использовать множество свобод- ных программ. Больше того, он позволяет просто перезагрузить ваш компьютер и запустить GNU/Linux с CD! Это даёт возможность в полной мере опробовать новую операционную систему до установки на жёсткий диск. Однако, Ubuntu не полно- стью свободна, так как включает некоторые проприетарные драйверы, микрокод и приложения. [[Ubuntu](http://www.ubuntu.com/)]
    - **LibreOffice**. Это превосходный офисный пакет, разрабатываемый сообществом и включающий в себя компоненты для создания текста, презентаций, электронных

1 Свободное и открытое программное обеспечение (*прим.перев.*)

таблиц, рисунков и многого другого. Он также позволяет открывать и редактиро- вать файлы MS Word и MS Powerpoint. Он работает практически на всех платфор- мах и является полностью свободным и открытым программным обеспечением. [[LibreOffice](http://www.libreoffice.org/)]

* + - **Mozilla Firefox**. Это веб-браузер нового поколения, являющийся сильнейшим сопер- ником Internet Explorer. Он огненно быстр, и заработал широкое признание своими удобными и впечатляющими возможностями. А концепция расширений позволяет дополнять его самыми разнообразными плагинами. [[Mozilla Firefox](http://www.mozilla.org/products/firefox)]
    - Его «напарник» **Thunderbird** – отличный клиент электронной почты, делающий её чтение чрезвычайно простым. [[Mozilla Thunderbird](http://www.mozilla.org/products/thunderbird)]
    - **Mono**. Это свободная реализация платформы Microsoft .NET. Она позволяет созда- вать и запускать .NET-приложения в GNU/Linux, Windows, FreeBSD, Mac OS и на мно- гих других платформах. [[Mono](http://www.mono-project.com/)], [[ECMA](http://www.ecma-international.org/)], [[.NET](http://www.microsoft.com/net)]
    - **Apache web server**. Это популярный открытый веб-сервер. По сути, это *самый* по- пулярный веб-сервер на планете. На нём работает более половины всех сайтов. Да, Apache действительно обслуживает больше сайтов, чем все остальные веб-серверы (включая Microsoft IIS) вместе взятые. [[Apache](http://httpd.apache.org/)]
    - **MySQL**. Это чрезвычайно популярный открытый сервер баз данных. Он наиболее известен своей ошеломляющей скоростью. Это его обозначают буквой «M» в соче- тании «LAMP», на котором работает большинство сайтов в Интернете. [[MySQL](http://www.mysql.comMySQL/)]
    - **VLC Player**. Это проигрыватель, который может воспроизводить всё, начиная от DivX и до MP3, до Ogg, до VCD, до DVD, до … и кто сказал, что это не забавно?

;-) [[VLC media player](http://www.videolan.org/vlc/)]

* + - **GeexBox** – дистрибутив GNU/Linux, созданный для проигрывания фильмов сразу после загрузки с CD! [[GeexBox](http://geexbox.org/en/start.html)]

Этот список предназначен только лишь для того, чтобы вкратце передать вам мысль, на самом же деле существует ещё огромное множество свободного ПО, такого как язык Perl, язык PHP, система управления содержимым веб-сайтов Drupal, сервер баз данных PostgreSQL, игра TORCS, среда разработки KDevelop, проигрыватель Xine, текстовый ре- дактор VIM, редактор Quanta+, аудио-плеер Banshee, графический редактор GIMP, … этот список можно продолжать вечно.

Чтобы отследить свежие слухи в мире свободного ПО, посетите следующие сайты:

* + - [linux.com](http://www.linux.com/)
    - [LinuxToday](http://www.linuxtoday.com/)
    - [NewsForge](http://newsforge.com/)
    - [DistroWatch](http://www.distrowatch.com/)

Узнать больше о свободном ПО можно на следующих сайтах:

* + - [SourceForge](http://www.sourceforge.net/)
    - [FreshMeat](http://www.freshmeat.net/)

Так что вперёд – осваивать бескрайний, свободный и открытый мир СПО!

# Приложение: о книге

## Колофон

Практически все программы, которые я использовал при написании этой книги, являются

[*свободными*](#_bookmark213).

### Рождение книги

При написании первого черновика этой книги в основе моей системы была Red Hat 9.0 Linux, но уже шестую версию черновика я писал на Fedora Core 3 Linux.

В начале для написания книги я использовал KWord (как я и описывал в [*Предисловии*](#_bookmark18)).

### Отрочество

Позже я перешёл на формат DocBook XML и использовал Kate, но это показалось мне слишком скучным. Поэтому я перешёл на OpenOffice, который замечательно подходил со своим уровнем управления форматированием и возможностью генерировать PDF, но он выдавал слишком небрежные HTML-страницы.

Наконец, я открыл для себя XEmacs и переписал всю книгу с нуля в формате DocBook XML (снова), так как решил, что этот формат – надолго.

Для шестой версии черновика я решил использовать Quanta+. При этом я использовал стандартные таблицы стилей XSL, которые шли в комплекте с Fedora Core 3 Linux. Потом я написал CSS документ, чтобы придать цвет и стиль HTML-страницам. Я также на ско- рую руку написал лексический анализатор (конечно, на Python), который осуществлял автоматическую подсветку синтаксиса в примерах программ.

Для седьмой редакции я использовал [MediaWiki](http://www.mediawiki.org/) в качестве основы для своего [сай-](http://www.swaroopch.com/notes/) [та](http://www.swaroopch.com/notes/). Теперь я всё редактирую прямо на сайте, а читатели могут сразу же чи- тать/редактировать/обсуждать содержимое на вики-странице.

Благодаря [расширению ViewSourceWith для Firefox](https://addons.mozilla.org/en-US/firefox/addon/394), которое интегрируется с Vim, я про- должал использовать Vim для редактирования.

A Byte of Python (Russian), Версия 2.02

### Сейчас

Использую [Vim](http://www.swaroopch.com/notes/vim), [Pandoc](http://johnmacfarlane.net/pandoc/README.html), и Mac OS X.

## Об авторе

<http://www.swaroopch.com/about/>

# Приложение: История версий

* **2.0** (20/10/2012)
  + Переписано в формате [Pandoc](http://johnmacfarlane.net/pandoc/README.html) Спасибо моей жене, которая перевела большую часть текста из формата Mediawiki
  + Упрощение текста, удаление таких необязательных разделов, как nonlocal и метаклассы
* **1.90** (04/09/2008)
  + Возобновление после перерыва в 3.5 года!
  + Обновление для Python 3.0
  + Переписано в формате [MediaWiki](http://www.mediawiki.org/) (снова)
* **1.20** (13/01/2005)
  + Полностью переписано в [Quanta+](https://en.wikipedia.org/wiki/Quanta_Plus) на [Fedora](http://fedoraproject.org/) Core 3 со множеством исправлений и дополнений. Много новых примеров. Заново переписан формат DocBook.
* **1.15** (28/03/2004)
  + Незначительные исправления.
* **1.12** (16/03/2004)
  + Дополнения и исправления.
* **1.10** (09/03/2004)
  + Исправления опечаток, благодаря множеству отзывов заинтересованных чита- телей.
* **1.00** (08/03/2004)
  + После колоссального числа отзывов и предложений от читателей я произвёл значительную переработку текста наряду с исправлением опечаток.
* 0.99 (22/02/2004)
  + Добавлена новая глава о модулях. Также добавлен фрагмент о переменном чис- ле аргументов в функциях.
* 0.98 (16/02/2004)
  + Написан скрипт на Python и таблица стилей CSS для улучшения вывода в XHTML, включая недоделанный-но-функциональный лексический анализа- тор для подсветки синтаксиса в примерах программ
* 0.97 (13/02/2004)
  + Ещё один заново переписанный черновик в формате DocBook XML (снова). Книга существенно улучшена – она стала значительно более связанной и чи- табельной.
* 0.93 (25/01/2004)
  + Добавлено описание IDLE и другие вещи, относящиеся к Windows.
* 0.92 (05/01/2004)
  + Изменения в нескольких примерах.
* 0.91 (30/12/2003)
  + Исправлены опечатки. Сделаны наброски многих разделов.
* 0.90 (18/12/2003)
  + Добавлены 2 главы. Формат [OpenOffice](https://en.wikipedia.org/wiki/OpenOffice) с исправлениями.
* 0.60 (21/11/2003)
  + Полностью переписано и расширено.
* 0.20 (20/11/2003)
  + Исправлены некоторые опечатки и ошибки.
* 0.15 (20/11/2003)
  + Переведено в формат [DocBook XML](https://en.wikipedia.org/wiki/DocBook) при помощи XEmacs.
* 0.10 (14/11/2003)
  + Самый первый набросок в редакторе [KWord](https://en.wikipedia.org/wiki/Kword).

# Приложение: Инструкция по переводу

Полный исходный текст книги доступен в Git-репозитории [https://github.com/swaroopch/](https://github.com/swaroopch/byte_of_python) [byte\_of\_python](https://github.com/swaroopch/byte_of_python) .

[Создайте ответвление репозитория](https://help.github.com/articles/fork-a-repo).

Затем скачайте репозиторий на свой компьютер. Для этого нужно быть знакомым с [Git](http://www.git-scm.com/).

Отредактируйте файлы .pd на своём родном языке. Прочитайте [Pandoc README](http://johnmacfarlane.net/pandoc/README.html#pandocs-markdown), чтобы познакомиться с форматированием текста

Затем следуйте указаниям в [README](http://github.com/swaroopch/byte_of_python#README) для установки программ, необходимых для конвер- тирования исходных файлов в PDF и т.п.