**[Python Day 32 并发编程 (守护进程, 进程同步(multiprocessing.Lock、multiprocessing.Semaphore、multiprocessing.Event) 进程间通信 multiprocessing.Queue)](https://www.cnblogs.com/eailoo/p/9174257.html)**

**守护进程**

注意：进程之间是互相独立的，主进程代码运行结束，守护进程随即终止(主进程和子进程是异步的),当主进程停止,该守护进程不在继续执行.守护进程也是一种子进程.

主进程创建守护进程

　　其一：守护进程会在主进程代码执行结束后就终止.(但本质上是在主进程结束之前结束的,主进程需要负责回收资源)

　　其二：守护进程内无法再开启子进程,否则抛出异常：AssertionError: daemonic processes are not allowed to have children
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**多进程中的方法**

**p = Process(target=func,args=(1,)) #创建一个进程对象**

       p.start()　　启动一个进程

　　p.daemon = True　　设置进程为守护进程,随主进程结束而结束.

　　p.is\_alive()　　判断进程是否存活,返回bool值

　　p.terminate()　　发送给操作系统指令,关闭进程

　　p.pid() 　　查看进程pid
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from multiprocessing import Process

import time

import os

def func(num):

print(f'{num},pid:{os.getpid()},ppid:{os.getppid()}')

while True:

print('is alive')

time.sleep(0.5)

def wahaha():

i = 0

while i < 10:

i += 1

print(f'第{i}秒')

time.sleep(1)

if \_\_name\_\_ == '\_\_main\_\_':

p2 = Process(target=wahaha)

p2.start()

#

p = Process(target=func,args=(1,))

p.daemon = True #主进程结束,该子进程结束

p.start()

time.sleep(3)

print(p.is\_alive())

print(p2.is\_alive())

p2.terminate()

time.sleep(0.1)

print(p.is\_alive())

print(p2.is\_alive())

print(f'pid:{os.getpid()},ppid:{os.getppid()}')

print('主进程结束')

p2.join()
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import socket

from multiprocessing import Process

def talk(conn,addr):

while True:

msg\_r = conn.recv(1024).decode('utf-8')

print(addr,msg\_r)

msg\_s = 'client{}登陆'.format(addr)

conn.send(msg\_s.encode('utf-8'))

conn.close()

if \_\_name\_\_ == '\_\_main\_\_':

sk = socket.socket()

sk.setsockopt(socket.SOL\_SOCKET,socket.SO\_REUSEADDR,1)

sk.bind(('127.0.0.1',8091))

sk.listen(5)

try:

while True:

conn,addr = sk.accept()

Process(target=talk,args=(conn,addr)).start()

finally:

sk.close()
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import socket

sk = socket.socket()

sk.connect(('127.0.0.1',8091))

while True:

msg\_s = input('请输入内容:')

sk.send(msg\_s.encode('utf-8'))

msg\_r = sk.recv(1024).decode('utf-8')

print(msg\_r)

sk.close()
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**进程同步(multiprocessing.Lock、multiprocessing.Semaphore、multiprocessing.Event)**

**锁 multiprocessing.Lock (\*\*\*\*\*)**

　　避免同一段代码被多个进程同时执行

![https://images2018.cnblogs.com/blog/1280106/201806/1280106-20180612171645460-1966515941.png](data:image/png;base64,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)

　　lock = Lock()　　创建锁对象

　　lock.acquire()　　查询钥匙,如果有就拿走,如果没有就等待

　　lock.release()　　归还钥匙

　　lock可以使用with上下文进行管理(类似于文件读取)

　　with lock:

　　　　print('hello' )
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维护数据的安全

降低了程序的效率

所有的效率都是建立在数据安全的角度上的

但凡涉及到并发编程都要考虑数据的安全性

我们需要在并发部分对数据修改的操作格外小心，如果会涉及到数据的不安全，就需要进行加锁控制

lock acquire release的另外一种用法

lock 内部实现了进程之间的通信，使得谁acquire了谁release了能够在多个拥有lock参数的子进程中透明
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from multiprocessing import Lock

lock = Lock() #创建一个锁对象

lock.acquire() #想拿钥匙,如果有就拿,没有就一直等

print('拿到要钥匙了1')

lock.release() #还钥匙

lock.acquire() #想拿钥匙

print('拿到要钥匙了2')

lock.release() #还钥匙
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#db文件内容 {"count": 0}

import json

import time

from multiprocessing import Process,Lock

def search(i):

f =open('db')

ticket\_dic =json.load(f)

f.close()

print(f"{i} 正在查票,剩余票数{ticket\_dic['count']}")

def buy(i):

with open('db') as f: ticket\_dic = json.load(f)

time.sleep(0.2)

if ticket\_dic['count'] > 0:

ticket\_dic['count'] -= 1

print(f'{i} 买到票了')

time.sleep(0.2)

with open('db','w') as f :json.dump(ticket\_dic,f)

else:

print(f"{i} 太火爆被抢购一空了,剩余票数{ticket\_dic['count']}")

# def get\_ticket(i,lock):

# search(i)

# lock.acquire()

# buy(i)

# lock.release()

def get\_ticket(i,lock):

search(i)

with lock:

buy(i)

if \_\_name\_\_ == '\_\_main\_\_':

lock = Lock()

for i in range(10):

p = Process(target=get\_ticket,args=(i,lock))

p.start()
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**信号量(标志True False) multiprocessing.Semaphore(\*\*\*)  (锁+计数器)**

　　有多个钥匙的锁
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互斥锁同时只允许一个线程更改数据，而信号量Semaphore是同时允许一定数量的线程更改数据 。

假设商场里有4个迷你唱吧，所以同时可以进去4个人，如果来了第五个人就要在外面等待，等到有人出来才能再进去玩。

实现：

信号量同步基于内部计数器，每调用一次acquire()，计数器减1；每调用一次release()，计数器加1.当计数器为0时，acquire()调用被阻塞。这是迪科斯彻（Dijkstra）信号量概念P()和V()的Python实现。信号量同步机制适用于访问像服务器这样的有限资源。

信号量与进程池的概念很像，但是要区分开，信号量涉及到加锁的概念
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　　sem = Semaphore(4)　　创建锁对象,4把钥匙,可以被连续acquire4次

　　sem.acquire()　　查询钥匙,如果有就拿走,如果没有就等待

　　sem.release()　　归还钥匙

　　sem 可以使用with上下文进行管理(类似于文件读取)

　　with sem:

　　　　print('hello' )
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from multiprocessing import Semaphore

sem = Semaphore(4) #4把钥匙

sem.acquire()

print(1)

sem.acquire()

print(2)

sem.release()

sem.acquire()

print(3)

sem.acquire()

print(4)

sem.acquire()

print(5)

sem.acquire()

print(6)

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

![https://images.cnblogs.com/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==)

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

from multiprocessing import Semaphore,Process

import time

import random

# def ktv(sem,i):

# sem.acquire()

# print(f'{i}走进ktv')

# time.sleep(random.randint(1,3))

# print(f'{i}走出ktv')

# sem.release()

def ktv(sem,i):

with sem:

print(f'{i}走进ktv')

time.sleep(random.randint(1,3))

print(f'{i}走出ktv')

if \_\_name\_\_ == '\_\_main\_\_':

sem = Semaphore(4)

for i in range(10):

p = Process(target=ktv,args=(sem,i))

p.start()
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**事件 multiprocessing.Event(\*\*)**

　　控制子进程执行还是阻塞的一个机制

　　e = Event()　　创建一个事件对象

Event方法  在事件中有一个信号(标志)

　　wait()   如果这个标志是True wait的执行效果就是pass ,如果是False,wait方法的效果就是阻塞,直到这个标志变成True

*控制标志方法*

*is\_set()　　判断标志的状态,返回bool值*

*set()　　将标志设置为True*

*clear()　　将标志设置为False*
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from multiprocessing import Event

e = Event() #阻塞,事件的创建之初标志的状态是False

print(e.is\_set())

e.set() #将标志改为True

print(e.is\_set())

e.wait() #当标志为True是pass,不阻塞
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from multiprocessing import Event,Process

import time

def func1(e):

print('start func1')

print(e.is\_set()) #事件创建之初是False

e.wait(1) #不修改状态(网络测试,发送短信,发送邮件)，超时后继续执行，不继续阻塞

print(e.is\_set())

e.wait() #持续阻塞

print(e.is\_set()) #主进程3(异步)s后修改信号标志为True ，继续执行

print('end func1')

if \_\_name\_\_ == '\_\_main\_\_':

e = Event()

Process(target=func1,args=(e,)).start()

time.sleep(3)

e.set()
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from multiprocessing import Event,Process

import time

import random

def tarffic\_light(e):

while True:

while e.is\_set():

print('\033[1;32m绿灯亮\033[0m')

time.sleep(2)

e.clear()

else:

print('\033[1;31m红灯亮\033[0m')

time.sleep(2)

e.set()

def car(i,e):

while not e.is\_set():

print(f'{i}正在等待通过...')

e.wait()

else:

print(f'{i}通过.')

if \_\_name\_\_ == '\_\_main\_\_':

e = Event()

light = Process(target=tarffic\_light,args=(e,))

light.daemon =True

light.start()

car\_list = []

for i in range(1,21):

p = Process(target=car,args=(i,e))

car\_list.append(p)

p.start()

time.sleep(random.randint(0,3))

for i2 in car\_list:i2.join() #控制子进程先执行完毕

print('执行完啦')
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import time

import random

from multiprocessing import Process,Event

def traffic\_light(e):

print('\033[1;31m红灯亮\033[0m')

while True:

time.sleep(2)

if e.is\_set():

print('\033[1;31m红灯亮\033[0m')

e.clear()

else:

print('\033[1;32m绿灯亮\033[0m')

e.set()

def car(i,e):

if not e.is\_set():

print('car%s正在等在通过'%i)

e.wait()

print('car%s通过'%i)

if \_\_name\_\_ == '\_\_main\_\_':

e = Event()

light = Process(target=traffic\_light,args=(e,))

light.daemon = True

light.start()

car\_lst = []

for i in range(20):

p = Process(target=car,args=(i,e))

p.start()

time.sleep(random.randint(0,3))

car\_lst.append(p)

for car in car\_lst:car.join()
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说明:红绿灯的的变化和汽车的通行是两个独立的进程,汽车通过对红绿灯的事件信号的查询判断等待和放行,每一个汽车都是独立的进程

**进程间通信(进程之间数据共享)**

**进程间通信 IPC(Inter-Process Communication)**

**队列 multiprocessing.Queue  (先进先出)  队列是基于（管道+锁）实现的**

*创建共享的进程队列，Queue是多进程安全的队列，可以使用Queue实现多进程之间的数据传递。*

Queue([maxsize])

创建共享的进程队列。

参数 ：maxsize是队列中允许的最大项数。如果省略此参数，则无大小限制。

底层队列使用管道和锁定实现。

　　q =Queue()　　创建一个队列   q = Queue(5)　队列长度为5

　　q.put(1)　　向队列中放一个数据,可以是int list dict ... 当队列满时会阻塞

　　q.get()　　从队列中获取一个数据  没有值会一直阻塞

　　q.empty()　　判断队列是否为空 返回bool值 　　多进程时不准 ,如果其他进程或线程正在往队列中添加项目，结果是不可靠的。也就是说，在返回和使用结果之间，队列中可能已经加入新的项目。

　　q.full()　　判断队列是否已满 返回bool值　　多进程时不准 由于线程的存在，结果也可能是不可靠的

　　q.qsize() 　　返回队列中目前项目的正确数量。此函数的结果并不可靠，因为在返回结果和在稍后程序中使用结果之间，队列中可能添加或删除了项目。在某些系统上，此方法可能引发NotImplementedError异常。

　　q.close() 　　关闭队列，防止队列中加入更多数据。调用此方法时，后台线程将继续写入那些已入队列但尚未写入的数据，但将在此方法完成时马上关闭。如果q被垃圾收集，将自动调用此方法。关闭队列不会在队列使用者中生成任何类型的数据结束信号或异常。例如，如果某个使用者正被阻塞在get（）操作上，关闭生产者中的队列不会导致get（）方法返回错误。

　　q.cancel\_join\_thread() 　　不会再进程退出时自动连接后台线程。这可以防止join\_thread()方法阻塞。

q.join\_thread() 　　连接队列的后台线程。此方法用于在调用q.close()方法后，等待所有队列项被消耗。默认情况下，此方法由不是q的原始创建者的所有进程调用。调用q.cancel\_join\_thread()方法可以禁止这种行为。
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q = Queue(3)

try:

q.get\_nowait()

except:

print('队列中没有值')
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q = Queue(3)

q.put(1)

q.put('aaa')

q.put([1,2,3])

# q.put('alex') #队列满会阻塞

try:

q.put\_nowait('alex')

except:

print('丢失了一个数据')
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from multiprocessing import Process,Queue

def func(num,q):

q.put({num:num\*\*num})

if \_\_name\_\_ == '\_\_main\_\_':

q = Queue()

# p = Process(target=func, args=(10,q))

# p.start()

# print(q.get())

for i in range(10):

p = Process(target=func,args=(i,q))

p.start()

for i in range(10):

print(q.get())

=============
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{1: 1}

{3: 27}
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{2: 4}

{5: 3125}

{9: 387420489}

{8: 16777216}

{6: 46656}

{7: 823543}
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