Python教程I

Python是一种计算机程序设计语言。你可能已经听说过很多种流行的编程语言，比如非常难学的C语言，非常流行的Java语言，适合初学者的Basic语言，适合网页编程的JavaScript语言等等。

那Python是一种什么语言？

首先，我们普及一下编程语言的基础知识。用任何编程语言来开发程序，都是为了让计算机干活，比如下载一个MP3，编写一个文档等等，而计算机干活的CPU只认识机器指令，所以，尽管不同的编程语言差异极大，最后都得“翻译”成CPU可以执行的机器指令。而不同的编程语言，干同一个活，编写的代码量，差距也很大。

比如，完成同一个任务，C语言要写1000行代码，Java只需要写100行，而Python可能只要20行。

所以Python是一种相当高级的语言。

你也许会问，代码少还不好？代码少的代价是运行速度慢，C程序运行1秒钟，Java程序可能需要2秒，而Python程序可能就需要10秒。

那是不是越低级的程序越难学，越高级的程序越简单？表面上来说，是的，但是，在非常高的抽象计算中，高级的Python程序设计也是非常难学的，所以，高级程序语言不等于简单。

但是，对于初学者和完成普通任务，Python语言是非常简单易用的。连Google都在大规模使用Python，你就不用担心学了会没用。

用Python可以做什么？可以做日常任务，比如自动备份你的MP3；可以做网站，很多著名的网站包括YouTube就是Python写的；可以做网络游戏的后台，很多在线游戏的后台都是Python开发的。总之就是能干很多很多事啦。

Python当然也有不能干的事情，比如写操作系统，这个只能用C语言写；写手机应用，只能用Swift/Objective-C（针对iPhone）和Java（针对Android）；写3D游戏，最好用C或C++。

Python简介

阅读: 1651790

Python是著名的“龟叔”Guido van Rossum在1989年圣诞节期间，为了打发无聊的圣诞节而编写的一个编程语言。

现在，全世界差不多有600多种编程语言，但流行的编程语言也就那么20来种。如果你听说过TIOBE排行榜，你就能知道编程语言的大致流行程度。这是最近10年最常用的10种编程语言的变化图：
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总的来说，这几种编程语言各有千秋。C语言是可以用来编写操作系统的贴近硬件的语言，所以，C语言适合开发那些追求运行速度、充分发挥硬件性能的程序。而Python是用来编写应用程序的高级编程语言。

当你用一种语言开始作真正的软件开发时，你除了编写代码外，还需要很多基本的已经写好的现成的东西，来帮助你加快开发进度。比如说，要编写一个电子邮件客户端，如果先从最底层开始编写网络协议相关的代码，那估计一年半载也开发不出来。高级编程语言通常都会提供一个比较完善的基础代码库，让你能直接调用，比如，针对电子邮件协议的SMTP库，针对桌面环境的GUI库，在这些已有的代码库的基础上开发，一个电子邮件客户端几天就能开发出来。

Python就为我们提供了非常完善的基础代码库，覆盖了网络、文件、GUI、数据库、文本等大量内容，被形象地称作“内置电池（batteries included）”。用Python开发，许多功能不必从零编写，直接使用现成的即可。

除了内置的库外，Python还有大量的第三方库，也就是别人开发的，供你直接使用的东西。当然，如果你开发的代码通过很好的封装，也可以作为第三方库给别人使用。

许多大型网站就是用Python开发的，例如YouTube、[Instagram](http://instagram.com/)，还有国内的[豆瓣](http://www.douban.com/)。很多大公司，包括Google、Yahoo等，甚至[NASA](http://www.nasa.gov/)（美国航空航天局）都大量地使用Python。

龟叔给Python的定位是“优雅”、“明确”、“简单”，所以Python程序看上去总是简单易懂，初学者学Python，不但入门容易，而且将来深入下去，可以编写那些非常非常复杂的程序。

总的来说，Python的哲学就是简单优雅，尽量写容易看明白的代码，尽量写少的代码。如果一个资深程序员向你炫耀他写的晦涩难懂、动不动就几万行的代码，你可以尽情地嘲笑他。

那Python适合开发哪些类型的应用呢？

首选是网络应用，包括网站、后台服务等等；

其次是许多日常需要的小工具，包括系统管理员需要的脚本任务等等；

另外就是把其他语言开发的程序再包装起来，方便使用。

最后说说Python的缺点。

任何编程语言都有缺点，Python也不例外。优点说过了，那Python有哪些缺点呢？

第一个缺点就是运行速度慢，和C程序相比非常慢，因为Python是解释型语言，你的代码在执行时会一行一行地翻译成CPU能理解的机器码，这个翻译过程非常耗时，所以很慢。而C程序是运行前直接编译成CPU能执行的机器码，所以非常快。

但是大量的应用程序不需要这么快的运行速度，因为用户根本感觉不出来。例如开发一个下载MP3的网络应用程序，C程序的运行时间需要0.001秒，而Python程序的运行时间需要0.1秒，慢了100倍，但由于网络更慢，需要等待1秒，你想，用户能感觉到1.001秒和1.1秒的区别吗？这就好比F1赛车和普通的出租车在北京三环路上行驶的道理一样，虽然F1赛车理论时速高达400公里，但由于三环路堵车的时速只有20公里，因此，作为乘客，你感觉的时速永远是20公里。
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第二个缺点就是代码不能加密。如果要发布你的Python程序，实际上就是发布源代码，这一点跟C语言不同，C语言不用发布源代码，只需要把编译后的机器码（也就是你在Windows上常见的xxx.exe文件）发布出去。要从机器码反推出C代码是不可能的，所以，凡是编译型的语言，都没有这个问题，而解释型的语言，则必须把源码发布出去。

这个缺点仅限于你要编写的软件需要卖给别人挣钱的时候。好消息是目前的互联网时代，靠卖软件授权的商业模式越来越少了，靠网站和移动应用卖服务的模式越来越多了，后一种模式不需要把源码给别人。

再说了，现在如火如荼的开源运动和互联网自由开放的精神是一致的，互联网上有无数非常优秀的像Linux一样的开源代码，我们千万不要高估自己写的代码真的有非常大的“商业价值”。那些大公司的代码不愿意开放的更重要的原因是代码写得太烂了，一旦开源，就没人敢用他们的产品了。
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当然，Python还有其他若干小缺点，请自行忽略，就不一一列举了。

#### 安装Python

阅读: 492401

因为Python是跨平台的，它可以运行在Windows、Mac和各种Linux/Unix系统上。在Windows上写Python程序，放到Linux上也是能够运行的。

要开始学习Python编程，首先就得把Python安装到你的电脑里。安装后，你会得到Python解释器（就是负责运行Python程序的），一个命令行交互环境，还有一个简单的集成开发环境。

### 安装Python 3.5

目前，Python有两个版本，一个是2.x版，一个是3.x版，这两个版本是不兼容的。由于3.x版越来越普及，我们的教程将以最新的Python 3.5版本为基础。请确保你的电脑上安装的Python版本是最新的3.5.x，这样，你才能无痛学习这个教程。

### 在Mac上安装Python

如果你正在使用Mac，系统是OS X 10.8~10.10，那么系统自带的Python版本是2.7。要安装最新的Python 3.5，有两个方法：

方法一：从Python官网下载Python 3.5的[安装程序](https://www.python.org/ftp/python/3.5.0/python-3.5.0-macosx10.6.pkg)（网速慢的同学请移步[国内镜像](http://pan.baidu.com/s/1sjqOkFF)），双击运行并安装；

方法二：如果安装了Homebrew，直接通过命令brew install python3安装即可。

### 在Linux上安装Python

如果你正在使用Linux，那我可以假定你有Linux系统管理经验，自行安装Python 3应该没有问题，否则，请换回Windows系统。

对于大量的目前仍在使用Windows的同学，如果短期内没有打算换Mac，就可以继续阅读以下内容。

### 在Windows上安装Python

首先，根据你的Windows版本（64位还是32位）从Python的官方网站下载Python 3.5对应的[64位安装程序](https://www.python.org/ftp/python/3.5.0/python-3.5.0-amd64.exe)或[32位安装程序](https://www.python.org/ftp/python/3.5.0/python-3.5.0.exe)（网速慢的同学请移步[国内镜像](http://pan.baidu.com/s/1sjqOkFF)），然后，运行下载的EXE安装包：
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特别要注意勾上Add Python 3.5 to PATH，然后点“Install Now”即可完成安装。

视频演示：

### 运行Python

安装成功后，打开命令提示符窗口，敲入python后，会出现两种情况：

情况一：
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看到上面的画面，就说明Python安装成功！

你看到提示符>>>就表示我们已经在Python交互式环境中了，可以输入任何Python代码，回车后会立刻得到执行结果。现在，输入exit()并回车，就可以退出Python交互式环境（直接关掉命令行窗口也可以）。

情况二：得到一个错误：

‘python’ 不是内部或外部命令，也不是可运行的程序或批处理文件。

![python-not-found](data:image/png;base64,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)

这是因为Windows会根据一个Path的环境变量设定的路径去查找python.exe，如果没找到，就会报错。如果在安装时漏掉了勾选Add Python 3.5 to PATH，那就要手动把python.exe所在的路径添加到Path中。

如果你不知道怎么修改环境变量，建议把Python安装程序重新运行一遍，务必记得勾上Add Python 3.5 to PATH。

视频演示：

### 小结

学会如何把Python安装到计算机中，并且熟练打开和退出Python交互式环境。

在Windows上运行Python时，请先启动命令行，然后运行python。

在Mac和Linux上运行Python时，请打开终端，然后运行python3。

#### Python解释器

阅读: 390454

当我们编写Python代码时，我们得到的是一个包含Python代码的以.py为扩展名的文本文件。要运行代码，就需要Python解释器去执行.py文件。

由于整个Python语言从规范到解释器都是开源的，所以理论上，只要水平够高，任何人都可以编写Python解释器来执行Python代码（当然难度很大）。事实上，确实存在多种Python解释器。

### CPython

当我们从[Python官方网站](https://www.python.org/)下载并安装好Python 3.5后，我们就直接获得了一个官方版本的解释器：CPython。这个解释器是用C语言开发的，所以叫CPython。在命令行下运行python就是启动CPython解释器。

CPython是使用最广的Python解释器。教程的所有代码也都在CPython下执行。

### IPython

IPython是基于CPython之上的一个交互式解释器，也就是说，IPython只是在交互方式上有所增强，但是执行Python代码的功能和CPython是完全一样的。好比很多国产浏览器虽然外观不同，但内核其实都是调用了IE。

CPython用>>>作为提示符，而IPython用In [序号]:作为提示符。

### PyPy

PyPy是另一个Python解释器，它的目标是执行速度。PyPy采用[JIT技术](http://en.wikipedia.org/wiki/Just-in-time_compilation)，对Python代码进行动态编译（注意不是解释），所以可以显著提高Python代码的执行速度。

绝大部分Python代码都可以在PyPy下运行，但是PyPy和CPython有一些是不同的，这就导致相同的Python代码在两种解释器下执行可能会有不同的结果。如果你的代码要放到PyPy下执行，就需要了解[PyPy和CPython的不同点](http://pypy.readthedocs.org/en/latest/cpython_differences.html)。

### Jython

Jython是运行在Java平台上的Python解释器，可以直接把Python代码编译成Java字节码执行。

### IronPython

IronPython和Jython类似，只不过IronPython是运行在微软.Net平台上的Python解释器，可以直接把Python代码编译成.Net的字节码。

### 小结

Python的解释器很多，但使用最广泛的还是CPython。如果要和Java或.Net平台交互，最好的办法不是用Jython或IronPython，而是通过网络调用来交互，确保各程序之间的独立性。

本教程的所有代码只确保在CPython 3.5版本下运行。请务必在本地安装CPython（也就是从Python官方网站下载的安装程序）。

#### 第一个Python程序

阅读: 387318

现在，了解了如何启动和退出Python的交互式环境，我们就可以正式开始编写Python代码了。

在写代码之前，请千万不要用“复制”-“粘贴”把代码从页面粘贴到你自己的电脑上。写程序也讲究一个感觉，你需要一个字母一个字母地把代码自己敲进去，在敲代码的过程中，初学者经常会敲错代码，所以，你需要仔细地检查、对照，才能以最快的速度掌握如何写程序。
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在交互式环境的提示符>>>下，直接输入代码，按回车，就可以立刻得到代码执行结果。现在，试试输入100+200，看看计算结果是不是300：

>>> 100+200

300

很简单吧，任何有效的数学计算都可以算出来。

如果要让Python打印出指定的文字，可以用print()函数，然后把希望打印的文字用单引号或者双引号括起来，但不能混用单引号和双引号：

>>> print('hello, world')

hello, world

这种用单引号或者双引号括起来的文本在程序中叫字符串，今后我们还会经常遇到。

最后，用exit()退出Python，我们的第一个Python程序完成！唯一的缺憾是没有保存下来，下次运行时还要再输入一遍代码。

视频演示：

### 命令行模式和Python交互模式

请注意区分命令行模式和Python交互模式。

看到类似C:\>是在Windows提供的命令行模式：

![mode-cmd](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAekAAADnCAMAAAANbV5hAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAADBQTFRF//i3ycrJouP/yZhZYqLVGYLVm8CdfGBCYR0NKRgYjZGWcylZByFk8PDw////AAAAyZvYAwAABDdJREFUeNrs3I1yojoAgFERaLSr8v5veyEQQMRq/6AXz7dTtBQcZ48JobOzu1Kv0a686BUiTVqkRVqkRVqkRVrflH6f5K9ns9JZ6r35Q3r9qr6njs7ax6x6WrrlTvvD8VieP/cOd//2zfZwPJ72vL4hffPko7KWOkvi96Wrqzrp3aGoN/svSdfb/MGHpD1SPyHdGs9CPyMdii+8w0H6kSTpH5RulOehb6TbK8NlJN1LNFNxUX/7djgW+eTppd6W9Y73+E19ZDGW3v0Lp/2d05vdlv8/Jl1Tz0NPpS+N8uVaOpz7SbxRO5TnvHbKT+OnrWq9o90/2tfM3vHU2dPjx+DFxvSnFlm/Kd2+hdsxHR/zIk3InVH6ypulV9pffzauVmT9JH5zerdHi8/e3ZiuLrfX6Q+lm4cwI90qfiAdSK+0Iusml+aFk3QeL737NP3OSuf9RBxn6PHsnaRvTx/26E/cZcU5uL5Vqh9GM/Fk9g7HUz+mm6m8mI7pudNDt5izIlv8Nyfz0r+UwbxoK/7em/R60stG+lWkRVqkRVqkRZq0SIu0/r50pQ12OU8iTVqkRVqkRVq/Kh1Iv4Z0CIH0K0iH0FOT3rJ0w5yoSW9bOm1Ib1x6tCgj7S5LpEVapEVavyN9/f9QZaRfWroIn3vRzx6v1aRP9bOR1ik/xoe3Q7d5UHd8VTSvmFdVmcXXe/p8LSVdZrVGeZgO0uel+kHdPinz6qnz0ydEC0mf3vrxXHSjOT4MUkU35uvH5idlKPvv42NPdkf67vkG/MLSh6l03NNLdXL1T9uvsvYa7x8G7rz0vfOrdjbRCtKpaDNItQeM5I7j/YNtkp5cp++d3+zLrOZWlR4m3rgp40Lr9BZPGY3ldv9oUN+Zve+d3+xzrV7lOn21xrpaUdWzbv+JGEnF2XhYk91fkc2fb/Zedu1d9GvvIo2wU5xgQxVn2qTTqV5JJ9X2sIn0o/OtyJa+ny7T/XQv3Q3qdq3cLJ3jD4rufjldldP+7vjJ/fTD87uPR3ovdBb/HdlX7nW/cW9MelXpBSNNWtuSFmmR1kNp/+aEtEiLtEiLtEiLtEiLNGnSpEVapEVapEVapEVapEmTJi3SIi3SIi3SIi3SIk2aNGmRFmmRFmmRFmmRFmnSpEmLtEiLtEiLtEiLtEiTJk1apEVapEVapEVapEWaNGnSIi3SIi3SIi3SIi3SpEmTFmmRFmmRFmmRFmmRJk2atEiLtEiLtEiLtEiLNGnSpEVapEVapEVapEVapEmLtEiLtEiLtEiLtEiLNGmRFmmRFmmRFmmRFmmRJi3SIi3SIi3SIi3SIk2aNGmRFmmRFmmRFmmRFmnSpEmLtEiLtEiLtEiLtEiTJk1apPV/lA7nYUt609IhbUhvXTrEL9Kbv06HkKBJb3xF1kOT3vraO1h7u8sSaZEWaf0hab1G/wkwAPkxGLQJqqzHAAAAAElFTkSuQmCC)

在命令行模式下，可以执行python进入Python交互式环境，也可以执行python hello.py运行一个.py文件。

看到>>>是在Python交互式环境下：

![run-py3-win](data:image/png;base64,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)

在Python交互式环境下，只能输入Python代码并立刻执行。

此外，在命令行模式运行.py文件和在Python交互式环境下直接运行Python代码有所不同。Python交互式环境会把每一行Python代码的结果自动打印出来，但是，直接运行Python代码却不会。

例如，在Python交互式环境下，输入：

>>> 100 + 200 + 300

600

直接可以看到结果600。

但是，写一个calc.py的文件，内容如下：

100 + 200 + 300

然后在命令行模式下执行：

C:\work>python calc.py

发现什么输出都没有。

这是正常的。想要输出结果，必须自己用print()打印出来。把calc.py改造一下：

**print**(100 + 200 + 300)

再执行，就可以看到结果：

C:\work>python calc.py

600

### 小结

在Python交互式命令行下，可以直接输入代码，然后执行，并立刻得到结果。

使用文本编辑器

阅读: 459948

在Python的交互式命令行写程序，好处是一下就能得到结果，坏处是没法保存，下次还想运行的时候，还得再敲一遍。

所以，实际开发的时候，我们总是使用一个文本编辑器来写代码，写完了，保存为一个文件，这样，程序就可以反复运行了。

现在，我们就把上次的'hello, world'程序用文本编辑器写出来，保存下来。

那么问题来了：文本编辑器到底哪家强？

推荐两款文本编辑器：

一个是[Sublime Text](http://www.sublimetext.com/)，免费使用，但是不付费会弹出提示框：
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一个是[Notepad++](http://notepad-plus-plus.org/)，免费使用，有中文界面：
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请注意，用哪个都行，但是绝对不能用Word和Windows自带的记事本。Word保存的不是纯文本文件，而记事本会自作聪明地在文件开始的地方加上几个特殊字符（UTF-8 BOM），结果会导致程序运行出现莫名其妙的错误。

安装好文本编辑器后，输入以下代码：

**print**('hello, world')

注意print前面不要有任何空格。然后，选择一个目录，例如C:\work，把文件保存为hello.py，就可以打开命令行窗口，把当前目录切换到hello.py所在目录，就可以运行这个程序了：

C:\work>python hello.py

hello, world

也可以保存为别的名字，比如first.py，但是必须要以.py结尾，其他的都不行。此外，文件名只能是英文字母、数字和下划线的组合。

如果当前目录下没有hello.py这个文件，运行python hello.py就会报错：

C:\Users\IEUser>python hello.py

python: can't open file 'hello.py': [Errno 2] No such file or directory

报错的意思就是，无法打开hello.py这个文件，因为文件不存在。这个时候，就要检查一下当前目录下是否有这个文件了。如果hello.py存放在另外一个目录下，要首先用cd命令切换当前目录。

视频演示：

直接运行py文件

有同学问，能不能像.exe文件那样直接运行.py文件呢？在Windows上是不行的，但是，在Mac和Linux上是可以的，方法是在.py文件的第一行加上一个特殊的注释：

*#!/usr/bin/env python3*

**print**('hello, world')

然后，通过命令给hello.py以执行权限：

$ chmod a+x hello.py

就可以直接运行hello.py了，比如在Mac下运行：
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小结

用文本编辑器写Python程序，然后保存为后缀为.py的文件，就可以用Python直接运行这个程序了。

Python的交互模式和直接运行.py文件有什么区别呢？

直接输入python进入交互模式，相当于启动了Python解释器，但是等待你一行一行地输入源代码，每输入一行就执行一行。

直接运行.py文件相当于启动了Python解释器，然后一次性把.py文件的源代码给执行了，你是没有机会以交互的方式输入源代码的。

用Python开发程序，完全可以一边在文本编辑器里写代码，一边开一个交互式命令窗口，在写代码的过程中，把部分代码粘到命令行去验证，事半功倍！前提是得有个27'的超大显示器！

Python代码运行助手

阅读: 477637

Python代码运行助手可以让你在线输入Python代码，然后通过本机运行的一个Python脚本来执行代码。原理如下：

* 在网页输入代码：
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* 点击Run按钮，代码被发送到本机正在运行的Python代码运行助手；
* Python代码运行助手将代码保存为临时文件，然后调用Python解释器执行代码；
* 网页显示代码执行结果：

![code-result](data:image/png;base64,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)

下载

点击右键，目标另存为：[learning.py](https://raw.githubusercontent.com/michaelliao/learn-python3/master/teach/learning.py)

备用下载地址：[learning.py](http://pan.baidu.com/s/1sjNYY8P)

运行

在存放learning.py的目录下运行命令：

C:\Users\michael\Downloads> python learning.py

如果看到Ready for Python code on port 39093...表示运行成功，不要关闭命令行窗口，最小化放到后台运行即可：
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试试效果

需要支持HTML5的浏览器：
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窗体底端

感觉本站内容不错，读后有收获？

输入和输出

阅读: 402810

输出

用print()在括号中加上字符串，就可以向屏幕上输出指定的文字。比如输出'hello, world'，用代码实现如下：

>>> print('hello, world')

print()函数也可以接受多个字符串，用逗号“,”隔开，就可以连成一串输出：

>>> print('The quick brown fox', 'jumps over', 'the lazy dog')

The quick brown fox jumps over the lazy dog

print()会依次打印每个字符串，遇到逗号“,”会输出一个空格，因此，输出的字符串是这样拼起来的：
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print()也可以打印整数，或者计算结果：

>>> print(300)

300

>>> print(100 + 200)

300

因此，我们可以把计算100 + 200的结果打印得更漂亮一点：

>>> print('100 + 200 =', 100 + 200)

100 + 200 = 300

注意，对于100 + 200，Python解释器自动计算出结果300，但是，'100 + 200 ='是字符串而非数学公式，Python把它视为字符串，请自行解释上述打印结果。

输入

现在，你已经可以用print()输出你想要的结果了。但是，如果要让用户从电脑输入一些字符怎么办？Python提供了一个input()，可以让用户输入字符串，并存放到一个变量里。比如输入用户的名字：

>>> name = input()

Michael

当你输入name = input()并按下回车后，Python交互式命令行就在等待你的输入了。这时，你可以输入任意字符，然后按回车后完成输入。

输入完成后，不会有任何提示，Python交互式命令行又回到>>>状态了。那我们刚才输入的内容到哪去了？答案是存放到name变量里了。可以直接输入name查看变量内容：

>>> name

'Michael'

**什么是变量？**请回忆初中数学所学的代数基础知识：

设正方形的边长为a，则正方形的面积为a x a。把边长a看做一个变量，我们就可以根据a的值计算正方形的面积，比如：

若a=2，则面积为a x a = 2 x 2 = 4；

若a=3.5，则面积为a x a = 3.5 x 3.5 = 12.25。

在计算机程序中，变量不仅可以为整数或浮点数，还可以是字符串，因此，name作为一个变量就是一个字符串。

要打印出name变量的内容，除了直接写name然后按回车外，还可以用print()函数：

>>> print(name)

Michael

有了输入和输出，我们就可以把上次打印'hello, world'的程序改成有点意义的程序了：

name = input()

**print**('hello,', name)

运行上面的程序，第一行代码会让用户输入任意字符作为自己的名字，然后存入name变量中；第二行代码会根据用户的名字向用户说hello，比如输入Michael：

C:\Workspace> python hello.py

Michael

hello, Michael

但是程序运行的时候，没有任何提示信息告诉用户：“嘿，赶紧输入你的名字”，这样显得很不友好。幸好，input()可以让你显示一个字符串来提示用户，于是我们把代码改成：

name = input('please enter your name: ')

**print**('hello,', name)

再次运行这个程序，你会发现，程序一运行，会首先打印出please enter your name:，这样，用户就可以根据提示，输入名字后，得到hello, xxx的输出：

C:\Workspace> python hello.py

please enter your name: Michael

hello, Michael

每次运行该程序，根据用户输入的不同，输出结果也会不同。

在命令行下，输入和输出就是这么简单。

小结

任何计算机程序都是为了执行一个特定的任务，有了输入，用户才能告诉计算机程序所需的信息，有了输出，程序运行后才能告诉用户任务的结果。

输入是Input，输出是Output，因此，我们把输入输出统称为Input/Output，或者简写为IO。

input()和print()是在命令行下面最基本的输入和输出，但是，用户也可以通过其他更高级的图形界面完成输入和输出，比如，在网页上的一个文本框输入自己的名字，点击“确定”后在网页上看到输出信息。

练习

请利用print()输出1024 \* 768 = xxx：

窗体顶端
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窗体底端

参考源码

[do\_input.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/do_input.py)

感觉本站内容不错，读后有收获？

Python基础

阅读: 276234

Python是一种计算机编程语言。计算机编程语言和我们日常使用的自然语言有所不同，最大的区别就是，自然语言在不同的语境下有不同的理解，而计算机要根据编程语言执行任务，就必须保证编程语言写出的程序决不能有歧义，所以，任何一种编程语言都有自己的一套语法，编译器或者解释器就是负责把符合语法的程序代码转换成CPU能够执行的机器码，然后执行。Python也不例外。

Python的语法比较简单，采用缩进方式，写出来的代码就像下面的样子：

*# print absolute value of an integer:*

a = 100

**if** a >= 0:

**print**(a)

**else**:

**print**(-a)

以#开头的语句是注释，注释是给人看的，可以是任意内容，解释器会忽略掉注释。其他每一行都是一个语句，当语句以冒号:结尾时，缩进的语句视为代码块。

缩进有利有弊。好处是强迫你写出格式化的代码，但没有规定缩进是几个空格还是Tab。按照约定俗成的管理，应该始终坚持使用4个空格的缩进。

缩进的另一个好处是强迫你写出缩进较少的代码，你会倾向于把一段很长的代码拆分成若干函数，从而得到缩进较少的代码。

缩进的坏处就是“复制－粘贴”功能失效了，这是最坑爹的地方。当你重构代码时，粘贴过去的代码必须重新检查缩进是否正确。此外，IDE很难像格式化Java代码那样格式化Python代码。

最后，请务必注意，Python程序是大小写敏感的，如果写错了大小写，程序会报错。

小结

Python使用缩进来组织代码块，请务必遵守约定俗成的习惯，坚持使用4个空格的缩进。

在文本编辑器中，需要设置把Tab自动转换为4个空格，确保不混用Tab和空格。

数据类型和变量

阅读: 442231

数据类型

计算机顾名思义就是可以做数学计算的机器，因此，计算机程序理所当然地可以处理各种数值。但是，计算机能处理的远不止数值，还可以处理文本、图形、音频、视频、网页等各种各样的数据，不同的数据，需要定义不同的数据类型。在Python中，能够直接处理的数据类型有以下几种：

整数

Python可以处理任意大小的整数，当然包括负整数，在程序中的表示方法和数学上的写法一模一样，例如：1，100，-8080，0，等等。

计算机由于使用二进制，所以，有时候用十六进制表示整数比较方便，十六进制用0x前缀和0-9，a-f表示，例如：0xff00，0xa5b4c3d2，等等。

浮点数

浮点数也就是小数，之所以称为浮点数，是因为按照科学记数法表示时，一个浮点数的小数点位置是可变的，比如，1.23x109和12.3x108是完全相等的。浮点数可以用数学写法，如1.23，3.14，-9.01，等等。但是对于很大或很小的浮点数，就必须用科学计数法表示，把10用e替代，1.23x109就是1.23e9，或者12.3e8，0.000012可以写成1.2e-5，等等。

整数和浮点数在计算机内部存储的方式是不同的，整数运算永远是精确的（除法难道也是精确的？是的！），而浮点数运算则可能会有四舍五入的误差。

字符串

字符串是以单引号'或双引号"括起来的任意文本，比如'abc'，"xyz"等等。请注意，''或""本身只是一种表示方式，不是字符串的一部分，因此，字符串'abc'只有a，b，c这3个字符。如果'本身也是一个字符，那就可以用""括起来，比如"I'm OK"包含的字符是I，'，m，空格，O，K这6个字符。

如果字符串内部既包含'又包含"怎么办？可以用转义字符\来标识，比如：

'I\'m \"OK\"!'

表示的字符串内容是：

I'm "OK"!

转义字符\可以转义很多字符，比如\n表示换行，\t表示制表符，字符\本身也要转义，所以\\表示的字符就是\，可以在Python的交互式命令行用print()打印字符串看看：

>>> **print**('I\'m ok.')

I'm ok.

>>> print('I\'m learning\nPython.')

I'm learning

Python.

>>> print('\\\n\\')

\

\

如果字符串里面有很多字符都需要转义，就需要加很多\，为了简化，Python还允许用r''表示''内部的字符串默认不转义，可以自己试试：

>>> print('\\\t\\')

\ \

>>> print(r'\\\t\\')

\\\t\\

如果字符串内部有很多换行，用\n写在一行里不好阅读，为了简化，Python允许用'''...'''的格式表示多行内容，可以自己试试：

>>> print('''line1

... line2

... line3''')

line1

line2

line3

上面是在交互式命令行内输入，注意在输入多行内容时，提示符由>>>变为...，提示你可以接着上一行输入。如果写成程序，就是：

print('''line1

line2

line3''')

多行字符串'''...'''还可以在前面加上r使用，请自行测试。

布尔值

布尔值和布尔代数的表示完全一致，一个布尔值只有True、False两种值，要么是True，要么是False，在Python中，可以直接用True、False表示布尔值（请注意大小写），也可以通过布尔运算计算出来：

>>> True

True

>>> False

False

>>> 3 > 2

True

>>> 3 > 5

False

布尔值可以用and、or和not运算。

and运算是与运算，只有所有都为True，and运算结果才是True：

>>> True **and** True

True

>>> True **and** False

False

>>> False **and** False

False

>>> 5 > 3 **and** 3 > 1

True

or运算是或运算，只要其中有一个为True，or运算结果就是True：

>>> True **or** True

True

>>> True **or** False

True

>>> False **or** False

False

>>> 5 > 3 **or** 1 > 3

True

not运算是非运算，它是一个单目运算符，把True变成False，False变成True：

>>> **not** True

False

>>> **not** False

True

>>> **not** 1 > 2

True

布尔值经常用在条件判断中，比如：

**if** age >= 18:

**print**('adult')

**else**:

**print**('teenager')

空值

空值是Python里一个特殊的值，用None表示。None不能理解为0，因为0是有意义的，而None是一个特殊的空值。

此外，Python还提供了列表、字典等多种数据类型，还允许创建自定义数据类型，我们后面会继续讲到。

变量

变量的概念基本上和初中代数的方程变量是一致的，只是在计算机程序中，变量不仅可以是数字，还可以是任意数据类型。

变量在程序中就是用一个变量名表示了，变量名必须是大小写英文、数字和\_的组合，且不能用数字开头，比如：

a = 1

变量a是一个整数。

t\_007 = 'T007'

变量t\_007是一个字符串。

Answer = **True**

变量Answer是一个布尔值True。

在Python中，等号=是赋值语句，可以把任意数据类型赋值给变量，同一个变量可以反复赋值，而且可以是不同类型的变量，例如：

a = 123 *# a是整数*

**print**(a)

a = 'ABC' *# a变为字符串*

**print**(a)

这种变量本身类型不固定的语言称之为动态语言，与之对应的是静态语言。静态语言在定义变量时必须指定变量类型，如果赋值的时候类型不匹配，就会报错。例如Java是静态语言，赋值语句如下（// 表示注释）：

**int** a = 123; *// a是整数类型变量*

a = "ABC"; *// 错误：不能把字符串赋给整型变量*

和静态语言相比，动态语言更灵活，就是这个原因。

请不要把赋值语句的等号等同于数学的等号。比如下面的代码：

x = 10

x = x + 2

如果从数学上理解x = x + 2那无论如何是不成立的，在程序中，赋值语句先计算右侧的表达式x + 2，得到结果12，再赋给变量x。由于x之前的值是10，重新赋值后，x的值变成12。

最后，理解变量在计算机内存中的表示也非常重要。当我们写：

a = 'ABC'

时，Python解释器干了两件事情：

1. 在内存中创建了一个'ABC'的字符串；
2. 在内存中创建了一个名为a的变量，并把它指向'ABC'。

也可以把一个变量a赋值给另一个变量b，这个操作实际上是把变量b指向变量a所指向的数据，例如下面的代码：

a = 'ABC'

b = a

a = 'XYZ'

**print**(b)

最后一行打印出变量b的内容到底是'ABC'呢还是'XYZ'？如果从数学意义上理解，就会错误地得出b和a相同，也应该是'XYZ'，但实际上b的值是'ABC'，让我们一行一行地执行代码，就可以看到到底发生了什么事：

执行a = 'ABC'，解释器创建了字符串'ABC'和变量a，并把a指向'ABC'：

![py-var-code-1](data:image/png;base64,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)

执行b = a，解释器创建了变量b，并把b指向a指向的字符串'ABC'：

![py-var-code-2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOwAAABUCAMAAAC2lCs+AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAYBQTFRF2eTtRX2kZT0ALW2Yo77T3+bvkTsAs8ra4+vv09XPqqqqhqzE8P//qsPWAS1jlrbM2ur4f6fB8c2I3aQQAACVz6FQ2Pf/bQMA/vnkpt38p7O2RpvXmdT4S4Oodl8m/vnR8ebY++/dFVyM9ded1N/m///1VYauClSGr2QA+f3+pEAAYZKy4c+1uaSN9/f76/D1OJbYtdz4GYzTvdPgytvmSKfc8PX3nDEAsIhdeaK+CmKz+Oa6xdXk88VrmI2Z2u7X4eLNw7etVlVUuuT7us7cllUAZKff6v/4w+X47+Da7vb/cZ26PHigiGUq/vbzADqlOAEAZZa4EHPCnLrPIGSSWY2vbpu4V1eIjrDIaJa23MSVa5i3c5+/dFVUAABDAAAAY1Vl1N7w//fKiK/RsLC5l6bJeYuTusTQqIWCX5CyjW+ArXg1qNHyvM7jsczxmcPvRpa6KiwAt8C9k2cAhnJaZIqsYY66dY6gVWOGTVtnwoUC4+v44ur34+v34uv3////WJwHPQAADm1JREFUeNrkXAtbFFcSnQlDmDQSwETUmFmSiYBKxAeshmiiEsyXGDQgYPDFrPvKZje77mazD1NVt//63luPexsUoUek5/sWBYaZaezT9TpVp9rae845IkJnH+jkB/KPwgMIn/pU+AbYxQHhVXIur/aj9h6fsD8pJJJzx3CGiODPmgRMOFVn8KibAzxq8q9WD9afJBCfbDx//82fHVKyidiNxI5Y+oDwDn9ML4CVsxVryAM2TrgK/JQYkMQhSRy19AHhUQ+4sb/kYqDgaf4RhC98+v7kMdgpmAYBg6mC01LpA8Kr/ufKwZJlGVBzhNMCsuBU6yC/hzEIrHIHBJf3X3sALGhCESuFswK9AMjPS+CFDAycmDQkyxzg7Yu94MZWQ0j+kKba4KOgaSb4rTipzzLgujiAOJn1QIISr4NUNh3bQVFJbHKYqndyCJY8wBeenrCsS6aVkBMn1YzrTxLZN1FzKmyvuHs6wNs8wH09GI59PrZXsICgDIGkfuoJBmfkGCSBw0WV3wiu9AGckV+XG48vjJWNWQxpFMUnXSydkQlhAAQBBlgdLXUAJ6v9hjlxdmGhfuiThWffXfvzTz9Pnt49GwfXE1NwXFnUCaX1zyEUmEHIPP7kyx7giA/Yb7CHvxv78MbYlYW55vjj/35/dXew/pxQTxalhqjlLJRDEHJ6RcZBqF1AmQNGwptg38F+tPCf72/l478Z48891dlY/0lSauA8QJJmJPWQVhTj+KUPGAlR+xqy8Qdnf174ohRYownau4X8IqcrfohMchEMBkL5AzQt7DfWj6/mxx6/P/74xzt7BGvMjvQTUTpSIYThUqRCbH1NNwfAPmTjoW0/P1hYWJg8lB9ZeHZtb2BBiTsahNikOetcJc2EikrKA8seoHnsVcG2pn64uvWZOzPp6966HuEAtdqIsKHQe/qMW6txnLnmE7Zf/xM2IfMkzq7S4Ol4QiCGJ/ufgJFn78r+a3+tpjUJXtlvV9rttfnaK3BjBKV2oXCCS0Q/8Xy2Jqj9QiVBZsMhLlGSlE0ttD1IHJqEXYpDvyLUgdbG/fZUu903fKnrrkfYjf6NfhnpIEpNZe+NPDHMYJg3oHJlhg3aHQg6NrSZmYN319M5d3JxaHVj/v4391qt6aWlyb5W31prbdJ/1teW+pam4sdS95MKCLWQ5LtBRqJIC0LOlc4UCFKXSoBGgoGENgS2IY81UMN30Kr0stIz1xh8uF5fWmrdH93YWB0aWJydmztZq/X3N+Wj33/UaostBfuwW7AQ0wupQ2pRCbSZrJOTssosmISI8PmHd4TDlDIFc8roiUdsqNyZj9wpQc0sjq4vrc+vLtZ2yzNz3zDSdmsm79qyaJQP1GZxhIhiUotFUGBOnBQkJ6P8Bo1WbQaCB5DQRNKe/oVufK5xv35vdW7XEz09O+hdeqrd1263B9LTX9/6UH7r11zEPzh5/SSTxjs3fpq7VXzdwEqbrUYgsGEa2TBYAlQzqhD8GL8kE0bjSuoCwrA0MbHXyy94PuVM10dndwV6aWBwqa8+uDgzfXW13Z4udgJH33/nYnjw2+V3D/kfL3c6nc2v8vzK8uZC59PT6fVYeniSomekUWYjUg5iTD1sfFmYg43EtaUDbX1sUAHJLcQBtmEY7Jte3A3ojAdabw1rea2117Y4wcTl4++c55ag07ngfzxzPj92+bz//u2hfOJS4fUIVhiQ02mCObUlYacWlwoU8zF7NGreBctlGu3sDhhnkPZbt4BtzvcNntsF6ez8+lpruACvb35bj3f5+GfBchOn/n7qRAD76zw/ddHb+fjW14ukQvKlmhOtmdEwJpn6c2EhwcP0VxOamhv5IchIHM3PuapJDx/sXAjV+Xrj5UBPDtfb9ze2BfNz9fXrQx+OhP796PHPvB9P3Hz78195N/5oc2zr61u5sTAcxVYISPmCGoGcekDbJNVyJINL7lZpAEAGjYCp/LgiXZwZbL0U6umB+bWljdm959nDm7MPvB97sNntzo8FsM/PoLQ4KJ2VsRJp8JHTv9zSOSx2rqiGM1rCbwEVuhAzq08aBGB1dri++jJi0Zicetholioqv/jE1PlS3PjIu4d2ButUiFHyxEbk0S/G7oziYE0aWUwIJMzD9EKSMEhGD7AzErYcsgH/ZgE7VN94iU0b663RxbIFdHz5fQY5ceZEsPLY+PLTnVo88U6K2Vh6NjQqrAkYyWQcdEYClTJEpVLfrLQ4w9QLyXEhFFv3dk5Ls/fWphe7YAuHgyWvdL6YOHO3+eDoXW/pzQszH//h9Au1HmlnupBppaKoPABkIx5Jv5nTTAdCRkLM3uu7umORWZ28P9Rdh/DLXc68X06c8t7871Bw/+IfrLwILKXpWEmZFuUyYQqBgF+EH/JgQZxGr4Rzjb7hnc63OVof7N/HIcbMpZkXxiwp2i5U10i2yBoIp0qW/yET94+NxV8n53ea/52bb60ekPJOUnS6kml5IgXoosuaBwSwmOaNRCv1gZ3OYnC3oruvawZ6iiVVV4ylxdizigPymUmeE+Ouro3u1OI16qt5fkBg0dSa0qorANgVkUpc6BZCNmai9WSl3V6ZW1954t/5ojPonx49SOWdCAsziFKqa2yG0DU/+Udns/WVapjhT8bRvcIdaIO1oRecwPDkXH5wYMFtIUalVFeR4ZkyUvNPG4s3lu+G3K1ekHEKazNYKWvPN2+TgwcrRsehUTcyrSRensLgW7/P3vh2xIESTE5QqGClAD/XzvbN5QcKNrA/SuWmlEybOIVz19/oPPujBytTyPBixu9kN34kewbb/vHR9YMWo8FZhSmvuqZkTPhg84KjI96yfI0C4kwoiU9Qj/RKbv231zcqWA2SaHTlVVfxCUlU9KDzu5Nnlz1YzeeBLgIPV0GGG4BbEtS5pdn8wMFizLKlVVeIExf/2bzd6bz9xtSI8I7wrowJiX8MVsSLg8L6ufzgwZp32kJlCdVVRB+tQIi1mk46tDxn0g1CnAEUwA6s53kVYKVOdqO6gkufYkyXmjr0ljXRQHveBLZxL68OrFbM8qqrBDOk9KXjqfB8xnlM0jhssezGaF4NWKLYxZVWXWVMpyNU7u5QBjqcrDPEglgffp+VnI28IrBYmIuXlWltu0LEEvUCMqadWcFCG0vKv/mokVcFFqKRRBUwkGI02UGVghmbeOvWyaQfRJ3aiEarVTVzhWlN2nB7OJRXBpZEWTRhTvm9yZAqVjpxT12Z12EiqpZFIKIOqsxnYk8WP5RPshv/UBlW0WfVRoJXm1gZbOtTSrKETOkOSZzW8LXYPoUkitK1gzhpDpsCA3mFYHVTAHQJJm62kOmMLpVhUsdEjNN0pc9STom7eO6EnbT/LNM7fcmDrS/mVYJNYpxNzCiOUbl3NR5JkphMx5GcxqkYtSFWuUvDFDORsbWTCJ/55GxeLVi++nGPX8JLlSpQEYdLTSEzE5Im2QKH1PFVYFrSE2Xq/6gqEtDoQF4tWAKFYsyfyRCkJjfJc9oYgNYpkLhEVKcX/Z1iR5GBjOFIZRLXqharcGPRd4SrQ1pSjQEKoEKHWEi5E2p6Ntti1GiFOrL8YcPYMO9YGsqrBosuyspKjEDHqKacU9I3SNMTQrQ1Wl0GlYmilpnJHFYDGupD1a/Nk+RWTIQBo6Se0NjEMOQmne8zbGlxwqgVRLPU6xFSWBblkBAh60NU/d0f2tth3PzSNRDpfEzt0k6OLCJ1P0Z5SJApmzf+phcIpA32jYCEKl8Dj5WgB9yYohJJuu0mhM/aGkQtIMKdECQnoU5sFHnz6MXIPkTWldIj1areCIFbvWVV7sCo4VHa2FIxwOiSDm0kFpGEI+oBzTdPpNkkl6eM18l4SN5qGIOqPGYtGccxDBW1LHZzWQexbV2M/qxR6mE2b07d7rz91GiUNgJEPF1s0X7sLu4HWN1Tc1oo1aXB6o+we0qrYTo/jZVKpujNm51//XRz87hOX0PM8sqNzI3lulQPVtRUUCWdLIbJpflFYWbq4owGdDdO24Hmm+edu778ZZqwsmQJBpZ6ASxvtulWIm8a216ablVYUSJbHJKrY2KY7uY658ESXDt6QuawwVHYjXVILnmherA2TELVr3QVEQXHtn0vNPVdbxRlMsgV1ycotixZb49hbuzfFIbkzKN64JZSV5A9pFSAS2OJOLmAKPOgOW/Uq9kpmm9+OvfWPze/cHaFmC7aKEeO7BFSocIyqx+JP2BkGWpU2THV9cutqzA+QXU6m0+Vg4WGPRMSCbqb63riBn9Nq1Swgs4jrMpYL0/FPR8pwmiECoD6n4zIIqNlY4okU3J69dkYZUtWF9WKy2u2V6KebGKs7iPG1WJpbQFtFVUWFDBYFkUUsO2q6i2LOkwRUm+rxrb9wt4KFBt0sh3GVHVAlxqZXxd+hXU94gK69FV5zGqVJSNQSGmZRO/7tpgGDmnm+XajQ0GtF083wSOLi8v6Si/8bwY2nyC9iblwb6EuV7DiQ3qzh1QiQJtZgI5dIWZ0Ebchi+MMkTl7AGza1kLVmB1qG0+2dyBRbYpN8c4YFk/QtDEscEnHq0E8kQ69Lt920QMtni6O45Y9JttyIpcaIFXxRF02roiqnljt1fGk9/c0JLfV1F4gFXa7gzU1iTPYoIWkDCFG0BCXT2V1XNQemyUrp7TeAVDuj67ejdOImKV3infsGC90qmhgKsIsSdtanMas3Myj28s6tEr9Ym/8r0HxvgCnaUnbW0msaGzf2V6y/cc4zqW7S23aatszkYKQBi1KBusRbqyRlgKUbOca5ULIWlvScrCwlivXQZbGHaRbguzmnkhVeoBUpPVacnEbV//zm2S1pNBibNhlWRMpjiwKUxlbv7VLBL3gxujinXVUuKXUxToiWOS+xLjNqBNXVTpB1qisRQLQ2TPpxrI5fdVg8/+jj/8JMAAjzOv+MPs24wAAAABJRU5ErkJggg==)

执行a = 'XYZ'，解释器创建了字符串'XYZ'，并把a的指向改为'XYZ'，但b并没有更改：
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所以，最后打印变量b的结果自然是'ABC'了。

常量

所谓常量就是不能变的变量，比如常用的数学常数π就是一个常量。在Python中，通常用全部大写的变量名表示常量：

PI = 3.14159265359

但事实上PI仍然是一个变量，Python根本没有任何机制保证PI不会被改变，所以，用全部大写的变量名表示常量只是一个习惯上的用法，如果你一定要改变变量PI的值，也没人能拦住你。

最后解释一下整数的除法为什么也是精确的。在Python中，有两种除法，一种除法是/：

>>> 10 / 3

3.3333333333333335

/除法计算结果是浮点数，即使是两个整数恰好整除，结果也是浮点数：

>>> 9 / 3

3.0

还有一种除法是//，称为地板除，两个整数的除法仍然是整数：

>>> 10 *// 3*

3

你没有看错，整数的地板除//永远是整数，即使除不尽。要做精确的除法，使用/就可以。

因为//除法只取结果的整数部分，所以Python还提供一个余数运算，可以得到两个整数相除的余数：

>>> 10 % 3

1

无论整数做//除法还是取余数，结果永远是整数，所以，整数运算结果永远是精确的。

练习

请打印出以下变量的值：

窗体顶端

n = 123

f = 456.789

s1 = 'Hello, world'

s2 = 'Hello, \'Adam\''

s3 = r'Hello, "Bart"'

s4 = r'''Hello,

Lisa!'''
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窗体底端

小结

Python支持多种数据类型，在计算机内部，可以把任何数据都看成一个“对象”，而变量就是在程序中用来指向这些数据对象的，对变量赋值就是把数据和变量给关联起来。

注意：Python的整数没有大小限制，而某些语言的整数根据其存储长度是有大小限制的，例如Java对32位整数的范围限制在-2147483648-2147483647。

Python的浮点数也没有大小限制，但是超出一定范围就直接表示为inf（无限大）。

感觉本站内容不错，读后有收获？

字符串和编码

阅读: 381864

字符编码

我们已经讲过了，字符串也是一种数据类型，但是，字符串比较特殊的是还有一个编码问题。

因为计算机只能处理数字，如果要处理文本，就必须先把文本转换为数字才能处理。最早的计算机在设计时采用8个比特（bit）作为一个字节（byte），所以，一个字节能表示的最大的整数就是255（二进制11111111=十进制255），如果要表示更大的整数，就必须用更多的字节。比如两个字节可以表示的最大整数是65535，4个字节可以表示的最大整数是4294967295。

由于计算机是美国人发明的，因此，最早只有127个字母被编码到计算机里，也就是大小写英文字母、数字和一些符号，这个编码表被称为ASCII编码，比如大写字母A的编码是65，小写字母z的编码是122。

但是要处理中文显然一个字节是不够的，至少需要两个字节，而且还不能和ASCII编码冲突，所以，中国制定了GB2312编码，用来把中文编进去。

你可以想得到的是，全世界有上百种语言，日本把日文编到Shift\_JIS里，韩国把韩文编到Euc-kr里，各国有各国的标准，就会不可避免地出现冲突，结果就是，在多语言混合的文本中，显示出来会有乱码。
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因此，Unicode应运而生。Unicode把所有语言都统一到一套编码里，这样就不会再有乱码问题了。

Unicode标准也在不断发展，但最常用的是用两个字节表示一个字符（如果要用到非常偏僻的字符，就需要4个字节）。现代操作系统和大多数编程语言都直接支持Unicode。

现在，捋一捋ASCII编码和Unicode编码的区别：ASCII编码是1个字节，而Unicode编码通常是2个字节。

字母A用ASCII编码是十进制的65，二进制的01000001；

字符0用ASCII编码是十进制的48，二进制的00110000，注意字符'0'和整数0是不同的；

汉字中已经超出了ASCII编码的范围，用Unicode编码是十进制的20013，二进制的01001110 00101101。

你可以猜测，如果把ASCII编码的A用Unicode编码，只需要在前面补0就可以，因此，A的Unicode编码是00000000 01000001。

新的问题又出现了：如果统一成Unicode编码，乱码问题从此消失了。但是，如果你写的文本基本上全部是英文的话，用Unicode编码比ASCII编码需要多一倍的存储空间，在存储和传输上就十分不划算。

所以，本着节约的精神，又出现了把Unicode编码转化为“可变长编码”的UTF-8编码。UTF-8编码把一个Unicode字符根据不同的数字大小编码成1-6个字节，常用的英文字母被编码成1个字节，汉字通常是3个字节，只有很生僻的字符才会被编码成4-6个字节。如果你要传输的文本包含大量英文字符，用UTF-8编码就能节省空间：

|  |  |  |  |
| --- | --- | --- | --- |
| **字符** | **ASCII** | **Unicode** | **UTF-8** |
| A | 01000001 | 00000000 01000001 | 01000001 |
| 中 | x | 01001110 00101101 | 11100100 10111000 10101101 |

从上面的表格还可以发现，UTF-8编码有一个额外的好处，就是ASCII编码实际上可以被看成是UTF-8编码的一部分，所以，大量只支持ASCII编码的历史遗留软件可以在UTF-8编码下继续工作。

搞清楚了ASCII、Unicode和UTF-8的关系，我们就可以总结一下现在计算机系统通用的字符编码工作方式：

在计算机内存中，统一使用Unicode编码，当需要保存到硬盘或者需要传输的时候，就转换为UTF-8编码。

用记事本编辑的时候，从文件读取的UTF-8字符被转换为Unicode字符到内存里，编辑完成后，保存的时候再把Unicode转换为UTF-8保存到文件：
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浏览网页的时候，服务器会把动态生成的Unicode内容转换为UTF-8再传输到浏览器：
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所以你看到很多网页的源码上会有类似<meta charset="UTF-8" />的信息，表示该网页正是用的UTF-8编码。

Python的字符串

搞清楚了令人头疼的字符编码问题后，我们再来研究Python的字符串。

在最新的Python 3版本中，字符串是以Unicode编码的，也就是说，Python的字符串支持多语言，例如：

>>> print('包含中文的str')

包含中文的str

对于单个字符的编码，Python提供了ord()函数获取字符的整数表示，chr()函数把编码转换为对应的字符：

>>> ord('A')

65

>>> ord('中')

20013

>>> chr(66)

'B'

>>> chr(25991)

'文'

如果知道字符的整数编码，还可以用十六进制这么写str：

>>> '\u4e2d\u6587'

'中文'

两种写法完全是等价的。

由于Python的字符串类型是str，在内存中以Unicode表示，一个字符对应若干个字节。如果要在网络上传输，或者保存到磁盘上，就需要把str变为以字节为单位的bytes。

Python对bytes类型的数据用带b前缀的单引号或双引号表示：

x = b'ABC'

要注意区分'ABC'和b'ABC'，前者是str，后者虽然内容显示得和前者一样，但bytes的每个字符都只占用一个字节。

以Unicode表示的str通过encode()方法可以编码为指定的bytes，例如：

>>> 'ABC'.encode('ascii')

b'ABC'

>>> '中文'.encode('utf-8')

b'\xe4\xb8\xad\xe6\x96\x87'

>>> '中文'.encode('ascii')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

UnicodeEncodeError: 'ascii' codec can't encode characters in position 0-1: ordinal not in range(128)

纯英文的str可以用ASCII编码为bytes，内容是一样的，含有中文的str可以用UTF-8编码为bytes。含有中文的str无法用ASCII编码，因为中文编码的范围超过了ASCII编码的范围，Python会报错。

在bytes中，无法显示为ASCII字符的字节，用\x##显示。

反过来，如果我们从网络或磁盘上读取了字节流，那么读到的数据就是bytes。要把bytes变为str，就需要用decode()方法：

>>> b'ABC'.decode('ascii')

'ABC'

>>> b'\xe4\xb8\xad\xe6\x96\x87'.decode('utf-8')

'中文'

要计算str包含多少个字符，可以用len()函数：

>>> len('ABC')

3

>>> len('中文')

2

len()函数计算的是str的字符数，如果换成bytes，len()函数就计算字节数：

>>> len(b'ABC')

3

>>> len(b'\xe4\xb8\xad\xe6\x96\x87')

6

>>> len('中文'.encode('utf-8'))

6

可见，1个中文字符经过UTF-8编码后通常会占用3个字节，而1个英文字符只占用1个字节。

在操作字符串时，我们经常遇到str和bytes的互相转换。为了避免乱码问题，应当始终坚持使用UTF-8编码对str和bytes进行转换。

由于Python源代码也是一个文本文件，所以，当你的源代码中包含中文的时候，在保存源代码时，就需要务必指定保存为UTF-8编码。当Python解释器读取源代码时，为了让它按UTF-8编码读取，我们通常在文件开头写上这两行：

*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

第一行注释是为了告诉Linux/OS X系统，这是一个Python可执行程序，Windows系统会忽略这个注释；

第二行注释是为了告诉Python解释器，按照UTF-8编码读取源代码，否则，你在源代码中写的中文输出可能会有乱码。

申明了UTF-8编码并不意味着你的.py文件就是UTF-8编码的，必须并且要确保文本编辑器正在使用UTF-8 without BOM编码：
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如果.py文件本身使用UTF-8编码，并且也申明了# -\*- coding: utf-8 -\*-，打开命令提示符测试就可以正常显示中文：
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格式化

最后一个常见的问题是如何输出格式化的字符串。我们经常会输出类似'亲爱的xxx你好！你xx月的话费是xx，余额是xx'之类的字符串，而xxx的内容都是根据变量变化的，所以，需要一种简便的格式化字符串的方式。
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在Python中，采用的格式化方式和C语言是一致的，用%实现，举例如下：

>>> 'Hello, %s' % 'world'

'Hello, world'

>>> 'Hi, %s, you have $%d.' % ('Michael', 1000000)

'Hi, Michael, you have $1000000.'

你可能猜到了，%运算符就是用来格式化字符串的。在字符串内部，%s表示用字符串替换，%d表示用整数替换，有几个%?占位符，后面就跟几个变量或者值，顺序要对应好。如果只有一个%?，括号可以省略。

常见的占位符有：

|  |  |
| --- | --- |
| %d | 整数 |
| %f | 浮点数 |
| %s | 字符串 |
| %x | 十六进制整数 |

其中，格式化整数和浮点数还可以指定是否补0和整数与小数的位数：

>>> '%2d-%02d' % (3, 1)

' 3-01'

>>> '%.2f' % 3.1415926

'3.14'

如果你不太确定应该用什么，%s永远起作用，它会把任何数据类型转换为字符串：

>>> 'Age: %s. Gender: %s' % (25, True)

'Age: 25. Gender: True'

有些时候，字符串里面的%是一个普通字符怎么办？这个时候就需要转义，用%%来表示一个%：

>>> 'growth rate: %d %%' % 7

'growth rate: 7 %'

练习

小明的成绩从去年的72分提升到了今年的85分，请计算小明成绩提升的百分点，并用字符串格式化显示出'xx.x%'，只保留小数点后1位：

窗体顶端

# -\*- coding: utf-8 -\*-

s1 = 72

s2 = 85
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窗体底端

小结

Python 3的字符串使用Unicode，直接支持多语言。

str和bytes互相转换时，需要指定编码。最常用的编码是UTF-8。Python当然也支持其他编码方式，比如把Unicode编码成GB2312：

>>> '中文'.encode('gb2312')

b'\xd6\xd0\xce\xc4'

但这种方式纯属自找麻烦，如果没有特殊业务要求，请牢记仅使用UTF-8编码。

格式化字符串的时候，可以用Python的交互式命令行测试，方便快捷。

使用list和tuple

阅读: 378730

list

Python内置的一种数据类型是列表：list。list是一种有序的集合，可以随时添加和删除其中的元素。

比如，列出班里所有同学的名字，就可以用一个list表示：

>>> classmates = ['Michael', 'Bob', 'Tracy']

>>> classmates

['Michael', 'Bob', 'Tracy']

变量classmates就是一个list。用len()函数可以获得list元素的个数：

>>> len(classmates)

3

用索引来访问list中每一个位置的元素，记得索引是从0开始的：

>>> classmates[0]

'Michael'

>>> classmates[1]

'Bob'

>>> classmates[2]

'Tracy'

>>> classmates[3]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

当索引超出了范围时，Python会报一个IndexError错误，所以，要确保索引不要越界，记得最后一个元素的索引是len(classmates) - 1。

如果要取最后一个元素，除了计算索引位置外，还可以用-1做索引，直接获取最后一个元素：

>>> classmates[-1]

'Tracy'

以此类推，可以获取倒数第2个、倒数第3个：

>>> classmates[-2]

'Bob'

>>> classmates[-3]

'Michael'

>>> classmates[-4]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

当然，倒数第4个就越界了。

list是一个可变的有序表，所以，可以往list中追加元素到末尾：

>>> classmates.append('Adam')

>>> classmates

['Michael', 'Bob', 'Tracy', 'Adam']

也可以把元素插入到指定的位置，比如索引号为1的位置：

>>> classmates.insert(1, 'Jack')

>>> classmates

['Michael', 'Jack', 'Bob', 'Tracy', 'Adam']

要删除list末尾的元素，用pop()方法：

>>> classmates.pop()

'Adam'

>>> classmates

['Michael', 'Jack', 'Bob', 'Tracy']

要删除指定位置的元素，用pop(i)方法，其中i是索引位置：

>>> classmates.pop(1)

'Jack'

>>> classmates

['Michael', 'Bob', 'Tracy']

要把某个元素替换成别的元素，可以直接赋值给对应的索引位置：

>>> classmates[1] = 'Sarah'

>>> classmates

['Michael', 'Sarah', 'Tracy']

list里面的元素的数据类型也可以不同，比如：

>>> L = ['Apple', 123, True]

list元素也可以是另一个list，比如：

>>> s = ['python', 'java', ['asp', 'php'], 'scheme']

>>> len(s)

4

要注意s只有4个元素，其中s[2]又是一个list，如果拆开写就更容易理解了：

>>> p = ['asp', 'php']

>>> s = ['python', 'java', p, 'scheme']

要拿到'php'可以写p[1]或者s[2][1]，因此s可以看成是一个二维数组，类似的还有三维、四维……数组，不过很少用到。

如果一个list中一个元素也没有，就是一个空的list，它的长度为0：

>>> L = []

>>> len(L)

0

tuple

另一种有序列表叫元组：tuple。tuple和list非常类似，但是tuple一旦初始化就不能修改，比如同样是列出同学的名字：

>>> classmates = ('Michael', 'Bob', 'Tracy')

现在，classmates这个tuple不能变了，它也没有append()，insert()这样的方法。其他获取元素的方法和list是一样的，你可以正常地使用classmates[0]，classmates[-1]，但不能赋值成另外的元素。

不可变的tuple有什么意义？因为tuple不可变，所以代码更安全。如果可能，能用tuple代替list就尽量用tuple。

tuple的陷阱：当你定义一个tuple时，在定义的时候，tuple的元素就必须被确定下来，比如：

>>> t = (1, 2)

>>> t

(1, 2)

如果要定义一个空的tuple，可以写成()：

>>> t = ()

>>> t

()

但是，要定义一个只有1个元素的tuple，如果你这么定义：

>>> t = (1)

>>> t

1

定义的不是tuple，是1这个数！这是因为括号()既可以表示tuple，又可以表示数学公式中的小括号，这就产生了歧义，因此，Python规定，这种情况下，按小括号进行计算，计算结果自然是1。

所以，只有1个元素的tuple定义时必须加一个逗号,，来消除歧义：

>>> t = (1,)

>>> t

(1,)

Python在显示只有1个元素的tuple时，也会加一个逗号,，以免你误解成数学计算意义上的括号。

最后来看一个“可变的”tuple：

>>> t = ('a', 'b', ['A', 'B'])

>>> t[2][0] = 'X'

>>> t[2][1] = 'Y'

>>> t

('a', 'b', ['X', 'Y'])

这个tuple定义的时候有3个元素，分别是'a'，'b'和一个list。不是说tuple一旦定义后就不可变了吗？怎么后来又变了？

别急，我们先看看定义的时候tuple包含的3个元素：
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当我们把list的元素'A'和'B'修改为'X'和'Y'后，tuple变为：

![tuple-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV4AAAEECAMAAABX4Ky5AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAYBQTFRF/vnRV4uu9NiP7v/+oNf59fe8t9nzmzYAVVVVyp5m1fHQxdrl89mo++/dVouaIGSRg6il///1//vgkHV12OPrq2UA4f7Ad4+do8DT6enq0N60krSnAwAL7+DZ2ej3OZbZ09Xcs4NT9eS4+P3/eqS///+t9vj6ZKndClSHWGuWptO8m7rOd3d41/v/OnefmIiXE1qJscrbAACKZJS1tcqxeHuPfAMAGIvU1vT/W3610616/fby3fT/x+r9K2yXsdm9VVVqhqzFuuP64fn/xbGxvtLh6sWHzZYinMi1bVVVVFaI8fb/AC5rhlVUMnGbhmmK/e6+rrvJj7/mpXt27fT70fT/cp67ADWf//eiFl2N5u7yRqDd1ue5kLLJNnOQrMatCWKyD1eJSIGm4uv44+zyp7O2Y1VlqqqqcZ6fMnGRGV+L88Zo3agg3aAAW2RkdaCg8e+3s6SZgm9Nw599usTR7fK64uGn38Sl7e304enwh5e6sJV/9vL2//+/4uv3////38ET4AAACwFJREFUeNrsnY9b09YexluplyjY0lImasQfFM0EKlhlDJQrMHDghlzFunrF2a7XW+vdcFPHeifLv76kv5vmNOec5FRy8r7PwwP1+xTl4+Gb8ybfNwnpkECFgEAw3v/81UcBL/ACL/ACL/ACL/ACL/ACL/ACL/ACL/ACr3/wTgAv8KI5AC/wAi/wAi/wAi/wAi/wAi/wAi/wAi/wAi/w+hfvf4G3gfcnDgEv8AIv8AIv8AIv8LrAW/zzMfAKxDt4qRtvMpPLZYDXPd7KFVVVtu9Z8GY0Qxngdb96Dwfz/5qesODNmXhzwOse7z275gC8XuGt2OGtNocs8Ao6tP1lHNoKBeD1Aq+28WHCbmOWXQVe97biUFXVNdt9b3oeeN27tnOVCYKt0CrAK9AUzxeAV+Q5h9UM8Io8pRPeB16RZ8xWNgKLtx+XMpM54PUSb1P1PxjPAK9IpVaBV+QYSWEDeEVO6RT2gFcg3uQO8IqcMZvOAK/IEb7MeJDw9l8rSeAVqL0C8IrUfAF4RSoo7uJz3WA2IO7is92/d+4a8ApUMgy8IrWfBV6Rys4Dr0jFngOvyPa7ArwiJf+1i8/7YAXpT+585udWFCrAK1DFGPCK1HwWeIW232ngFalwBXgFqhIDXqG73xTwYvfrW7x6uAi8AiXvZMnxeNrgtPOlt/jlSeDlNseWS2+Jm+vWf6jyFHj5+Vphzlr/oa8XgZffHHdceotfUX7ZPv1oVg89mk2M3lSUx1W8w1vK/XvAy6NUx+7sqjJ0LqQsGqt4MbSVrRwqTw28u8o/9M3tAeDlUcelodDr2ep6NT7ML+PfR4yvlpSzZ0f91YKPD96hQhfe2U68p7aTF5PnJoGXrz207c5CW5Fl82PpvoF3LX5432gOd68qET3+zTrw8mmnbS71lHJ/8ZSizBh4txTFaLpmqzg0vvoSeHnNW3t7WL6m658e1nZky80dxSefeYtj9Yz4VbtzZ/70E8cRrx62GVuP/zEJvB61B9kGS44X3uZgieKtgLcurY73iCSuCvDWVb9yAbxitBEGXqGnHop6ZgV4heha1RrHdpp4351kx/sOeEn73pSeTD/Pp+t4T8zMzPzTHuLU6A1bvFNPjPfcAF5b7eVjQ+nUXB3v1OjI0dKdL+zwLnUzrFV+uPni5Puu9wBvTUNzuXRMqzeHEzOnj36wLt8a3qu/E1Zv433Aa6v9cl5r4jVWYVcTaEB8Qsb7/g6aA7H9zrXhtcHojPe9dfECb5t2NG2l0Rw4Vu/Un110gbdd+QbeqdFvjzZnvrDfOTz51v7QNnrnxbt3wEtWJV9u25jdOCLsHGbu2FXMt3S9CXjbNR1zZSvg2hwFUwy8wAu8wAu8wAu8wAu8wAu8nuIdyeVK9hCJlY8H5fIBLV5xsRg/4B0xn5hVsoNIrpQ6Kk4QlKfNSbbu0IzseGvPe7OD6FAp0+J9vdhcwN2hGdnxlokQy5TgnfEmHq3H3yvKlwNmaCZYeEuULaCrMvIjNd6Qsri5fXf5m7tmaCZgh7aDshb9aHtoI1dKudzI0UGJGu/rxRPK2Q971URH4DZmF0qk7Re5Uq2+PEmNV7/462/KWiDxnnxJgkiuVHX+5W1avIcbeuL7iBmYCZ6tiP5Igkiu1FQYocS7qSjK1wNmaCZ4eG9HSRDJlcbmOErr2qpRmWpoJnCmuPyRBJFcafwHlGGKnfCWLpAgkivNrlwYAt7eeM9HSRDJlSbeYmYVeHufMXtzngSRXGm5tulwj0eRiIvD+AfvhQMSRHKlzRQnw+Penv6UDO/HsrHJtf2ByZUOFKks8JJ/4Lp/YKp0ohgvPAde4g9c8w9slU4UFcLDSIC36R/YKlYUmf1efxvTRJuv8dqpTDyKl6mP8vspIl7GoIyf8dqqdIG90qX5MAEva1BGOrzFKHulW8l0xRYva1BGOrz6myJ7pVuTafNxL+OrVryMQRn58KYO2Ct2KhgHuKF80oqXLSgjH97iS/aKrbLGAU5LW5tD0FevHk2yV2w1ndFXcvOWQxtbUEZCvKkoe8VeG4WwFuvemDEEZSTEq5eL7JVuZdLZVFbL51aDaiuIizTJXrHZ+67k8+YchBZUUyx266vrz1O5nKblM8ArYutbXcLpOS1fAV4hW9/qgk/lC8Ar4uDW0BDwWqRxVJzOzwFva1c1zl4BXnpDEGavAC+9YsUelcwK8LrQtc6bgHdVYjuu8VIGZWRdvQQD0bwHmku8tEEZWfESDETzHmgt0aZ8uIIy0uIlGIjGPdDafjjKlA9XUEZavKRz5/V7oJlqpXxOP7o9+vUkA96SN1k5/+Ilnjuv3QPNVCvlE9ra/nCZBS9tUEZevER/Vr0HmqlWyocmisIVlJEYL9Gf5et4WykfmgeRcQVlJMZL9GfmPdBMtVI+PHipgjIS4yU7t+naBbRWyuc0D16aoIy0eMnOrU0sKR+uoIzMq7cY9fK7cQVlZMbLfOmHES9FUEZqvOyXftjOmDkHZaTGyzj1xIzXOSgjNV7WqSdWvM5BGbnxOk09XXx45ifj05m9zte0eJ2DMnLjdbgwHF+I/PyV+emrjtfUeJ2DMpLj7T31FB+M/O+S+enfHa/p8ToGZSTH23vra+B8a67ese8G1VfrzdcEvDxBGcnxOmx9Lw6cmTDxqvMvqg2i9ppBngRlfIyXZusbHzTQbt4a8PS3g8Ey+hgvzdRTtfcOq0+9/e2gt4x+xksx9VTFy7d6PZkW9DVe56kno/eu7S5c8tgY0ltGX+N1nnoy8KrqM86bbnoQlPE1Xqqpp/gn740hdVDGx3hdTD25PnbSzhL7GK+LqSfXxpA2KONjvHta19RT34wh7dbXz723e+qpf8aQcuvr60Nb29RTv40h5dbX3zuH1tTTMT24+Rtva+qp/8ZQCwDe1tRT340hVVDG73gbU0/9N4ZUQRm/421MPYk0hi4so+/x9sEYurCMUuH19okpPQ0EpWWUCq+3T0zpaSAoLaMkeNmyFF5YCzrLKAletiwFW3dwDspIj5ctS8Em56AMufXL0nuZshQeOTerZbRp/ZLgZctSeOXcmpaR2Ppl6b1MWQqvnFvTMhJbvzQbM++fmELh3BqWkdj64dr4nRtF6wdefudG0fqBl9+5UbR+4HXh3JxbP/C6cW7OZ0FkIWDNTvTKUnjn3IKC15qd6Jml4OgO0YDjtWQnemYpOFQuBh1vNTsR+k1Vd5yyFDzLNxlovI3sxNX/J4cXHuscWQp3W99aq0+Y/wnxyw+brV/CncPk2CUB3/UNTYxuWI3o+lv1XrP1y4Y3cUVV1et93/o2Wv3Ys8nEwvXWa9nwjj1b1x+IWL29D26NVr+rRt7eWmw7FMhFNz72amBJyOp1mHpqtPoH9d+d+mvZVu+wqn4npPfSTj0tPBuQ2RQv/yHqO1NNPTVDzDjnwCqqoAzwcoly6gl4+UQ59RQfA14e2dweOEimWLi4gjLASy2eoAzwMrTfOeAVKfagDPCyKA+8IsUclAFeJrEGZYBXqIAXeI+pKIJIwOtiaToHkYCXR9RBJODlEXUQCXh5RB1EAl4u0QaRgJdH1EEk4OXqvbRBJODlE2UQCXjh2oAXAl7gBV5Ib0yfn6lNo+8Rg0jAy6X2afTNtml04PUGb336/MGt9VD7NDrweoW3On2eWLj+wHyuACmIBLycvbc+jT6sqmvtr4HXUyUWej4UA3jd6VTvHBLwutKuGtns9cgc4HV3hHs1aX4ArxBVV+6uufkFXphi4IVY9LcAAwC9agQkx7srvQAAAABJRU5ErkJggg==)

表面上看，tuple的元素确实变了，但其实变的不是tuple的元素，而是list的元素。tuple一开始指向的list并没有改成别的list，所以，tuple所谓的“不变”是说，tuple的每个元素，指向永远不变。即指向'a'，就不能改成指向'b'，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

理解了“指向不变”后，要创建一个内容也不变的tuple怎么做？那就必须保证tuple的每一个元素本身也不能变。

练习

请用索引取出下面list的指定元素：

窗体顶端

# -\*- coding: utf-8 -\*-

L = [

['Apple', 'Google', 'Microsoft'],

['Java', 'Python', 'Ruby', 'PHP'],

['Adam', 'Bart', 'Lisa']

]

![](data:image/x-wmf;base64,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)

窗体底端

小结

list和tuple是Python内置的有序集合，一个可变，一个不可变。根据需要来选择使用它们。

参考源码

[the\_list.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/the_list.py)

[the\_tuple.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/the_tuple.py)

感觉本站内容不错，读后有收获？

条件判断

阅读: 251688

条件判断

计算机之所以能做很多自动化的任务，因为它可以自己做条件判断。

比如，输入用户年龄，根据年龄打印不同的内容，在Python程序中，用if语句实现：

age = 20

**if** age >= 18:

**print**('your age is', age)

**print**('adult')

根据Python的缩进规则，如果if语句判断是True，就把缩进的两行print语句执行了，否则，什么也不做。

也可以给if添加一个else语句，意思是，如果if判断是False，不要执行if的内容，去把else执行了：

age = 3

**if** age >= 18:

**print**('your age is', age)

**print**('adult')

**else**:

**print**('your age is', age)

**print**('teenager')

注意不要少写了冒号:。

当然上面的判断是很粗略的，完全可以用elif做更细致的判断：

age = 3

**if** age >= 18:

print('adult')

**elif** age >= 6:

print('teenager')

**else**:

print('kid')

elif是else if的缩写，完全可以有多个elif，所以if语句的完整形式就是：

if <条件判断1>:

<执行1>

elif <条件判断2>:

<执行2>

elif <条件判断3>:

<执行3>

else:

<执行4>

if语句执行有个特点，它是从上往下判断，如果在某个判断上是True，把该判断对应的语句执行后，就忽略掉剩下的elif和else，所以，请测试并解释为什么下面的程序打印的是teenager：

age = 20

**if** age >= 6:

print('teenager')

**elif** age >= 18:

print('adult')

**else**:

print('kid')

if判断条件还可以简写，比如写：

**if** x:

**print**('True')

只要x是非零数值、非空字符串、非空list等，就判断为True，否则为False。

再议 input

最后看一个有问题的条件判断。很多同学会用input()读取用户的输入，这样可以自己输入，程序运行得更有意思：

birth = input('birth: ')

**if** birth < 2000:

**print**('00前')

**else**:

**print**('00后')

输入1982，结果报错：

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: unorderable types: str() > int()

这是因为input()返回的数据类型是str，str不能直接和整数比较，必须先把str转换成整数。Python提供了int()函数来完成这件事情：

s = input('birth: ')

birth = int(s)

**if** birth < 2000:

**print**('00前')

**else**:

**print**('00后')

再次运行，就可以得到正确地结果。但是，如果输入abc呢？又会得到一个错误信息：

Traceback (most recent **call** **last**):

File "<stdin>", line 1, **in** <**module**>

ValueError: invalid literal **for** **int**() **with** base 10: 'abc'

原来int()函数发现一个字符串并不是合法的数字时就会报错，程序就退出了。

如何检查并捕获程序运行期的错误呢？后面的错误和调试会讲到。

练习

小明身高1.75，体重80.5kg。请根据BMI公式（体重除以身高的平方）帮小明计算他的BMI指数，并根据BMI指数：

* 低于18.5：过轻
* 18.5-25：正常
* 25-28：过重
* 28-32：肥胖
* 高于32：严重肥胖

用if-elif判断并打印结果：

窗体顶端

# -\*- coding: utf-8 -\*-

height = 1.75

weight = 80.5

![](data:image/x-wmf;base64,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)

窗体底端

小结

条件判断可以让计算机自己做选择，Python的if...elif...else很灵活。
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参考源码

[do\_if.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/do_if.py)

感觉本站内容不错，读后有收获？

循环

阅读: 237295

循环

要计算1+2+3，我们可以直接写表达式：

>>> 1 + 2 + 3

6

要计算1+2+3+...+10，勉强也能写出来。

但是，要计算1+2+3+...+10000，直接写表达式就不可能了。

为了让计算机能计算成千上万次的重复运算，我们就需要循环语句。

Python的循环有两种，一种是for...in循环，依次把list或tuple中的每个元素迭代出来，看例子：

names = ['Michael', 'Bob', 'Tracy']

**for** name **in** names:

print(name)

执行这段代码，会依次打印names的每一个元素：

Michael

Bob

Tracy

所以for x in ...循环就是把每个元素代入变量x，然后执行缩进块的语句。

再比如我们想计算1-10的整数之和，可以用一个sum变量做累加：

sum = 0

**for** x **in** [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]:

sum = sum + x

print(sum)

如果要计算1-100的整数之和，从1写到100有点困难，幸好Python提供一个range()函数，可以生成一个整数序列，再通过list()函数可以转换为list。比如range(5)生成的序列是从0开始小于5的整数：

>>> list(range(5))

[0, 1, 2, 3, 4]

range(101)就可以生成0-100的整数序列，计算如下：

sum = 0

**for** x **in** range(101):

sum = sum + x

print(sum)

请自行运行上述代码，看看结果是不是当年高斯同学心算出的5050。

第二种循环是while循环，只要条件满足，就不断循环，条件不满足时退出循环。比如我们要计算100以内所有奇数之和，可以用while循环实现：

sum = 0

n = 99

**while** n > 0:

sum = sum + n

n = n - 2

**print**(sum)

在循环内部变量n不断自减，直到变为-1时，不再满足while条件，循环退出。

练习

请利用循环依次对list中的每个名字打印出Hello, xxx!：

窗体顶端

# -\*- coding: utf-8 -\*-

L = ['Bart', 'Lisa', 'Adam']
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窗体底端

小结

循环是让计算机做重复任务的有效的方法，有些时候，如果代码写得有问题，会让程序陷入“死循环”，也就是永远循环下去。这时可以用Ctrl+C退出程序，或者强制结束Python进程。

请试写一个死循环程序。

参考源码

[do\_for.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/do_for.py)

[do\_while.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/do_while.py)

感觉本站内容不错，读后有收获？

使用dict和set

阅读: 302044

dict

Python内置了字典：dict的支持，dict全称dictionary，在其他语言中也称为map，使用键-值（key-value）存储，具有极快的查找速度。

举个例子，假设要根据同学的名字查找对应的成绩，如果用list实现，需要两个list：

names = ['Michael', 'Bob', 'Tracy']

scores = [95, 75, 85]

给定一个名字，要查找对应的成绩，就先要在names中找到对应的位置，再从scores取出对应的成绩，list越长，耗时越长。

如果用dict实现，只需要一个“名字”-“成绩”的对照表，直接根据名字查找成绩，无论这个表有多大，查找速度都不会变慢。用Python写一个dict如下：

>>> d = {'Michael': 95, 'Bob': 75, 'Tracy': 85}

>>> d['Michael']

95

为什么dict查找速度这么快？因为dict的实现原理和查字典是一样的。假设字典包含了1万个汉字，我们要查某一个字，一个办法是把字典从第一页往后翻，直到找到我们想要的字为止，这种方法就是在list中查找元素的方法，list越大，查找越慢。

第二种方法是先在字典的索引表里（比如部首表）查这个字对应的页码，然后直接翻到该页，找到这个字。无论找哪个字，这种查找速度都非常快，不会随着字典大小的增加而变慢。

dict就是第二种实现方式，给定一个名字，比如'Michael'，dict在内部就可以直接计算出Michael对应的存放成绩的“页码”，也就是95这个数字存放的内存地址，直接取出来，所以速度非常快。

你可以猜到，这种key-value存储方式，在放进去的时候，必须根据key算出value的存放位置，这样，取的时候才能根据key直接拿到value。

把数据放入dict的方法，除了初始化时指定外，还可以通过key放入：

>>> d['Adam'] = 67

>>> d['Adam']

67

由于一个key只能对应一个value，所以，多次对一个key放入value，后面的值会把前面的值冲掉：

>>> d['Jack'] = 90

>>> d['Jack']

90

>>> d['Jack'] = 88

>>> d['Jack']

88

如果key不存在，dict就会报错：

>>> d['Thomas']

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

KeyError: 'Thomas'

要避免key不存在的错误，有两种办法，一是通过in判断key是否存在：

>>> 'Thomas' **in** d

False

二是通过dict提供的get方法，如果key不存在，可以返回None，或者自己指定的value：

>>> d.get('Thomas')

>>> d.get('Thomas', -1)

-1

注意：返回None的时候Python的交互式命令行不显示结果。

要删除一个key，用pop(key)方法，对应的value也会从dict中删除：

>>> d.pop('Bob')

75

>>> d

{'Michael': 95, 'Tracy': 85}

请务必注意，dict内部存放的顺序和key放入的顺序是没有关系的。

和list比较，dict有以下几个特点：

1. 查找和插入的速度极快，不会随着key的增加而变慢；
2. 需要占用大量的内存，内存浪费多。

而list相反：

1. 查找和插入的时间随着元素的增加而增加；
2. 占用空间小，浪费内存很少。

所以，dict是用空间来换取时间的一种方法。

dict可以用在需要高速查找的很多地方，在Python代码中几乎无处不在，正确使用dict非常重要，需要牢记的第一条就是dict的key必须是**不可变对象**。

这是因为dict根据key来计算value的存储位置，如果每次计算相同的key得出的结果不同，那dict内部就完全混乱了。这个通过key计算位置的算法称为哈希算法（Hash）。

要保证hash的正确性，作为key的对象就不能变。在Python中，字符串、整数等都是不可变的，因此，可以放心地作为key。而list是可变的，就不能作为key：

>>> key = [1, 2, 3]

>>> d[key] = 'a list'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: unhashable type: 'list'

set

set和dict类似，也是一组key的集合，但不存储value。由于key不能重复，所以，在set中，没有重复的key。

要创建一个set，需要提供一个list作为输入集合：

>>> s = set([1, 2, 3])

>>> s

{1, 2, 3}

注意，传入的参数[1, 2, 3]是一个list，而显示的{1, 2, 3}只是告诉你这个set内部有1，2，3这3个元素，显示的顺序也不表示set是有序的。。

重复元素在set中自动被过滤：

>>> s = set([1, 1, 2, 2, 3, 3])

>>> s

{1, 2, 3}

通过add(key)方法可以添加元素到set中，可以重复添加，但不会有效果：

>>> s.add(4)

>>> s

{1, 2, 3, 4}

>>> s.add(4)

>>> s

{1, 2, 3, 4}

通过remove(key)方法可以删除元素：

>>> s.remove(4)

>>> s

{1, 2, 3}

set可以看成数学意义上的无序和无重复元素的集合，因此，两个set可以做数学意义上的交集、并集等操作：

>>> s1 = set([1, 2, 3])

>>> s2 = set([2, 3, 4])

>>> s1 & s2

{2, 3}

>>> s1 | s2

{1, 2, 3, 4}

set和dict的唯一区别仅在于没有存储对应的value，但是，set的原理和dict一样，所以，同样不可以放入可变对象，因为无法判断两个可变对象是否相等，也就无法保证set内部“不会有重复元素”。试试把list放入set，看看是否会报错。

再议不可变对象

上面我们讲了，str是不变对象，而list是可变对象。

对于可变对象，比如list，对list进行操作，list内部的内容是会变化的，比如：

>>> a = ['c', 'b', 'a']

>>> a.sort()

>>> a

['a', 'b', 'c']

而对于不可变对象，比如str，对str进行操作呢：

>>> a = 'abc'

>>> a.replace('a', 'A')

'Abc'

>>> a

'abc'

虽然字符串有个replace()方法，也确实变出了'Abc'，但变量a最后仍是'abc'，应该怎么理解呢？

我们先把代码改成下面这样：

>>> a = 'abc'

>>> b = a.replace('a', 'A')

>>> b

'Abc'

>>> a

'abc'

要始终牢记的是，a是变量，而'abc'才是字符串对象！有些时候，我们经常说，对象a的内容是'abc'，但其实是指，a本身是一个变量，它指向的对象的内容才是'abc'：

![a-to-str](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAA6CAMAAAC5+CRyAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAYBQTFRF9dqdy9rkaJe36O712M7LzKJIqsTWlbfO/vnRZAIAqqqq+u7dlXNoABGc4uvuoNv9OpbY7+DZ7smB2uv3///2r4letczb0+Ds/vniTIOoj7LKWX2wzrCCImaTGYzT7//+KWqWvtvt2uXsXqjdpEAAWGuV3fT//vb19///VImteaO++vr9vtHehKvDOnef1vv/1u/YClSG7vD1VlVW7fb/9vf+lGwtd42aploAt3MAtaaUAC1nFl2OW46wDm65Qn2kMW+bQAEAlQUAE1qLV1eH8PX3AAAxp7O2AAAAY1VlnjEA1vT/cJ273cSc3efu9chq3aggdVVV3aAAGl+Pqt/6RqHfOlht796+o8DTir7i4Pf+nbvQucTQh5e64uPNp4SB9+/LzZAFfm9SCl6kKiwAVVVlW2RksLC5jWAAmYScEViKYpOzweT60ff/qc/lAD2lotP1Zj4AvM7jstz56Pf3tcS4vr6nW57cf6fEe77r9u/4w55xw6+v48B+4uv3////F1UuYQAAAuFJREFUeNrs2otT2jAYAHBaFFAYoFSgdQjW+SgCWis6tVrwwTItbI5tMOue7gmeyJ5uzPZfX4BzKmzOnWgxzXdXIE2P43dJ03wJpjvqFYamf5gwGIMxGIMxGIMxGIMvEP4PW8YC24QJo4CpiiAMB/uEt6uTji+O/jHkwb2rI/6fIzlh0GnbHN4m0AebhNntac12d6J2GOEe7pl/JezWwRtGAKcHNf/mvm1zfxRRsKWhfCgIQn9QqwhvJtEE0/wicfrMaLz2Oo7qY6lYyGbDrJFmWvkVviCGrGuogM2+iEVhwqQs03QxFuNCdCJABzh4SIFYSIJFmq8Fee3BRD5KcpIUo8kowygWrzdCED6WzWSc9cjAYFmWCBV4XhS5yHUGj3uji7HFsBJh4//6uRGez2Zl4jrfw1N5UpKVcxLkgkievrRn2n7yW+2fG2cmp+t1B3uL0sF/9M5i47XUsuvBwMniwJn1OoPXoqGi94Lp0rrrvvtE8dajM+t1BZvDiejUhfPDdde9agvaZgBIbGnU7YUy2KkuB6STADw5rtcfbA7TSkuyh6DdA99yT9lc13cIBnu5Lig8BNapDs9xvd7geJTOt3wxYM4Nu3QVeyNIrQ/pMUp3/w3MSEqLtX4HAOBb/R42pTZsyYdtBLZITMvz4rnSlvbSXQf3whZebp8W9tGyWWt9d15auwmG4D2cGnzRBYflztTemN3cDmA5QWiXECYAFt67q4MWALCxNaoCPwzpD86HrJe0vj569ISjfhydiOvepT9y4XFN77hCMCl5Nc04YCVwgPzeUh3sI0WY4nBFH2qbac6+1yDVv9sEJqsLFCt59HYPnc+ZyNfkUhNYrIJFJLdLO951l0sew4CflcHj2T+Aa11aRhCcTn1S1c5msAoHLRnFfwCkAUPMJ0uZc2RLiAxaM3A+W97xGAasqqzvnPmwQaaWGIzBGIzBbQ7+HQYBq0ZrYQzGYAzG4JbHLwEGAJphJK2PutlSAAAAAElFTkSuQmCC)

当我们调用a.replace('a', 'A')时，实际上调用方法replace是作用在字符串对象'abc'上的，而这个方法虽然名字叫replace，但却没有改变字符串'abc'的内容。相反，replace方法创建了一个新字符串'Abc'并返回，如果我们用变量b指向该新字符串，就容易理解了，变量a仍指向原有的字符串'abc'，但变量b却指向新字符串'Abc'了：

![a-b-to-2-strs](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAABcCAMAAABnVcg1AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAYBQTFRF2KhIMHCa2eTtx9jjn9n7aJe43NPI5+704uru9dqdq8XWmLjO78qD+u7dOpbXAACZ/vnRZAIA7+DYtMvak3Nr2ur4///1qqqqTYSo//vgtoxWaDoAGYzSWn2yJGeU7//+1riKj7LJe6S/wNrrYajepMDUVYqthKvDozsAWGuVAC1x+fr8CVKI3fT/p1sAlzUA9///YlAA/fbz7fD19vb/1vr/D3C81u/Yq938VlVW7fb/vdHe9OK+j1MAsc3xuuX8FlyN0N3odo6c4uXNvr6nuHQA1vT/lAUAtKWVlGwtXY6wVpzYElmKtt72QQEAV1eHcZ28AAA5QHuiYpOzDlWI8PX3p7O2AAAAY1VldVVV88Zq3agg3aAAucTQ48B+4Pj/3sOeir7itsK6CVylVVVlmYScW2RkfmxJ6Pf30ff/RqDep83nptTyzZAF9u/4w55xwa+t9+/Ln73UOlht//fLxuP4e77rsdfgGV6Ph5e6p4SBkGQAKiwARpa64uv3////HOf9EAAABLVJREFUeNrsm49b2kYYx01iJBK0YJTGqmGJknQStVNrTaMzaedsacSQYG92a2V1W7fazo79YutG/vVeYCr4qziBw+ReHgm58/Hxw3t3ee9979vztNJB89BbDwbGwBgYA2NgDIyBMfAVbPT73XABx7W7YQFOHmjap6lb2g9b94ZfDk/cCTxwbGtm/t3MijbJxHe2nlPBB+7XHjy/78W/ulv9CcMcHnr0SlurAX8ZBuDipDe68ya+82Y+oMDRE/cvNE2bSHkH2nf3ggnMF7JUY8v8YvU9E9THkmuVyxIZpkirZKiWQbDbQQGOmHqUFSXatnneJRxZ4AmBr74c/0XwBF9QfaOvPbCZVmjZcRyeVkSRjXKcTpkmCY2pGbz6d6ZgqaphyPp1Bs5wStbJSqxOLn7s39VVtVy2qes8hxdKtGOzTSLYlkE3/urQ/YH6vzrw48nIpLEfOTDnOtIlRqd78otJbvR+M15/O35hP2LgbUVwuStul+Z6vx6su739+sJ+pMARiVAWrrw/vN37zPdg/DEAxK6XnJ0eA3t+OqCYA+Db4370wBGJL7Vk95AaGIGXlb/IvsQfEBjsryQg4QvALvSNHPejBs4ofLrlyYD1QehQCBu7kUrOTaFYpW+eByw6pRbTjg4DAJ7U5nB//qd4brmLgKOO2PJ98bq6670drAH7Ht7oHg+bvB3xWj+clxY+AVNwDuc3f0nAZbknv39nININwDZBeW2wfgCm3w/6ixb8sOtn9+CHKfTAaYFtU359/vAJl/z5sGER+ZDWZSnjobYOAtMO53nhAS4JUuBrSzVgkjYM2pRdMmjFNObWPyA/8fspYNpPUFjp4FUPmb9F/Yvc0ilgwwc2Alku7Xt6c0wdCQ3wwzHw64Ox6ZEzh7QdQOBifrNSOTgNXIGLlh3EEwBFIJqPcqeHdGCPPDCPYRj72V54gOETl2xyPxyS0BIDY2AMjIG7HPjIQgJcCZuHK3gOY2AMjIExMAZGth9+9/n/B96OkCalc9B0nSIXrgfwxvglgRmTY0XbdQnBccqE7LoyD9/crMw7fNYW9Wa5EWkemLnB8xPxdcAZkkqzNu0IhJDlaZGN6mTkZMkpw1BpSRYcKdoMNCLNA7OqvgLTpbMT8ZAYulNS5GzZEdysInJUE1ViMm3zLnvBWVKkmgdmFWRfruaXz8xLF4SCQLh0KWpethpOwS+JPc/PSDUP1SH9MDd1JrBFXWGVNhWHPiw8So11cJSahxpw4klbEvGczYtMFbjQ0I5S83Ceh1uUiI+IPO0fUrTUurPSSDUPzNzeZN/7/Fr7Ag9OJliPNQrMUQtSzQNctADI77c10iJpRymrhnncglbzwJgj7Q4tI3RZVctUN0RaHYilSV4o1Kqv0XAAc4IgWKplGQWVDQVwLez0hSCKgreHIQE+0jQMVS9oNQ8dSMQfaRp+y91Idb3moRXAh5qGGACbXa55aA3wf5qG5Oy/s6+9btY8tGwO1zQN8cTyMzimu1bz0HKL5f8swjGNWPPQQeB1UD0Qjljz0DngeK4XokDPNqF58IJgsfyM562AtWY0D4EAfrtUfQRNNaN58AJmH9U8eCEzDIyBMTAGvlb2QYABAJP8Lf9kArknAAAAAElFTkSuQmCC)

所以，对于不变对象来说，调用对象自身的任意方法，也不会改变该对象自身的内容。相反，这些方法会创建新的对象并返回，这样，就保证了不可变对象本身永远是不可变的。

小结

使用key-value存储结构的dict在Python中非常有用，选择不可变对象作为key很重要，最常用的key是字符串。

tuple虽然是不变对象，但试试把(1, 2, 3)和(1, [2, 3])放入dict或set中，并解释结果。

参考源码

[the\_dict.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/the_dict.py)

[the\_set.py](https://github.com/michaelliao/learn-python3/blob/master/samples/basic/the_set.py)

感觉本站内容不错，读后有收获？

函数

阅读: 146241

我们知道圆的面积计算公式为：

S = πr2

当我们知道半径r的值时，就可以根据公式计算出面积。假设我们需要计算3个不同大小的圆的面积：

r1 = 12.34

r2 = 9.08

r3 = 73.1

s1 = 3.14 \* r1 \* r1

s2 = 3.14 \* r2 \* r2

s3 = 3.14 \* r3 \* r3

当代码出现有规律的重复的时候，你就需要当心了，每次写3.14 \* x \* x不仅很麻烦，而且，如果要把3.14改成3.14159265359的时候，得全部替换。

有了函数，我们就不再每次写s = 3.14 \* x \* x，而是写成更有意义的函数调用s = area\_of\_circle(x)，而函数area\_of\_circle本身只需要写一次，就可以多次调用。

基本上所有的高级语言都支持函数，Python也不例外。Python不但能非常灵活地定义函数，而且本身内置了很多有用的函数，可以直接调用。

抽象

抽象是数学中非常常见的概念。举个例子：

计算数列的和，比如：1 + 2 + 3 + ... + 100，写起来十分不方便，于是数学家发明了求和符号∑，可以把1 + 2 + 3 + ... + 100记作：

100

∑n

n=1

这种抽象记法非常强大，因为我们看到 ∑ 就可以理解成求和，而不是还原成低级的加法运算。

而且，这种抽象记法是可扩展的，比如：

100

∑(n2+1)

n=1

还原成加法运算就变成了：

(1 x 1 + 1) + (2 x 2 + 1) + (3 x 3 + 1) + ... + (100 x 100 + 1)

可见，借助抽象，我们才能不关心底层的具体计算过程，而直接在更高的层次上思考问题。

写计算机程序也是一样，函数就是最基本的一种代码抽象的方式。

感觉本站内容不错，读后有收获？

调用函数

阅读: 230205

Python内置了很多有用的函数，我们可以直接调用。

要调用一个函数，需要知道函数的名称和参数，比如求绝对值的函数abs，只有一个参数。可以直接从Python的官方网站查看文档：

<http://docs.python.org/3/library/functions.html#abs>

也可以在交互式命令行通过help(abs)查看abs函数的帮助信息。

调用abs函数：

>>> abs(100)

100

>>> abs(-20)

20

>>> abs(12.34)

12.34

调用函数的时候，如果传入的参数数量不对，会报TypeError的错误，并且Python会明确地告诉你：abs()有且仅有1个参数，但给出了两个：

>>> abs(1, 2)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: abs() takes exactly one argument (2 given)

如果传入的参数数量是对的，但参数类型不能被函数所接受，也会报TypeError的错误，并且给出错误信息：str是错误的参数类型：

>>> abs('a')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: bad operand type for abs(): 'str'

而max函数max()可以接收任意多个参数，并返回最大的那个：

>>> max(1, 2)

2

>>> max(2, 3, 1, -5)

3

数据类型转换

Python内置的常用函数还包括数据类型转换函数，比如int()函数可以把其他数据类型转换为整数：

>>> int('123')

123

>>> int(12.34)

12

>>> float('12.34')

12.34

>>> str(1.23)

'1.23'

>>> str(100)

'100'

>>> bool(1)

True

>>> bool('')

False

函数名其实就是指向一个函数对象的引用，完全可以把函数名赋给一个变量，相当于给这个函数起了一个“别名”：

>>> a = abs *# 变量a指向abs函数*

>>> a(-1) *# 所以也可以通过a调用abs函数*

1

练习

请利用Python内置的hex()函数把一个整数转换成十六进制表示的字符串：

窗体顶端

# -\*- coding: utf-8 -\*-

n1 = 255

n2 = 1000
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窗体底端

小结

调用Python的函数，需要根据函数定义，传入正确的参数。如果函数调用出错，一定要学会看错误信息，所以英文很重要！

参考源码

[call\_func.py](https://github.com/michaelliao/learn-python3/blob/master/samples/function/call_func.py)

感觉本站内容不错，读后有收获？

定义函数

阅读: 243287

在Python中，定义一个函数要使用def语句，依次写出函数名、括号、括号中的参数和冒号:，然后，在缩进块中编写函数体，函数的返回值用return语句返回。

我们以自定义一个求绝对值的my\_abs函数为例：

**def** **my\_abs**(x):

**if** x >= 0:

**return** x

**else**:

**return** -x

请自行测试并调用my\_abs看看返回结果是否正确。

请注意，函数体内部的语句在执行时，一旦执行到return时，函数就执行完毕，并将结果返回。因此，函数内部通过条件判断和循环可以实现非常复杂的逻辑。

如果没有return语句，函数执行完毕后也会返回结果，只是结果为None。

return None可以简写为return。

在Python交互环境中定义函数时，注意Python会出现...的提示。函数定义结束后需要按两次回车重新回到>>>提示符下：

如果你已经把my\_abs()的函数定义保存为abstest.py文件了，那么，可以在该文件的当前目录下启动Python解释器，用from abstest import my\_abs来导入my\_abs()函数，注意abstest是文件名（不含.py扩展名）：

import的用法在后续[模块](http://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/0014318447437605e90206e261744c08630a836851f5183000)一节中会详细介绍。

空函数

如果想定义一个什么事也不做的空函数，可以用pass语句：

**def** **nop**():

**pass**

pass语句什么都不做，那有什么用？实际上pass可以用来作为占位符，比如现在还没想好怎么写函数的代码，就可以先放一个pass，让代码能运行起来。

pass还可以用在其他语句里，比如：

**if** age >= 18:

**pass**

缺少了pass，代码运行就会有语法错误。

参数检查

调用函数时，如果参数个数不对，Python解释器会自动检查出来，并抛出TypeError：

>>> my\_abs(1, 2)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: my\_abs() takes 1 positional argument but 2 were given

但是如果参数类型不对，Python解释器就无法帮我们检查。试试my\_abs和内置函数abs的差别：

>>> my\_abs('A')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 2, in my\_abs

TypeError: unorderable types: str() >= int()

>>> abs('A')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: bad operand type for abs(): 'str'

当传入了不恰当的参数时，内置函数abs会检查出参数错误，而我们定义的my\_abs没有参数检查，会导致if语句出错，出错信息和abs不一样。所以，这个函数定义不够完善。

让我们修改一下my\_abs的定义，对参数类型做检查，只允许整数和浮点数类型的参数。数据类型检查可以用内置函数isinstance()实现：

**def** **my\_abs**(x):

**if** **not** isinstance(x, (int, float)):

**raise** TypeError('bad operand type')

**if** x >= 0:

**return** x

**else**:

**return** -x

添加了参数检查后，如果传入错误的参数类型，函数就可以抛出一个错误：

>>> my\_abs('A')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 3, in my\_abs

TypeError: bad operand type

错误和异常处理将在后续讲到。

返回多个值

函数可以返回多个值吗？答案是肯定的。

比如在游戏中经常需要从一个点移动到另一个点，给出坐标、位移和角度，就可以计算出新的新的坐标：

**import** math

**def** **move**(x, y, step, angle=0):

nx = x + step \* math.cos(angle)

ny = y - step \* math.sin(angle)

**return** nx, ny

import math语句表示导入math包，并允许后续代码引用math包里的sin、cos等函数。

然后，我们就可以同时获得返回值：

>>> x, y = move(100, 100, 60, math.pi / 6)

>>> print(x, y)

151.96152422706632 70.0

但其实这只是一种假象，Python函数返回的仍然是单一值：

>>> r = move(100, 100, 60, math.pi / 6)

>>> print(r)

(151.96152422706632, 70.0)

原来返回值是一个tuple！但是，在语法上，返回一个tuple可以省略括号，而多个变量可以同时接收一个tuple，按位置赋给对应的值，所以，Python的函数返回多值其实就是返回一个tuple，但写起来更方便。

小结

定义函数时，需要确定函数名和参数个数；

如果有必要，可以先对参数的数据类型做检查；

函数体内部可以用return随时返回函数结果；

函数执行完毕也没有return语句时，自动return None。

函数可以同时返回多个值，但其实就是一个tuple。

练习

请定义一个函数quadratic(a, b, c)，接收3个参数，返回一元二次方程：

ax2 + bx + c = 0

的两个解。

提示：计算平方根可以调用math.sqrt()函数：

>>> **import** math

>>> math.sqrt(2)

1.4142135623730951

窗体顶端

# -\*- coding: utf-8 -\*-

import math

def quadratic(a, b, c):
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# 测试:

print(quadratic(2, 3, 1)) # => (-0.5, -1.0)

print(quadratic(1, 3, -4)) # => (1.0, -4.0)
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参考源码

[def\_func.py](https://github.com/michaelliao/learn-python3/blob/master/samples/function/def_func.py)

感觉本站内容不错，读后有收获？

#### 函数的参数

阅读: 258933

定义函数的时候，我们把参数的名字和位置确定下来，函数的接口定义就完成了。对于函数的调用者来说，只需要知道如何传递正确的参数，以及函数将返回什么样的值就够了，函数内部的复杂逻辑被封装起来，调用者无需了解。

Python的函数定义非常简单，但灵活度却非常大。除了正常定义的必选参数外，还可以使用默认参数、可变参数和关键字参数，使得函数定义出来的接口，不但能处理复杂的参数，还可以简化调用者的代码。

### 位置参数

我们先写一个计算x2的函数：

**def** **power**(x):

**return** x \* x

对于power(x)函数，参数x就是一个位置参数。

当我们调用power函数时，必须传入有且仅有的一个参数x：

>>> power(5)

25

>>> power(15)

225

现在，如果我们要计算x3怎么办？可以再定义一个power3函数，但是如果要计算x4、x5……怎么办？我们不可能定义无限多个函数。

你也许想到了，可以把power(x)修改为power(x, n)，用来计算xn，说干就干：

**def** **power**(x, n):

s = 1

**while** n > 0:

n = n - 1

s = s \* x

**return** s

对于这个修改后的power(x, n)函数，可以计算任意n次方：

>>> power(5, 2)

25

>>> power(5, 3)

125

修改后的power(x, n)函数有两个参数：x和n，这两个参数都是位置参数，调用函数时，传入的两个值按照位置顺序依次赋给参数x和n。

### 默认参数

新的power(x, n)函数定义没有问题，但是，旧的调用代码失败了，原因是我们增加了一个参数，导致旧的代码因为缺少一个参数而无法正常调用：

>>> power(5)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: power() missing 1 required positional argument: 'n'

Python的错误信息很明确：调用函数power()缺少了一个位置参数n。

这个时候，默认参数就排上用场了。由于我们经常计算x2，所以，完全可以把第二个参数n的默认值设定为2：

**def** **power**(x, n=2):

s = 1

**while** n > 0:

n = n - 1

s = s \* x

**return** s

这样，当我们调用power(5)时，相当于调用power(5, 2)：

>>> power(5)

25

>>> power(5, 2)

25

而对于n > 2的其他情况，就必须明确地传入n，比如power(5, 3)。

从上面的例子可以看出，默认参数可以简化函数的调用。设置默认参数时，有几点要注意：

一是必选参数在前，默认参数在后，否则Python的解释器会报错（思考一下为什么默认参数不能放在必选参数前面）；

二是如何设置默认参数。

当函数有多个参数时，把变化大的参数放前面，变化小的参数放后面。变化小的参数就可以作为默认参数。

使用默认参数有什么好处？最大的好处是能降低调用函数的难度。

举个例子，我们写个一年级小学生注册的函数，需要传入name和gender两个参数：

**def** **enroll**(name, gender):

print('name:', name)

print('gender:', gender)

这样，调用enroll()函数只需要传入两个参数：

>>> enroll('Sarah', 'F')

name: Sarah

gender: F

如果要继续传入年龄、城市等信息怎么办？这样会使得调用函数的复杂度大大增加。

我们可以把年龄和城市设为默认参数：

**def** **enroll**(name, gender, age=6, city='Beijing'):

print('name:', name)

print('gender:', gender)

print('age:', age)

print('city:', city)

这样，大多数学生注册时不需要提供年龄和城市，只提供必须的两个参数：

>>> enroll('Sarah', 'F')

name: Sarah

gender: F

age: 6

city: Beijing

只有与默认参数不符的学生才需要提供额外的信息：

enroll('Bob', 'M', 7)

enroll('Adam', 'M', city='Tianjin')

可见，默认参数降低了函数调用的难度，而一旦需要更复杂的调用时，又可以传递更多的参数来实现。无论是简单调用还是复杂调用，函数只需要定义一个。

有多个默认参数时，调用的时候，既可以按顺序提供默认参数，比如调用enroll('Bob', 'M', 7)，意思是，除了name，gender这两个参数外，最后1个参数应用在参数age上，city参数由于没有提供，仍然使用默认值。

也可以不按顺序提供部分默认参数。当不按顺序提供部分默认参数时，需要把参数名写上。比如调用enroll('Adam', 'M', city='Tianjin')，意思是，city参数用传进去的值，其他默认参数继续使用默认值。

默认参数很有用，但使用不当，也会掉坑里。默认参数有个最大的坑，演示如下：

先定义一个函数，传入一个list，添加一个END再返回：

**def** **add\_end**(L=[]):

L.append('END')

**return** L

当你正常调用时，结果似乎不错：

>>> add\_end([1, 2, 3])

[1, 2, 3, 'END']

>>> add\_end(['x', 'y', 'z'])

['x', 'y', 'z', 'END']

当你使用默认参数调用时，一开始结果也是对的：

>>> add\_end()

['END']

但是，再次调用add\_end()时，结果就不对了：

>>> add\_end()

['END', 'END']

>>> add\_end()

['END', 'END', 'END']

很多初学者很疑惑，默认参数是[]，但是函数似乎每次都“记住了”上次添加了'END'后的list。

原因解释如下：

Python函数在定义的时候，默认参数L的值就被计算出来了，即[]，因为默认参数L也是一个变量，它指向对象[]，每次调用该函数，如果改变了L的内容，则下次调用时，默认参数的内容就变了，不再是函数定义时的[]了。

所以，定义默认参数要牢记一点：默认参数必须指向不变对象！

要修改上面的例子，我们可以用None这个不变对象来实现：

**def** **add\_end**(L=None):

**if** L **is** None:

L = []

L.append('END')

**return** L

现在，无论调用多少次，都不会有问题：

>>> add\_end()

['END']

>>> add\_end()

['END']

为什么要设计str、None这样的不变对象呢？因为不变对象一旦创建，对象内部的数据就不能修改，这样就减少了由于修改数据导致的错误。此外，由于对象不变，多任务环境下同时读取对象不需要加锁，同时读一点问题都没有。我们在编写程序时，如果可以设计一个不变对象，那就尽量设计成不变对象。

### 可变参数

在Python函数中，还可以定义可变参数。顾名思义，可变参数就是传入的参数个数是可变的，可以是1个、2个到任意个，还可以是0个。

我们以数学题为例子，给定一组数字a，b，c……，请计算a2 + b2 + c2 + ……。

要定义出这个函数，我们必须确定输入的参数。由于参数个数不确定，我们首先想到可以把a，b，c……作为一个list或tuple传进来，这样，函数可以定义如下：

**def** **calc**(numbers):

sum = 0

**for** n **in** numbers:

sum = sum + n \* n

**return** sum

但是调用的时候，需要先组装出一个list或tuple：

>>> calc([1, 2, 3])

14

>>> calc((1, 3, 5, 7))

84

如果利用可变参数，调用函数的方式可以简化成这样：

>>> calc(1, 2, 3)

14

>>> calc(1, 3, 5, 7)

84

所以，我们把函数的参数改为可变参数：

**def** **calc**(\*numbers):

sum = 0

**for** n **in** numbers:

sum = sum + n \* n

**return** sum

定义可变参数和定义一个list或tuple参数相比，仅仅在参数前面加了一个\*号。在函数内部，参数numbers接收到的是一个tuple，因此，函数代码完全不变。但是，调用该函数时，可以传入任意个参数，包括0个参数：

>>> calc(1, 2)

5

>>> calc()

0

如果已经有一个list或者tuple，要调用一个可变参数怎么办？可以这样做：

>>> nums = [1, 2, 3]

>>> calc(nums[0], nums[1], nums[2])

14

这种写法当然是可行的，问题是太繁琐，所以Python允许你在list或tuple前面加一个\*号，把list或tuple的元素变成可变参数传进去：

>>> nums = [1, 2, 3]

>>> calc(\*nums)

14

\*nums表示把nums这个list的所有元素作为可变参数传进去。这种写法相当有用，而且很常见。

### 关键字参数

可变参数允许你传入0个或任意个参数，这些可变参数在函数调用时自动组装为一个tuple。而关键字参数允许你传入0个或任意个含参数名的参数，这些关键字参数在函数内部自动组装为一个dict。请看示例：

**def** **person**(name, age, \*\*kw):

print('name:', name, 'age:', age, 'other:', kw)

函数person除了必选参数name和age外，还接受关键字参数kw。在调用该函数时，可以只传入必选参数：

>>> person('Michael', 30)

name: Michael age: 30 other: {}

也可以传入任意个数的关键字参数：

>>> person('Bob', 35, city='Beijing')

name: Bob age: 35 other: {'city': 'Beijing'}

>>> person('Adam', 45, gender='M', job='Engineer')

name: Adam age: 45 other: {'gender': 'M', 'job': 'Engineer'}

关键字参数有什么用？它可以扩展函数的功能。比如，在person函数里，我们保证能接收到name和age这两个参数，但是，如果调用者愿意提供更多的参数，我们也能收到。试想你正在做一个用户注册的功能，除了用户名和年龄是必填项外，其他都是可选项，利用关键字参数来定义这个函数就能满足注册的需求。

和可变参数类似，也可以先组装出一个dict，然后，把该dict转换为关键字参数传进去：

>>> extra = {'city': 'Beijing', 'job': 'Engineer'}

>>> person('Jack', 24, city=extra['city'], job=extra['job'])

name: Jack age: 24 other: {'city': 'Beijing', 'job': 'Engineer'}

当然，上面复杂的调用可以用简化的写法：

>>> extra = {'city': 'Beijing', 'job': 'Engineer'}

>>> person('Jack', 24, \*\*extra)

name: Jack age: 24 other: {'city': 'Beijing', 'job': 'Engineer'}

\*\*extra表示把extra这个dict的所有key-value用关键字参数传入到函数的\*\*kw参数，kw将获得一个dict，注意kw获得的dict是extra的一份拷贝，对kw的改动不会影响到函数外的extra。

### 命名关键字参数

对于关键字参数，函数的调用者可以传入任意不受限制的关键字参数。至于到底传入了哪些，就需要在函数内部通过kw检查。

仍以person()函数为例，我们希望检查是否有city和job参数：

**def** **person**(name, age, \*\*kw):

**if** 'city' **in** kw:

*# 有city参数*

**pass**

**if** 'job' **in** kw:

*# 有job参数*

**pass**

print('name:', name, 'age:', age, 'other:', kw)

但是调用者仍可以传入不受限制的关键字参数：

>>> person('Jack', 24, city='Beijing', addr='Chaoyang', zipcode=123456)

如果要限制关键字参数的名字，就可以用命名关键字参数，例如，只接收city和job作为关键字参数。这种方式定义的函数如下：

**def** **person**(name, age, \*, city, job):

print(name, age, city, job)

和关键字参数\*\*kw不同，命名关键字参数需要一个特殊分隔符\*，\*后面的参数被视为命名关键字参数。

调用方式如下：

>>> person('Jack', 24, city='Beijing', job='Engineer')

Jack 24 Beijing Engineer

如果函数定义中已经有了一个可变参数，后面跟着的命名关键字参数就不再需要一个特殊分隔符\*了：

**def** **person**(name, age, \*args, city, job):

print(name, age, args, city, job)

命名关键字参数必须传入参数名，这和位置参数不同。如果没有传入参数名，调用将报错：

>>> person('Jack', 24, 'Beijing', 'Engineer')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: person() takes 2 positional arguments but 4 were given

由于调用时缺少参数名city和job，Python解释器把这4个参数均视为位置参数，但person()函数仅接受2个位置参数。

命名关键字参数可以有缺省值，从而简化调用：

**def** **person**(name, age, \*, city='Beijing', job):

print(name, age, city, job)

由于命名关键字参数city具有默认值，调用时，可不传入city参数：

>>> person('Jack', 24, job='Engineer')

Jack 24 Beijing Engineer

使用命名关键字参数时，要特别注意，如果没有可变参数，就必须加一个\*作为特殊分隔符。如果缺少\*，Python解释器将无法识别位置参数和命名关键字参数：

**def** **person**(name, age, city, job):

*# 缺少 \*，city和job被视为位置参数*

**pass**

### 参数组合

在Python中定义函数，可以用必选参数、默认参数、可变参数、关键字参数和命名关键字参数，这5种参数都可以组合使用。但是请注意，参数定义的顺序必须是：必选参数、默认参数、可变参数、命名关键字参数和关键字参数。

比如定义一个函数，包含上述若干种参数：

**def** **f1**(a, b, c=0, \*args, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'args =', args, 'kw =', kw)

**def** **f2**(a, b, c=0, \*, d, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'd =', d, 'kw =', kw)

在函数调用的时候，Python解释器自动按照参数位置和参数名把对应的参数传进去。

>>> f1(1, 2)

a = 1 b = 2 c = 0 args = () kw = {}

>>> f1(1, 2, c=3)

a = 1 b = 2 c = 3 args = () kw = {}

>>> f1(1, 2, 3, 'a', 'b')

a = 1 b = 2 c = 3 args = ('a', 'b') kw = {}

>>> f1(1, 2, 3, 'a', 'b', x=99)

a = 1 b = 2 c = 3 args = ('a', 'b') kw = {'x': 99}

>>> f2(1, 2, d=99, ext=None)

a = 1 b = 2 c = 0 d = 99 kw = {'ext': None}

最神奇的是通过一个tuple和dict，你也可以调用上述函数：

>>> args = (1, 2, 3, 4)

>>> kw = {'d': 99, 'x': '#'}

>>> f1(\*args, \*\*kw)

a = 1 b = 2 c = 3 args = (4,) kw = {'d': 99, 'x': '#'}

>>> args = (1, 2, 3)

>>> kw = {'d': 88, 'x': '#'}

>>> f2(\*args, \*\*kw)

a = 1 b = 2 c = 3 d = 88 kw = {'x': '#'}

所以，对于任意函数，都可以通过类似func(\*args, \*\*kw)的形式调用它，无论它的参数是如何定义的。

### 小结

Python的函数具有非常灵活的参数形态，既可以实现简单的调用，又可以传入非常复杂的参数。

默认参数一定要用不可变对象，如果是可变对象，程序运行时会有逻辑错误！

要注意定义可变参数和关键字参数的语法：

\*args是可变参数，args接收的是一个tuple；

\*\*kw是关键字参数，kw接收的是一个dict。

以及调用函数时如何传入可变参数和关键字参数的语法：

可变参数既可以直接传入：func(1, 2, 3)，又可以先组装list或tuple，再通过\*args传入：func(\*(1, 2, 3))；

关键字参数既可以直接传入：func(a=1, b=2)，又可以先组装dict，再通过\*\*kw传入：func(\*\*{'a': 1, 'b': 2})。

使用\*args和\*\*kw是Python的习惯写法，当然也可以用其他参数名，但最好使用习惯用法。

命名的关键字参数是为了限制调用者可以传入的参数名，同时可以提供默认值。

定义命名的关键字参数在没有可变参数的情况下不要忘了写分隔符\*，否则定义的将是位置参数。

### 参考源码

[var\_args.py](https://github.com/michaelliao/learn-python3/blob/master/samples/function/var_args.py)

[kw\_args.py](https://github.com/michaelliao/learn-python3/blob/master/samples/function/kw_args.py)

### 感觉本站内容不错，读后有收获？

#### 递归函数

阅读: 166680

在函数内部，可以调用其他函数。如果一个函数在内部调用自身本身，这个函数就是递归函数。

举个例子，我们来计算阶乘n! = 1 x 2 x 3 x ... x n，用函数fact(n)表示，可以看出：

fact(n) = n! = 1 x 2 x 3 x ... x (n-1) x n = (n-1)! x n = fact(n-1) x n

所以，fact(n)可以表示为n x fact(n-1)，只有n=1时需要特殊处理。

于是，fact(n)用递归的方式写出来就是：

**def** **fact**(n):

**if** n==1:

**return** 1

**return** n \* fact(n - 1)

上面就是一个递归函数。可以试试：

>>> fact(1)

1

>>> fact(5)

120

>>> fact(100)

93326215443944152681699238856266700490715968264381621468592963895217599993229915608941463976156518286253697920827223758251185210916864000000000000000000000000

如果我们计算fact(5)，可以根据函数定义看到计算过程如下：

===> fact(5)

===> 5 \* fact(4)

===> 5 \* (4 \* fact(3))

===> 5 \* (4 \* (3 \* fact(2)))

===> 5 \* (4 \* (3 \* (2 \* fact(1))))

===> 5 \* (4 \* (3 \* (2 \* 1)))

===> 5 \* (4 \* (3 \* 2))

===> 5 \* (4 \* 6)

===> 5 \* 24

===> 120

递归函数的优点是定义简单，逻辑清晰。理论上，所有的递归函数都可以写成循环的方式，但循环的逻辑不如递归清晰。

使用递归函数需要注意防止栈溢出。在计算机中，函数调用是通过栈（stack）这种数据结构实现的，每当进入一个函数调用，栈就会加一层栈帧，每当函数返回，栈就会减一层栈帧。由于栈的大小不是无限的，所以，递归调用的次数过多，会导致栈溢出。可以试试fact(1000)：

>>> fact(1000)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 4, in fact

...

File "<stdin>", line 4, in fact

RuntimeError: maximum recursion depth exceeded in comparison

解决递归调用栈溢出的方法是通过**尾递归**优化，事实上尾递归和循环的效果是一样的，所以，把循环看成是一种特殊的尾递归函数也是可以的。

尾递归是指，在函数返回的时候，调用自身本身，并且，return语句不能包含表达式。这样，编译器或者解释器就可以把尾递归做优化，使递归本身无论调用多少次，都只占用一个栈帧，不会出现栈溢出的情况。

上面的fact(n)函数由于return n \* fact(n - 1)引入了乘法表达式，所以就不是尾递归了。要改成尾递归方式，需要多一点代码，主要是要把每一步的乘积传入到递归函数中：

**def** **fact**(n):

**return** fact\_iter(n, 1)

**def** **fact\_iter**(num, product):

**if** num == 1:

**return** product

**return** fact\_iter(num - 1, num \* product)

可以看到，return fact\_iter(num - 1, num \* product)仅返回递归函数本身，num - 1和num \* product在函数调用前就会被计算，不影响函数调用。

fact(5)对应的fact\_iter(5, 1)的调用如下：

===> fact\_iter(5, 1)

===> fact\_iter(4, 5)

===> fact\_iter(3, 20)

===> fact\_iter(2, 60)

===> fact\_iter(1, 120)

===> 120

尾递归调用时，如果做了优化，栈不会增长，因此，无论多少次调用也不会导致栈溢出。

遗憾的是，大多数编程语言没有针对尾递归做优化，Python解释器也没有做优化，所以，即使把上面的fact(n)函数改成尾递归方式，也会导致栈溢出。

### 小结

使用递归函数的优点是逻辑简单清晰，缺点是过深的调用会导致栈溢出。

针对尾递归优化的语言可以通过尾递归防止栈溢出。尾递归事实上和循环是等价的，没有循环语句的编程语言只能通过尾递归实现循环。

Python标准的解释器没有针对尾递归做优化，任何递归函数都存在栈溢出的问题。

### 练习

[汉诺塔](http://baike.baidu.com/view/191666.htm)的移动可以用递归函数非常简单地实现。

请编写move(n, a, b, c)函数，它接收参数n，表示3个柱子A、B、C中第1个柱子A的盘子数量，然后打印出把所有盘子从A借助B移动到C的方法，例如：

窗体顶端

def move(n, a, b, c):

![](data:image/x-wmf;base64,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)

# 期待输出:

# A --> C

# A --> B

# C --> B

# A --> C

# B --> A

# B --> C

# A --> C

move(3, 'A', 'B', 'C')

窗体底端

### 参考源码

[recur.py](https://github.com/michaelliao/learn-python3/blob/master/samples/function/recur.py)

### 感觉本站内容不错，读后有收获？

#### 高级特性

阅读: 121495

掌握了Python的数据类型、语句和函数，基本上就可以编写出很多有用的程序了。

比如构造一个1, 3, 5, 7, ..., 99的列表，可以通过循环实现：

L = []

n = 1

while n <= 99:

L.append(n)

n = n + 2

取list的前一半的元素，也可以通过循环实现。

但是在Python中，代码不是越多越好，而是越少越好。代码不是越复杂越好，而是越简单越好。

基于这一思想，我们来介绍Python中非常有用的高级特性，1行代码能实现的功能，决不写5行代码。请始终牢记，代码越少，开发效率越高。

### 感觉本站内容不错，读后有收获？

#### 切片

阅读: 183177

取一个list或tuple的部分元素是非常常见的操作。比如，一个list如下：

>>> L = ['Michael', 'Sarah', 'Tracy', 'Bob', 'Jack']

取前3个元素，应该怎么做？

笨办法：

>>> [L[0], L[1], L[2]]

['Michael', 'Sarah', 'Tracy']

之所以是笨办法是因为扩展一下，取前N个元素就没辙了。

取前N个元素，也就是索引为0-(N-1)的元素，可以用循环：

>>> r = []

>>> n = 3

>>> **for** i **in** range(n):

... r.append(L[i])

...

>>> r

['Michael', 'Sarah', 'Tracy']

对这种经常取指定索引范围的操作，用循环十分繁琐，因此，Python提供了切片（Slice）操作符，能大大简化这种操作。

对应上面的问题，取前3个元素，用一行代码就可以完成切片：

>>> L[0:3]

['Michael', 'Sarah', 'Tracy']

L[0:3]表示，从索引0开始取，直到索引3为止，但不包括索引3。即索引0，1，2，正好是3个元素。

如果第一个索引是0，还可以省略：

>>> L[:3]

['Michael', 'Sarah', 'Tracy']

也可以从索引1开始，取出2个元素出来：

>>> L[1:3]

['Sarah', 'Tracy']

类似的，既然Python支持L[-1]取倒数第一个元素，那么它同样支持倒数切片，试试：

>>> L[-2:]

['Bob', 'Jack']

>>> L[-2:-1]

['Bob']

记住倒数第一个元素的索引是-1。

切片操作十分有用。我们先创建一个0-99的数列：

>>> L = list(range(100))

>>> L

[0, 1, 2, 3, ..., 99]

可以通过切片轻松取出某一段数列。比如前10个数：

>>> L[:10]

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

后10个数：

>>> L[-10:]

[90, 91, 92, 93, 94, 95, 96, 97, 98, 99]

前11-20个数：

>>> L[10:20]

[10, 11, 12, 13, 14, 15, 16, 17, 18, 19]

前10个数，每两个取一个：

>>> L[:10:2]

[0, 2, 4, 6, 8]

所有数，每5个取一个：

>>> L[::5]

[0, 5, 10, 15, 20, 25, 30, 35, 40, 45, 50, 55, 60, 65, 70, 75, 80, 85, 90, 95]

甚至什么都不写，只写[:]就可以原样复制一个list：

>>> L[:]

[0, 1, 2, 3, ..., 99]

tuple也是一种list，唯一区别是tuple不可变。因此，tuple也可以用切片操作，只是操作的结果仍是tuple：

>>> (0, 1, 2, 3, 4, 5)[:3]

(0, 1, 2)

字符串'xxx'也可以看成是一种list，每个元素就是一个字符。因此，字符串也可以用切片操作，只是操作结果仍是字符串：

>>> 'ABCDEFG'[:3]

'ABC'

>>> 'ABCDEFG'[::2]

'ACEG'

在很多编程语言中，针对字符串提供了很多各种截取函数（例如，substring），其实目的就是对字符串切片。Python没有针对字符串的截取函数，只需要切片一个操作就可以完成，非常简单。

### 小结

有了切片操作，很多地方循环就不再需要了。Python的切片非常灵活，一行代码就可以实现很多行循环才能完成的操作。

### 参考源码

[do\_slice.py](https://github.com/michaelliao/learn-python3/blob/master/samples/advance/do_slice.py)

### 感觉本站内容不错，读后有收获？

#### 迭代

阅读: 163682

如果给定一个list或tuple，我们可以通过for循环来遍历这个list或tuple，这种遍历我们称为迭代（Iteration）。

在Python中，迭代是通过for ... in来完成的，而很多语言比如C或者Java，迭代list是通过下标完成的，比如Java代码：

for (i=0; i<list.length; i++) {

n = list[i];

}

可以看出，Python的for循环抽象程度要高于Java的for循环，因为Python的for循环不仅可以用在list或tuple上，还可以作用在其他可迭代对象上。

list这种数据类型虽然有下标，但很多其他数据类型是没有下标的，但是，只要是可迭代对象，无论有无下标，都可以迭代，比如dict就可以迭代：

>>> d = {'a': 1, 'b': 2, 'c': 3}

>>> **for** key **in** d:

... print(key)

...

a

c

b

因为dict的存储不是按照list的方式顺序排列，所以，迭代出的结果顺序很可能不一样。

默认情况下，dict迭代的是key。如果要迭代value，可以用for value in d.values()，如果要同时迭代key和value，可以用for k, v in d.items()。

由于字符串也是可迭代对象，因此，也可以作用于for循环：

>>> **for** ch **in** 'ABC':

... print(ch)

...

A

B

C

所以，当我们使用for循环时，只要作用于一个可迭代对象，for循环就可以正常运行，而我们不太关心该对象究竟是list还是其他数据类型。

那么，如何判断一个对象是可迭代对象呢？方法是通过collections模块的Iterable类型判断：

>>> **from** collections **import** Iterable

>>> isinstance('abc', Iterable) *# str是否可迭代*

True

>>> isinstance([1,2,3], Iterable) *# list是否可迭代*

True

>>> isinstance(123, Iterable) *# 整数是否可迭代*

False

最后一个小问题，如果要对list实现类似Java那样的下标循环怎么办？Python内置的enumerate函数可以把一个list变成索引-元素对，这样就可以在for循环中同时迭代索引和元素本身：

>>> **for** i, value **in** enumerate(['A', 'B', 'C']):

... print(i, value)

...

0 A

1 B

2 C

上面的for循环里，同时引用了两个变量，在Python里是很常见的，比如下面的代码：

>>> **for** x, y **in** [(1, 1), (2, 4), (3, 9)]:

... print(x, y)

...

1 1

2 4

3 9

### 小结

任何可迭代对象都可以作用于for循环，包括我们自定义的数据类型，只要符合迭代条件，就可以使用for循环。

### 参考源码

[do\_iter.py](https://github.com/michaelliao/learn-python3/blob/master/samples/advance/do_iter.py)

### 感觉本站内容不错，读后有收获？

#### 列表生成式

阅读: 173720

列表生成式即List Comprehensions，是Python内置的非常简单却强大的可以用来创建list的生成式。

举个例子，要生成list [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]可以用list(range(1, 11))：

>>> list(range(1, 11))

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

但如果要生成[1x1, 2x2, 3x3, ..., 10x10]怎么做？方法一是循环：

>>> L = []

>>> **for** x **in** range(1, 11):

... L.append(x \* x)

...

>>> L

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

但是循环太繁琐，而列表生成式则可以用一行语句代替循环生成上面的list：

>>> [x \* x **for** x **in** range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

写列表生成式时，把要生成的元素x \* x放到前面，后面跟for循环，就可以把list创建出来，十分有用，多写几次，很快就可以熟悉这种语法。

for循环后面还可以加上if判断，这样我们就可以筛选出仅偶数的平方：

>>> [x \* x **for** x **in** range(1, 11) **if** x % 2 == 0]

[4, 16, 36, 64, 100]

还可以使用两层循环，可以生成全排列：

>>> [m + n **for** m **in** 'ABC' **for** n **in** 'XYZ']

['AX', 'AY', 'AZ', 'BX', 'BY', 'BZ', 'CX', 'CY', 'CZ']

三层和三层以上的循环就很少用到了。

运用列表生成式，可以写出非常简洁的代码。例如，列出当前目录下的所有文件和目录名，可以通过一行代码实现：

>>> **import** os *# 导入os模块，模块的概念后面讲到*

>>> [d **for** d **in** os.listdir('.')] *# os.listdir可以列出文件和目录*

['.emacs.d', '.ssh', '.Trash', 'Adlm', 'Applications', 'Desktop', 'Documents', 'Downloads', 'Library', 'Movies', 'Music', 'Pictures', 'Public', 'VirtualBox VMs', 'Workspace', 'XCode']

for循环其实可以同时使用两个甚至多个变量，比如dict的items()可以同时迭代key和value：

>>> d = {'x': 'A', 'y': 'B', 'z': 'C' }

>>> **for** k, v **in** d.items():

... print(k, '=', v)

...

y = B

x = A

z = C

因此，列表生成式也可以使用两个变量来生成list：

>>> d = {'x': 'A', 'y': 'B', 'z': 'C' }

>>> [k + '=' + v **for** k, v **in** d.items()]

['y=B', 'x=A', 'z=C']

最后把一个list中所有的字符串变成小写：

>>> L = ['Hello', 'World', 'IBM', 'Apple']

>>> [s.lower() **for** s **in** L]

['hello', 'world', 'ibm', 'apple']

### 练习

如果list中既包含字符串，又包含整数，由于非字符串类型没有lower()方法，所以列表生成式会报错：

>>> L = ['Hello', 'World', 18, 'Apple', None]

>>> [s.lower() for s in L]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 1, in <listcomp>

AttributeError: 'int' object has no attribute 'lower'

使用内建的isinstance函数可以判断一个变量是不是字符串：

>>> x = 'abc'

>>> y = 123

>>> isinstance(x, str)

True

>>> isinstance(y, str)

False

请修改列表生成式，通过添加if语句保证列表生成式能正确地执行：

窗体顶端

# -\*- coding: utf-8 -\*-

L1 = ['Hello', 'World', 18, 'Apple', None]

![](data:image/x-wmf;base64,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)

# 期待输出: ['hello', 'world', 'apple']

print(L2)

窗体底端

### 小结

运用列表生成式，可以快速生成list，可以通过一个list推导出另一个list，而代码却十分简洁。

### 参考源码

[do\_listcompr.py](https://github.com/michaelliao/learn-python3/blob/master/samples/advance/do_listcompr.py)

### 感觉本站内容不错，读后有收获？

#### 生成器

阅读: 204634

通过列表生成式，我们可以直接创建一个列表。但是，受到内存限制，列表容量肯定是有限的。而且，创建一个包含100万个元素的列表，不仅占用很大的存储空间，如果我们仅仅需要访问前面几个元素，那后面绝大多数元素占用的空间都白白浪费了。

所以，如果列表元素可以按照某种算法推算出来，那我们是否可以在循环的过程中不断推算出后续的元素呢？这样就不必创建完整的list，从而节省大量的空间。在Python中，这种一边循环一边计算的机制，称为生成器：generator。

要创建一个generator，有很多种方法。第一种方法很简单，只要把一个列表生成式的[]改成()，就创建了一个generator：

>>> L = [x \* x **for** x **in** range(10)]

>>> L

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

>>> g = (x \* x **for** x **in** range(10))

>>> g

<generator object <genexpr> at 0x1022ef630>

创建L和g的区别仅在于最外层的[]和()，L是一个list，而g是一个generator。

我们可以直接打印出list的每一个元素，但我们怎么打印出generator的每一个元素呢？

如果要一个一个打印出来，可以通过next()函数获得generator的下一个返回值：

>>> **next**(g)

0

>>> **next**(g)

1

>>> **next**(g)

4

>>> **next**(g)

9

>>> **next**(g)

16

>>> **next**(g)

25

>>> **next**(g)

36

>>> **next**(g)

49

>>> **next**(g)

64

>>> **next**(g)

81

>>> **next**(g)

Traceback (most recent call last):

File "<stdin>", line 1, **in** <**module**>

StopIteration

我们讲过，generator保存的是算法，每次调用next(g)，就计算出g的下一个元素的值，直到计算到最后一个元素，没有更多的元素时，抛出StopIteration的错误。

当然，上面这种不断调用next(g)实在是太变态了，正确的方法是使用for循环，因为generator也是可迭代对象：

>>> g = (x \* x **for** x **in** range(10))

>>> **for** n **in** g:

... print(n)

...

0

1

4

9

16

25

36

49

64

81

所以，我们创建了一个generator后，基本上永远不会调用next()，而是通过for循环来迭代它，并且不需要关心StopIteration的错误。

generator非常强大。如果推算的算法比较复杂，用类似列表生成式的for循环无法实现的时候，还可以用函数来实现。

比如，著名的斐波拉契数列（Fibonacci），除第一个和第二个数外，任意一个数都可由前两个数相加得到：

1, 1, 2, 3, 5, 8, 13, 21, 34, ...

斐波拉契数列用列表生成式写不出来，但是，用函数把它打印出来却很容易：

**def** **fib**(max):

n, a, b = 0, 0, 1

**while** n < max:

print(b)

a, b = b, a + b

n = n + 1

**return** 'done'

注意，赋值语句：

a, b = b, a + b

相当于：

t = (b, a + b) # t是一个tuple

a = t[0]

b = t[1]

但不必显式写出临时变量t就可以赋值。

上面的函数可以输出斐波那契数列的前N个数：

>>> fib(6)

1

1

2

3

5

8

'done'

仔细观察，可以看出，fib函数实际上是定义了斐波拉契数列的推算规则，可以从第一个元素开始，推算出后续任意的元素，这种逻辑其实非常类似generator。

也就是说，上面的函数和generator仅一步之遥。要把fib函数变成generator，只需要把print(b)改为yield b就可以了：

**def** **fib**(max):

n, a, b = 0, 0, 1

**while** n < max:

**yield** b

a, b = b, a + b

n = n + 1

**return** 'done'

这就是定义generator的另一种方法。如果一个函数定义中包含yield关键字，那么这个函数就不再是一个普通函数，而是一个generator：

>>> f = fib(6)

>>> f

<generator object fib at 0x104feaaa0>

这里，最难理解的就是generator和函数的执行流程不一样。函数是顺序执行，遇到return语句或者最后一行函数语句就返回。而变成generator的函数，在每次调用next()的时候执行，遇到yield语句返回，再次执行时从上次返回的yield语句处继续执行。

举个简单的例子，定义一个generator，依次返回数字1，3，5：

**def** **odd**():

print('step 1')

**yield** 1

print('step 2')

**yield**(3)

print('step 3')

**yield**(5)

调用该generator时，首先要生成一个generator对象，然后用next()函数不断获得下一个返回值：

>>> o = odd()

>>> **next**(o)

step 1

1

>>> **next**(o)

step 2

3

>>> **next**(o)

step 3

5

>>> **next**(o)

Traceback (most recent call last):

File "<stdin>", line 1, **in** <**module**>

StopIteration

可以看到，odd不是普通函数，而是generator，在执行过程中，遇到yield就中断，下次又继续执行。执行3次yield后，已经没有yield可以执行了，所以，第4次调用next(o)就报错。

回到fib的例子，我们在循环过程中不断调用yield，就会不断中断。当然要给循环设置一个条件来退出循环，不然就会产生一个无限数列出来。

同样的，把函数改成generator后，我们基本上从来不会用next()来获取下一个返回值，而是直接使用for循环来迭代：

>>> **for** n **in** fib(6):

... print(n)

...

1

1

2

3

5

8

但是用for循环调用generator时，发现拿不到generator的return语句的返回值。如果想要拿到返回值，必须捕获StopIteration错误，返回值包含在StopIteration的value中：

>>> g = fib(6)

>>> **while** True:

... **try**:

... x = next(g)

... print('g:', x)

... **except** StopIteration **as** e:

... print('Generator return value:', e.value)

... **break**

...

g: 1

g: 1

g: 2

g: 3

g: 5

g: 8

Generator **return** value: done

关于如何捕获错误，后面的错误处理还会详细讲解。

### 练习

[杨辉三角](http://baike.baidu.com/view/7804.htm)定义如下：

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

1 5 10 10 5 1

把每一行看做一个list，试写一个generator，不断输出下一行的list：

窗体顶端

# -\*- coding: utf-8 -\*-

def triangles():

![](data:image/x-wmf;base64,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)

# 期待输出:

# [1]

# [1, 1]

# [1, 2, 1]

# [1, 3, 3, 1]

# [1, 4, 6, 4, 1]

# [1, 5, 10, 10, 5, 1]

# [1, 6, 15, 20, 15, 6, 1]

# [1, 7, 21, 35, 35, 21, 7, 1]

# [1, 8, 28, 56, 70, 56, 28, 8, 1]

# [1, 9, 36, 84, 126, 126, 84, 36, 9, 1]

n = 0

for t in triangles():

print(t)

n = n + 1

if n == 10:

break

窗体底端

### 小结

generator是非常强大的工具，在Python中，可以简单地把列表生成式改成generator，也可以通过函数实现复杂逻辑的generator。

要理解generator的工作原理，它是在for循环的过程中不断计算出下一个元素，并在适当的条件结束for循环。对于函数改成的generator来说，遇到return语句或者执行到函数体最后一行语句，就是结束generator的指令，for循环随之结束。

请注意区分普通函数和generator函数，普通函数调用直接返回结果：

>>> r = abs(6)

>>> r

6

generator函数的“调用”实际返回一个generator对象：

>>> g = fib(6)

>>> g

<generator object fib at 0x1022ef948>

### 参考源码

[do\_generator.py](https://github.com/michaelliao/learn-python3/blob/master/samples/advance/do_generator.py)

### 感觉本站内容不错，读后有收获？

#### 迭代器

阅读: 149837

我们已经知道，可以直接作用于for循环的数据类型有以下几种：

一类是集合数据类型，如list、tuple、dict、set、str等；

一类是generator，包括生成器和带yield的generator function。

这些可以直接作用于for循环的对象统称为可迭代对象：Iterable。

可以使用isinstance()判断一个对象是否是Iterable对象：

>>> **from** collections **import** Iterable

>>> isinstance([], Iterable)

True

>>> isinstance({}, Iterable)

True

>>> isinstance('abc', Iterable)

True

>>> isinstance((x **for** x **in** range(10)), Iterable)

True

>>> isinstance(100, Iterable)

False

而生成器不但可以作用于for循环，还可以被next()函数不断调用并返回下一个值，直到最后抛出StopIteration错误表示无法继续返回下一个值了。

可以被next()函数调用并不断返回下一个值的对象称为迭代器：Iterator。

可以使用isinstance()判断一个对象是否是Iterator对象：

>>> **from** collections **import** Iterator

>>> isinstance((x **for** x **in** range(10)), Iterator)

True

>>> isinstance([], Iterator)

False

>>> isinstance({}, Iterator)

False

>>> isinstance('abc', Iterator)

False

生成器都是Iterator对象，但list、dict、str虽然是Iterable，却不是Iterator。

把list、dict、str等Iterable变成Iterator可以使用iter()函数：

>>> isinstance(iter([]), Iterator)

True

>>> isinstance(iter('abc'), Iterator)

True

你可能会问，为什么list、dict、str等数据类型不是Iterator？

这是因为Python的Iterator对象表示的是一个数据流，Iterator对象可以被next()函数调用并不断返回下一个数据，直到没有数据时抛出StopIteration错误。可以把这个数据流看做是一个有序序列，但我们却不能提前知道序列的长度，只能不断通过next()函数实现按需计算下一个数据，所以Iterator的计算是惰性的，只有在需要返回下一个数据时它才会计算。

Iterator甚至可以表示一个无限大的数据流，例如全体自然数。而使用list是永远不可能存储全体自然数的。

### 小结

凡是可作用于for循环的对象都是Iterable类型；

凡是可作用于next()函数的对象都是Iterator类型，它们表示一个惰性计算的序列；

集合数据类型如list、dict、str等是Iterable但不是Iterator，不过可以通过iter()函数获得一个Iterator对象。

Python的for循环本质上就是通过不断调用next()函数实现的，例如：

**for** x **in** [1, 2, 3, 4, 5]:

**pass**

实际上完全等价于：

*# 首先获得Iterator对象:*

it = iter([1, 2, 3, 4, 5])

*# 循环:*

**while** True:

**try**:

*# 获得下一个值:*

x = next(it)

**except** StopIteration:

*# 遇到StopIteration就退出循环*

**break**

### 参考源码

[do\_iter.py](https://github.com/michaelliao/learn-python3/blob/master/samples/advance/do_iter.py)

### 感觉本站内容不错，读后有收获？

#### 函数式编程

阅读: 109820

函数是Python内建支持的一种封装，我们通过把大段代码拆成函数，通过一层一层的函数调用，就可以把复杂任务分解成简单的任务，这种分解可以称之为面向过程的程序设计。函数就是面向过程的程序设计的基本单元。

而函数式编程（请注意多了一个“式”字）——Functional Programming，虽然也可以归结到面向过程的程序设计，但其思想更接近数学计算。

我们首先要搞明白计算机（Computer）和计算（Compute）的概念。

在计算机的层次上，CPU执行的是加减乘除的指令代码，以及各种条件判断和跳转指令，所以，汇编语言是最贴近计算机的语言。

而计算则指数学意义上的计算，越是抽象的计算，离计算机硬件越远。

对应到编程语言，就是越低级的语言，越贴近计算机，抽象程度低，执行效率高，比如C语言；越高级的语言，越贴近计算，抽象程度高，执行效率低，比如Lisp语言。

函数式编程就是一种抽象程度很高的编程范式，纯粹的函数式编程语言编写的函数没有变量，因此，任意一个函数，只要输入是确定的，输出就是确定的，这种纯函数我们称之为没有副作用。而允许使用变量的程序设计语言，由于函数内部的变量状态不确定，同样的输入，可能得到不同的输出，因此，这种函数是有副作用的。

函数式编程的一个特点就是，允许把函数本身作为参数传入另一个函数，还允许返回一个函数！

Python对函数式编程提供部分支持。由于Python允许使用变量，因此，Python不是纯函数式编程语言。

### 感觉本站内容不错，读后有收获？

#### 高阶函数

阅读: 127102

高阶函数英文叫Higher-order function。什么是高阶函数？我们以实际代码为例子，一步一步深入概念。

### 变量可以指向函数

以Python内置的求绝对值的函数abs()为例，调用该函数用以下代码：

>>> abs(-10)

10

但是，如果只写abs呢？

>>> abs

<built-**in** **function** abs>

可见，abs(-10)是函数调用，而abs是函数本身。

要获得函数调用结果，我们可以把结果赋值给变量：

>>> x = abs(-10)

>>> x

10

但是，如果把函数本身赋值给变量呢？

>>> f = abs

>>> f

<built-**in** **function** abs>

结论：函数本身也可以赋值给变量，即：变量可以指向函数。

如果一个变量指向了一个函数，那么，可否通过该变量来调用这个函数？用代码验证一下：

>>> f = abs

>>> f(-10)

10

成功！说明变量f现在已经指向了abs函数本身。直接调用abs()函数和调用变量f()完全相同。

### 函数名也是变量

那么函数名是什么呢？函数名其实就是指向函数的变量！对于abs()这个函数，完全可以把函数名abs看成变量，它指向一个可以计算绝对值的函数！

如果把abs指向其他对象，会有什么情况发生？

>>> abs = 10

>>> abs(-10)

Traceback (most recent **call** **last**):

File "<stdin>", line 1, **in** <**module**>

TypeError: 'int' object **is** **not** callable

把abs指向10后，就无法通过abs(-10)调用该函数了！因为abs这个变量已经不指向求绝对值函数而是指向一个整数10！

当然实际代码绝对不能这么写，这里是为了说明函数名也是变量。要恢复abs函数，请重启Python交互环境。

注：由于abs函数实际上是定义在import builtins模块中的，所以要让修改abs变量的指向在其它模块也生效，要用import builtins; builtins.abs = 10。

### 传入函数

既然变量可以指向函数，函数的参数能接收变量，那么一个函数就可以接收另一个函数作为参数，这种函数就称之为高阶函数。

一个最简单的高阶函数：

**def** **add**(x, y, f):

**return** f(x) + f(y)

当我们调用add(-5, 6, abs)时，参数x，y和f分别接收-5，6和abs，根据函数定义，我们可以推导计算过程为：

x = -5

y = 6

f = abs

f(x) + f(y) ==> abs(-5) + abs(6) ==> 11

**return** 11

用代码验证一下：

>>> add(-5, 6, abs)

11

编写高阶函数，就是让函数的参数能够接收别的函数。

### 小结

把函数作为参数传入，这样的函数称为高阶函数，函数式编程就是指这种高度抽象的编程范式。

### 感觉本站内容不错，读后有收获？

#### map/reduce

阅读: 186881

Python内建了map()和reduce()函数。

如果你读过Google的那篇大名鼎鼎的论文“[MapReduce: Simplified Data Processing on Large Clusters](http://research.google.com/archive/mapreduce.html)”，你就能大概明白map/reduce的概念。

我们先看map。map()函数接收两个参数，一个是函数，一个是Iterable，map将传入的函数依次作用到序列的每个元素，并把结果作为新的Iterator返回。

举例说明，比如我们有一个函数f(x)=x2，要把这个函数作用在一个list [1, 2, 3, 4, 5, 6, 7, 8, 9]上，就可以用map()实现如下：
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现在，我们用Python代码实现：

>>> **def** **f**(x):

... **return** x \* x

...

>>> r = map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])

>>> list(r)

[1, 4, 9, 16, 25, 36, 49, 64, 81]

map()传入的第一个参数是f，即函数对象本身。由于结果r是一个Iterator，Iterator是惰性序列，因此通过list()函数让它把整个序列都计算出来并返回一个list。

你可能会想，不需要map()函数，写一个循环，也可以计算出结果：

L = []

**for** n **in** [1, 2, 3, 4, 5, 6, 7, 8, 9]:

L.append(f(n))

print(L)

的确可以，但是，从上面的循环代码，能一眼看明白“把f(x)作用在list的每一个元素并把结果生成一个新的list”吗？

所以，map()作为高阶函数，事实上它把运算规则抽象了，因此，我们不但可以计算简单的f(x)=x2，还可以计算任意复杂的函数，比如，把这个list所有数字转为字符串：

>>> list(map(str, [1, 2, 3, 4, 5, 6, 7, 8, 9]))

['1', '2', '3', '4', '5', '6', '7', '8', '9']

只需要一行代码。

再看reduce的用法。reduce把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce把结果继续和序列的下一个元素做累积计算，其效果就是：

reduce(f, [x1, x2, x3, x4]) = f(f(f(x1, x2), x3), x4)

比方说对一个序列求和，就可以用reduce实现：

>>> **from** functools **import** reduce

>>> **def** **add**(x, y):

... **return** x + y

...

>>> reduce(add, [1, 3, 5, 7, 9])

25

当然求和运算可以直接用Python内建函数sum()，没必要动用reduce。

但是如果要把序列[1, 3, 5, 7, 9]变换成整数13579，reduce就可以派上用场：

>>> **from** functools **import** reduce

>>> **def** **fn**(x, y):

... **return** x \* 10 + y

...

>>> reduce(fn, [1, 3, 5, 7, 9])

13579

这个例子本身没多大用处，但是，如果考虑到字符串str也是一个序列，对上面的例子稍加改动，配合map()，我们就可以写出把str转换为int的函数：

>>> **from** functools **import** reduce

>>> **def** **fn**(x, y):

... **return** x \* 10 + y

...

>>> **def** **char2num**(s):

... **return** {'0': 0, '1': 1, '2': 2, '3': 3, '4': 4, '5': 5, '6': 6, '7': 7, '8': 8, '9': 9}[s]

...

>>> reduce(fn, map(char2num, '13579'))

13579

整理成一个str2int的函数就是：

**from** functools **import** reduce

**def** **str2int**(s):

**def** **fn**(x, y):

**return** x \* 10 + y

**def** **char2num**(s):

**return** {'0': 0, '1': 1, '2': 2, '3': 3, '4': 4, '5': 5, '6': 6, '7': 7, '8': 8, '9': 9}[s]

**return** reduce(fn, map(char2num, s))

还可以用lambda函数进一步简化成：

**from** functools **import** reduce

**def** **char2num**(s):

**return** {'0': 0, '1': 1, '2': 2, '3': 3, '4': 4, '5': 5, '6': 6, '7': 7, '8': 8, '9': 9}[s]

**def** **str2int**(s):

**return** reduce(**lambda** x, y: x \* 10 + y, map(char2num, s))

也就是说，假设Python没有提供int()函数，你完全可以自己写一个把字符串转化为整数的函数，而且只需要几行代码！

lambda函数的用法在后面介绍。

### 练习

利用map()函数，把用户输入的不规范的英文名字，变为首字母大写，其他小写的规范名字。输入：['adam', 'LISA', 'barT']，输出：['Adam', 'Lisa', 'Bart']：

窗体顶端

# -\*- coding: utf-8 -\*-

![](data:image/x-wmf;base64,183GmgAAAAAAAPMAuQBgAAAAAAA7VwEACQAAA1wFAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMArkA8wADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwALkAAQAAAPIACQAAAB0GIQDwAAEA8gC4AAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AC4AAEAAAAAAAkAAAAdBiEA8AABAPEAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAtwABAAEA8QAJAAAAHQYhAPAAAQDwALcAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwALYAAQABAAEACQAAAB0GIQDwAAEA7wABAAIABQAAAAsCAAAAAAUAAAAMArkA8wAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgDgAKYABAAAAC0BAwAJAAAAHQYhAPAAEQABABMA8AAJAAAAHQYhAPAAAQAQACMA4AAEAAAALQECAAkAAAAdBiEA8AAQAAEAEwDgAAkAAAAdBiEA8AABAA8AEwDhAAQAAAAtAQEACQAAAB0GIQDwAA8AAQAUAO8ACQAAAB0GIQDwAAEADgAiAOEABAAAAC0BAAAJAAAAHQYhAPAADgABABQA4QAJAAAAHQYhAPAAAQANABQA4gAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAVAOIABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABEAEwDgAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAcQARACQA4AAEAAAALQEDAAkAAAAdBiEA8AARAAEAAgDwAAkAAAAdBiEA8AABABAAEgDgAAQAAAAtAQIACQAAAB0GIQDwABAAAQACAOAACQAAAB0GIQDwAAEADwACAOEABAAAAC0BAQAJAAAAHQYhAPAADwABAAMA7wAJAAAAHQYhAPAAAQAOABEA4QAEAAAALQEAAAkAAAAdBiEA8AAOAAEAAwDhAAkAAAAdBiEA8AABAA0AAwDiAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAEAOIABAAAAC0BAAAJAAAAHQYhAPAAAQABAAoA6QAEAAAALQEAAAkAAAAdBiEA8AABAAMACwDoAAQAAAAtAQAACQAAAB0GIQDwAAEABQAMAOcABAAAAC0BAAAJAAAAHQYhAPAAAQAHAA0A5gAEAAAALQEBAAkAAAAdBiEA8AABAAEACQDoAAQAAAAtAQEACQAAAB0GIQDwAAEAAwAKAOcABAAAAC0BAQAJAAAAHQYhAPAAAQAFAAsA5gAEAAAALQEBAAkAAAAdBiEA8AABAAcADADlAAQAAAAtAQMACQAAAB0GIQDwABEAAQCVAPAACQAAAB0GIQDwAAEAEAClAOAABAAAAC0BAgAJAAAAHQYhAPAAEAABAJUA4AAJAAAAHQYhAPAAAQAPAJUA4QAEAAAALQEBAAkAAAAdBiEA8AAPAAEAlgDvAAkAAAAdBiEA8AABAA4ApADhAAQAAAAtAQAACQAAAB0GIQDwAA4AAQCWAOEACQAAAB0GIQDwAAEADQCWAOIABAAAAC0BBAAJAAAAHQYhAPAADQANAJcA4gAEAAAALQEAAAkAAAAdBiEA8AABAAEAoADpAAQAAAAtAQAACQAAAB0GIQDwAAEAAwCfAOgABAAAAC0BAAAJAAAAHQYhAPAAAQAFAJ4A5wAEAAAALQEAAAkAAAAdBiEA8AABAAcAnQDmAAQAAAAtAQEACQAAAB0GIQDwAAEAAQCfAOgABAAAAC0BAQAJAAAAHQYhAPAAAQADAJ4A5wAEAAAALQEBAAkAAAAdBiEA8AABAAUAnQDmAAQAAAAtAQEACQAAAB0GIQDwAAEABwCcAOUABAAAAC0BAwAJAAAAHQYhAPAAEQABAKYAJQAJAAAAHQYhAPAAAQARALYAFAAEAAAALQECAAkAAAAdBiEA8AAQAAEApgAUAAkAAAAdBiEA8AABABAApgAVAAQAAAAtAQEACQAAAB0GIQDwAA8AAQCnACQACQAAAB0GIQDwAAEADwC1ABUABAAAAC0BAAAJAAAAHQYhAPAADgABAKcAFQAJAAAAHQYhAPAAAQAOAKcAFgAEAAAALQEEAAkAAAAdBiEA8AANAA4AqAAWAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAEQAAAKYAFAAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABEAqACmACYABAAAAC0BAwAJAAAAHQYhAPAAEQABAKYAEwAJAAAAHQYhAPAAAQARALYAAgAEAAAALQECAAkAAAAdBiEA8AAQAAEApgACAAkAAAAdBiEA8AABABAApgADAAQAAAAtAQEACQAAAB0GIQDwAA8AAQCnABIACQAAAB0GIQDwAAEADwC1AAMABAAAAC0BAAAJAAAAHQYhAPAADgABAKcAAwAJAAAAHQYhAPAAAQAOAKcABAAEAAAALQEEAAkAAAAdBiEA8AANAA4AqAAEAAQAAAAtAQAACQAAAB0GIQDwAAEAAQCvAAoABAAAAC0BAAAJAAAAHQYhAPAAAwABAK4ACwAEAAAALQEAAAkAAAAdBiEA8AAFAAEArQAMAAQAAAAtAQAACQAAAB0GIQDwAAcAAQCsAA0ABAAAAC0BAQAJAAAAHQYhAPAAAQABAK4ACQAEAAAALQEBAAkAAAAdBiEA8AADAAEArQAKAAQAAAAtAQEACQAAAB0GIQDwAAUAAQCsAAsABAAAAC0BAQAJAAAAHQYhAPAABwABAKsADAAEAAAALQEDAAkAAAAdBiEA8AARAAEApgDfAAkAAAAdBiEA8AABABEAtgDOAAQAAAAtAQIACQAAAB0GIQDwABAAAQCmAM4ACQAAAB0GIQDwAAEAEACmAM8ABAAAAC0BAQAJAAAAHQYhAPAADwABAKcA3gAJAAAAHQYhAPAAAQAPALUAzwAEAAAALQEAAAkAAAAdBiEA8AAOAAEApwDPAAkAAAAdBiEA8AABAA4ApwDQAAQAAAAtAQQACQAAAB0GIQDwAA0ADgCoANAABAAAAC0BAAAJAAAAHQYhAPAAAQABAK8A2QAEAAAALQEAAAkAAAAdBiEA8AADAAEArgDYAAQAAAAtAQAACQAAAB0GIQDwAAUAAQCtANcABAAAAC0BAAAJAAAAHQYhAPAABwABAKwA1gAEAAAALQEBAAkAAAAdBiEA8AABAAEArgDYAAQAAAAtAQEACQAAAB0GIQDwAAMAAQCtANcABAAAAC0BAQAJAAAAHQYhAPAABQABAKwA1gAEAAAALQEBAAkAAAAdBiEA8AAHAAEAqwDVAAUAAAABAvDw8AALAAAAMgoAAAAAAAACAOAApgDxALcABQAAAAECAQAAAAQAAAAnAf//AwAAAAAA)

# 测试:

L1 = ['adam', 'LISA', 'barT']

L2 = list(map(normalize, L1))

print(L2)

窗体底端

Python提供的sum()函数可以接受一个list并求和，请编写一个prod()函数，可以接受一个list并利用reduce()求积：

窗体顶端

# -\*- coding: utf-8 -\*-

from functools import reduce

def prod(L):

![](data:image/x-wmf;base64,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)

print('3 \* 5 \* 7 \* 9 =', prod([3, 5, 7, 9]))

窗体底端

利用map和reduce编写一个str2float函数，把字符串'123.456'转换成浮点数123.456：

窗体顶端

# -\*- coding: utf-8 -\*-

from functools import reduce

def str2float(s):

![](data:image/x-wmf;base64,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)

print('str2float(\'123.456\') =', str2float('123.456'))
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### 参考代码

[do\_map.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/do_map.py)

[do\_reduce.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/do_reduce.py)

### 感觉本站内容不错，读后有收获？

#### filter

阅读: 133697

Python内建的filter()函数用于过滤序列。

和map()类似，filter()也接收一个函数和一个序列。和map()不同的是，filter()把传入的函数依次作用于每个元素，然后根据返回值是True还是False决定保留还是丢弃该元素。

例如，在一个list中，删掉偶数，只保留奇数，可以这么写：

**def** **is\_odd**(n):

**return** n % 2 == 1

list(filter(is\_odd, [1, 2, 4, 5, 6, 9, 10, 15]))

*# 结果: [1, 5, 9, 15]*

把一个序列中的空字符串删掉，可以这么写：

**def** **not\_empty**(s):

**return** s **and** s.strip()

list(filter(not\_empty, ['A', '', 'B', None, 'C', ' ']))

*# 结果: ['A', 'B', 'C']*

可见用filter()这个高阶函数，关键在于正确实现一个“筛选”函数。

注意到filter()函数返回的是一个Iterator，也就是一个惰性序列，所以要强迫filter()完成计算结果，需要用list()函数获得所有结果并返回list。

### 用filter求素数

计算[素数](http://baike.baidu.com/view/10626.htm)的一个方法是[埃氏筛法](http://baike.baidu.com/view/3784258.htm)，它的算法理解起来非常简单：

首先，列出从2开始的所有自然数，构造一个序列：

2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, ...

取序列的第一个数2，它一定是素数，然后用2把序列的2的倍数筛掉：

3, , 5, , 7, , 9, , 11, , 13, , 15, , 17, , 19, , ...

取新序列的第一个数3，它一定是素数，然后用3把序列的3的倍数筛掉：

5, , 7, , , , 11, , 13, , , , 17, , 19, , ...

取新序列的第一个数5，然后用5把序列的5的倍数筛掉：

7, , , , 11, , 13, , , , 17, , 19, , ...

不断筛下去，就可以得到所有的素数。

用Python来实现这个算法，可以先构造一个从3开始的奇数序列：

**def** **\_odd\_iter**():

n = 1

**while** True:

n = n + 2

**yield** n

注意这是一个生成器，并且是一个无限序列。

然后定义一个筛选函数：

**def** **\_not\_divisible**(n):

**return** **lambda** x: x % n > 0

最后，定义一个生成器，不断返回下一个素数：

**def** **primes**():

**yield** 2

it = \_odd\_iter() *# 初始序列*

**while** True:

n = next(it) *# 返回序列的第一个数*

**yield** n

it = filter(\_not\_divisible(n), it) *# 构造新序列*

这个生成器先返回第一个素数2，然后，利用filter()不断产生筛选后的新的序列。

由于primes()也是一个无限序列，所以调用时需要设置一个退出循环的条件：

*# 打印1000以内的素数:*

**for** n **in** primes():

**if** n < 1000:

print(n)

**else**:

**break**

注意到Iterator是惰性计算的序列，所以我们可以用Python表示“全体自然数”，“全体素数”这样的序列，而代码非常简洁。

### 练习

回数是指从左向右读和从右向左读都是一样的数，例如12321，909。请利用filter()滤掉非回数：
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# -\*- coding: utf-8 -\*-

def is\_palindrome(n):

![](data:image/x-wmf;base64,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)

# 测试:

output = filter(is\_palindrome, range(1, 1000))

print(list(output))
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### 小结

filter()的作用是从一个序列中筛出符合条件的元素。由于filter()使用了惰性计算，所以只有在取filter()结果的时候，才会真正筛选并每次返回下一个筛出的元素。

### 参考源码

[do\_filter.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/do_filter.py)

[prime\_numbers.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/prime_numbers.py)

### 感觉本站内容不错，读后有收获？

#### sorted

阅读: 101417

### 排序算法

排序也是在程序中经常用到的算法。无论使用冒泡排序还是快速排序，排序的核心是比较两个元素的大小。如果是数字，我们可以直接比较，但如果是字符串或者两个dict呢？直接比较数学上的大小是没有意义的，因此，比较的过程必须通过函数抽象出来。

Python内置的sorted()函数就可以对list进行排序：

>>> sorted([36, 5, -12, 9, -21])

[-21, -12, 5, 9, 36]

此外，sorted()函数也是一个高阶函数，它还可以接收一个key函数来实现自定义的排序，例如按绝对值大小排序：

>>> sorted([36, 5, -12, 9, -21], key=abs)

[5, 9, -12, -21, 36]

key指定的函数将作用于list的每一个元素上，并根据key函数返回的结果进行排序。对比原始的list和经过key=abs处理过的list：

list = [36, 5, -12, 9, -21]

keys = [36, 5, 12, 9, 21]

然后sorted()函数按照keys进行排序，并按照对应关系返回list相应的元素：

keys排序结果 => [5, 9, 12, 21, 36]

| | | | |

最终结果 => [5, 9, -12, -21, 36]

我们再看一个字符串排序的例子：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'])

['Credit', 'Zoo', 'about', 'bob']

默认情况下，对字符串排序，是按照ASCII的大小比较的，由于'Z' < 'a'，结果，大写字母Z会排在小写字母a的前面。

现在，我们提出排序应该忽略大小写，按照字母序排序。要实现这个算法，不必对现有代码大加改动，只要我们能用一个key函数把字符串映射为忽略大小写排序即可。忽略大小写来比较两个字符串，实际上就是先把字符串都变成大写（或者都变成小写），再比较。

这样，我们给sorted传入key函数，即可实现忽略大小写的排序：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'], key=str.lower)

['about', 'bob', 'Credit', 'Zoo']

要进行反向排序，不必改动key函数，可以传入第三个参数reverse=True：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'], key=str.lower, reverse=True)

['Zoo', 'Credit', 'bob', 'about']

从上述例子可以看出，高阶函数的抽象能力是非常强大的，而且，核心代码可以保持得非常简洁。

### 小结

sorted()也是一个高阶函数。用sorted()排序的关键在于实现一个映射函数。

### 练习

假设我们用一组tuple表示学生名字和成绩：

L = [('Bob', 75), ('Adam', 92), ('Bart', 66), ('Lisa', 88)]

请用sorted()对上述列表分别按名字排序：
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# -\*- coding: utf-8 -\*-

L = [('Bob', 75), ('Adam', 92), ('Bart', 66), ('Lisa', 88)]

def by\_name(t):

![](data:image/x-wmf;base64,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)

L2 = sorted(L, key=by\_name)

print(L2)

窗体底端

再按成绩从高到低排序：

窗体顶端

# -\*- coding: utf-8 -\*-

L = [('Bob', 75), ('Adam', 92), ('Bart', 66), ('Lisa', 88)]

![](data:image/x-wmf;base64,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)

print(L2)

窗体底端

### 参考源码

[do\_sorted.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/do_sorted.py)

### 感觉本站内容不错，读后有收获？

#### 返回函数

阅读: 118783

### 函数作为返回值

高阶函数除了可以接受函数作为参数外，还可以把函数作为结果值返回。

我们来实现一个可变参数的求和。通常情况下，求和的函数是这样定义的：

**def** **calc\_sum**(\*args):

ax = 0

**for** n **in** args:

ax = ax + n

**return** ax

但是，如果不需要立刻求和，而是在后面的代码中，根据需要再计算怎么办？可以不返回求和的结果，而是返回求和的函数：

**def** **lazy\_sum**(\*args):

**def** **sum**():

ax = 0

**for** n **in** args:

ax = ax + n

**return** ax

**return** sum

当我们调用lazy\_sum()时，返回的并不是求和结果，而是求和函数：

>>> f = lazy\_sum(1, 3, 5, 7, 9)

>>> f

<**function** lazy\_sum.<locals>.sum at 0x101c6ed90>

调用函数f时，才真正计算求和的结果：

>>> f()

25

在这个例子中，我们在函数lazy\_sum中又定义了函数sum，并且，内部函数sum可以引用外部函数lazy\_sum的参数和局部变量，当lazy\_sum返回函数sum时，相关参数和变量都保存在返回的函数中，这种称为“闭包（Closure）”的程序结构拥有极大的威力。

请再注意一点，当我们调用lazy\_sum()时，每次调用都会返回一个新的函数，即使传入相同的参数：

>>> f1 = lazy\_sum(1, 3, 5, 7, 9)

>>> f2 = lazy\_sum(1, 3, 5, 7, 9)

>>> f1==f2

False

f1()和f2()的调用结果互不影响。

### 闭包

注意到返回的函数在其定义内部引用了局部变量args，所以，当一个函数返回了一个函数后，其内部的局部变量还被新函数引用，所以，闭包用起来简单，实现起来可不容易。

另一个需要注意的问题是，返回的函数并没有立刻执行，而是直到调用了f()才执行。我们来看一个例子：

**def** **count**():

fs = []

**for** i **in** range(1, 4):

**def** **f**():

**return** i\*i

fs.append(f)

**return** fs

f1, f2, f3 = count()

在上面的例子中，每次循环，都创建了一个新的函数，然后，把创建的3个函数都返回了。

你可能认为调用f1()，f2()和f3()结果应该是1，4，9，但实际结果是：

>>> f1()

9

>>> f2()

9

>>> f3()

9

全部都是9！原因就在于返回的函数引用了变量i，但它并非立刻执行。等到3个函数都返回时，它们所引用的变量i已经变成了3，因此最终结果为9。

返回闭包时牢记的一点就是：返回函数不要引用任何循环变量，或者后续会发生变化的变量。

如果一定要引用循环变量怎么办？方法是再创建一个函数，用该函数的参数绑定循环变量当前的值，无论该循环变量后续如何更改，已绑定到函数参数的值不变：

**def** **count**():

**def** **f**(j):

**def** **g**():

**return** j\*j

**return** g

fs = []

**for** i **in** range(1, 4):

fs.append(f(i)) *# f(i)立刻被执行，因此i的当前值被传入f()*

**return** fs

再看看结果：

>>> f1, f2, f3 = count()

>>> f1()

1

>>> f2()

4

>>> f3()

9

缺点是代码较长，可利用lambda函数缩短代码。

### 小结

一个函数可以返回一个计算结果，也可以返回一个函数。

返回一个函数时，牢记该函数并未执行，返回函数中不要引用任何可能会变化的变量。

### 参考源码

[return\_func.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/return_func.py)

### 感觉本站内容不错，读后有收获？

#### 匿名函数

阅读: 93753

当我们在传入函数时，有些时候，不需要显式地定义函数，直接传入匿名函数更方便。

在Python中，对匿名函数提供了有限支持。还是以map()函数为例，计算f(x)=x2时，除了定义一个f(x)的函数外，还可以直接传入匿名函数：

>>> list(map(lambda x: x \* x, [1, 2, 3, 4, 5, 6, 7, 8, 9]))

[1, 4, 9, 16, 25, 36, 49, 64, 81]

通过对比可以看出，匿名函数lambda x: x \* x实际上就是：

**def** **f**(x):

**return** x \* x

关键字lambda表示匿名函数，冒号前面的x表示函数参数。

匿名函数有个限制，就是只能有一个表达式，不用写return，返回值就是该表达式的结果。

用匿名函数有个好处，因为函数没有名字，不必担心函数名冲突。此外，匿名函数也是一个函数对象，也可以把匿名函数赋值给一个变量，再利用变量来调用该函数：

>>> f = lambda x: x \* x

>>> f

<**function** <lambda> at 0x101c6ef28>

>>> f(5)

25

同样，也可以把匿名函数作为返回值返回，比如：

**def** **build**(x, y):

**return** **lambda**: x \* x + y \* y

### 小结

Python对匿名函数的支持有限，只有一些简单的情况下可以使用匿名函数。

### 感觉本站内容不错，读后有收获？

#### 装饰器

阅读: 139894

由于函数也是一个对象，而且函数对象可以被赋值给变量，所以，通过变量也能调用该函数。

>>> **def** **now**():

... print('2015-3-25')

...

>>> f = now

>>> f()

2015-3-25

函数对象有一个\_\_name\_\_属性，可以拿到函数的名字：

>>> now.\_\_name\_\_

'now'

>>> f.\_\_name\_\_

'now'

现在，假设我们要增强now()函数的功能，比如，在函数调用前后自动打印日志，但又不希望修改now()函数的定义，这种在代码运行期间动态增加功能的方式，称之为“装饰器”（Decorator）。

本质上，decorator就是一个返回函数的高阶函数。所以，我们要定义一个能打印日志的decorator，可以定义如下：

**def** **log**(func):

**def** **wrapper**(\*args, \*\*kw):

print('call %s():' % func.\_\_name\_\_)

**return** func(\*args, \*\*kw)

**return** wrapper

观察上面的log，因为它是一个decorator，所以接受一个函数作为参数，并返回一个函数。我们要借助Python的@语法，把decorator置于函数的定义处：

@log

**def** **now**():

print('2015-3-25')

调用now()函数，不仅会运行now()函数本身，还会在运行now()函数前打印一行日志：

>>> now()

**call** now():

2015-3-25

把@log放到now()函数的定义处，相当于执行了语句：

now = log(now)

由于log()是一个decorator，返回一个函数，所以，原来的now()函数仍然存在，只是现在同名的now变量指向了新的函数，于是调用now()将执行新函数，即在log()函数中返回的wrapper()函数。

wrapper()函数的参数定义是(\*args, \*\*kw)，因此，wrapper()函数可以接受任意参数的调用。在wrapper()函数内，首先打印日志，再紧接着调用原始函数。

如果decorator本身需要传入参数，那就需要编写一个返回decorator的高阶函数，写出来会更复杂。比如，要自定义log的文本：

**def** **log**(text):

**def** **decorator**(func):

**def** **wrapper**(\*args, \*\*kw):

print('%s %s():' % (text, func.\_\_name\_\_))

**return** func(\*args, \*\*kw)

**return** wrapper

**return** decorator

这个3层嵌套的decorator用法如下：

@log('execute')

**def** **now**():

print('2015-3-25')

执行结果如下：

>>> now()

execute now():

2015-3-25

和两层嵌套的decorator相比，3层嵌套的效果是这样的：

>>> now = log('execute')(now)

我们来剖析上面的语句，首先执行log('execute')，返回的是decorator函数，再调用返回的函数，参数是now函数，返回值最终是wrapper函数。

以上两种decorator的定义都没有问题，但还差最后一步。因为我们讲了函数也是对象，它有\_\_name\_\_等属性，但你去看经过decorator装饰之后的函数，它们的\_\_name\_\_已经从原来的'now'变成了'wrapper'：

>>> now.\_\_name\_\_

'wrapper'

因为返回的那个wrapper()函数名字就是'wrapper'，所以，需要把原始函数的\_\_name\_\_等属性复制到wrapper()函数中，否则，有些依赖函数签名的代码执行就会出错。

不需要编写wrapper.\_\_name\_\_ = func.\_\_name\_\_这样的代码，Python内置的functools.wraps就是干这个事的，所以，一个完整的decorator的写法如下：

**import** functools

**def** **log**(func):

@functools.wraps(func)

**def** **wrapper**(\*args, \*\*kw):

print('call %s():' % func.\_\_name\_\_)

**return** func(\*args, \*\*kw)

**return** wrapper

或者针对带参数的decorator：

**import** functools

**def** **log**(text):

**def** **decorator**(func):

@functools.wraps(func)

**def** **wrapper**(\*args, \*\*kw):

print('%s %s():' % (text, func.\_\_name\_\_))

**return** func(\*args, \*\*kw)

**return** wrapper

**return** decorator

import functools是导入functools模块。模块的概念稍候讲解。现在，只需记住在定义wrapper()的前面加上@functools.wraps(func)即可。

### 小结

在面向对象（OOP）的设计模式中，decorator被称为装饰模式。OOP的装饰模式需要通过继承和组合来实现，而Python除了能支持OOP的decorator外，直接从语法层次支持decorator。Python的decorator可以用函数实现，也可以用类实现。

decorator可以增强函数的功能，定义起来虽然有点复杂，但使用起来非常灵活和方便。

请编写一个decorator，能在函数调用的前后打印出'begin call'和'end call'的日志。

再思考一下能否写出一个@log的decorator，使它既支持：

@log

**def** **f**():

**pass**

又支持：

@log('execute')

**def** **f**():

**pass**

### 参考源码

[decorator.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/decorator.py)

### 感觉本站内容不错，读后有收获？

#### 偏函数

阅读: 88829

Python的functools模块提供了很多有用的功能，其中一个就是偏函数（Partial function）。要注意，这里的偏函数和数学意义上的偏函数不一样。

在介绍函数参数的时候，我们讲到，通过设定参数的默认值，可以降低函数调用的难度。而偏函数也可以做到这一点。举例如下：

int()函数可以把字符串转换为整数，当仅传入字符串时，int()函数默认按十进制转换：

>>> **int**('12345')

12345

但int()函数还提供额外的base参数，默认值为10。如果传入base参数，就可以做N进制的转换：

>>> **int**('12345', base=8)

5349

>>> **int**('12345', 16)

74565

假设要转换大量的二进制字符串，每次都传入int(x, base=2)非常麻烦，于是，我们想到，可以定义一个int2()的函数，默认把base=2传进去：

**def** **int2**(x, base=2):

**return** int(x, base)

这样，我们转换二进制就非常方便了：

>>> int2('1000000')

64

>>> int2('1010101')

85

functools.partial就是帮助我们创建一个偏函数的，不需要我们自己定义int2()，可以直接使用下面的代码创建一个新的函数int2：

>>> **import** functools

>>> int2 = functools.partial(int, base=2)

>>> int2('1000000')

64

>>> int2('1010101')

85

所以，简单总结functools.partial的作用就是，把一个函数的某些参数给固定住（也就是设置默认值），返回一个新的函数，调用这个新函数会更简单。

注意到上面的新的int2函数，仅仅是把base参数重新设定默认值为2，但也可以在函数调用时传入其他值：

>>> int2('1000000', base=10)

1000000

最后，创建偏函数时，实际上可以接收函数对象、\*args和\*\*kw这3个参数，当传入：

int2 = functools.partial(int, base=2)

实际上固定了int()函数的关键字参数base，也就是：

int2('10010')

相当于：

kw = { 'base': 2 }

**int**('10010', \*\*kw)

当传入：

max2 = functools.partial(max, 10)

实际上会把10作为\*args的一部分自动加到左边，也就是：

max2(5, 6, 7)

相当于：

args = (10, 5, 6, 7)

max(\*args)

结果为10。

### 小结

当函数的参数个数太多，需要简化时，使用functools.partial可以创建一个新的函数，这个新函数可以固定住原函数的部分参数，从而在调用时更简单。

### 参考源码

[do\_partial.py](https://github.com/michaelliao/learn-python3/blob/master/samples/functional/do_partial.py)

### 感觉本站内容不错，读后有收获？

#### 模块

阅读: 84992

在计算机程序的开发过程中，随着程序代码越写越多，在一个文件里代码就会越来越长，越来越不容易维护。

为了编写可维护的代码，我们把很多函数分组，分别放到不同的文件里，这样，每个文件包含的代码就相对较少，很多编程语言都采用这种组织代码的方式。在Python中，一个.py文件就称之为一个模块（Module）。

使用模块有什么好处？

最大的好处是大大提高了代码的可维护性。其次，编写代码不必从零开始。当一个模块编写完毕，就可以被其他地方引用。我们在编写程序的时候，也经常引用其他模块，包括Python内置的模块和来自第三方的模块。

使用模块还可以避免函数名和变量名冲突。相同名字的函数和变量完全可以分别存在不同的模块中，因此，我们自己在编写模块时，不必考虑名字会与其他模块冲突。但是也要注意，尽量不要与内置函数名字冲突。点[这里](http://docs.python.org/3/library/functions.html)查看Python的所有内置函数。

你也许还想到，如果不同的人编写的模块名相同怎么办？为了避免模块名冲突，Python又引入了按目录来组织模块的方法，称为包（Package）。

举个例子，一个abc.py的文件就是一个名字叫abc的模块，一个xyz.py的文件就是一个名字叫xyz的模块。

现在，假设我们的abc和xyz这两个模块名字与其他模块冲突了，于是我们可以通过包来组织模块，避免冲突。方法是选择一个顶层包名，比如mycompany，按照如下目录存放：
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引入了包以后，只要顶层的包名不与别人冲突，那所有模块都不会与别人冲突。现在，abc.py模块的名字就变成了mycompany.abc，类似的，xyz.py的模块名变成了mycompany.xyz。

请注意，每一个包目录下面都会有一个\_\_init\_\_.py的文件，这个文件是必须存在的，否则，Python就把这个目录当成普通目录，而不是一个包。\_\_init\_\_.py可以是空文件，也可以有Python代码，因为\_\_init\_\_.py本身就是一个模块，而它的模块名就是mycompany。

类似的，可以有多级目录，组成多级层次的包结构。比如如下的目录结构：
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文件www.py的模块名就是mycompany.web.www，两个文件utils.py的模块名分别是mycompany.utils和mycompany.web.utils。

自己创建模块时要注意命名，不能和Python自带的模块名称冲突。例如，系统自带了sys模块，自己的模块就不可命名为sys.py，否则将无法导入系统自带的sys模块。

mycompany.web也是一个模块，请指出该模块对应的.py文件。

### 感觉本站内容不错，读后有收获？

#### 使用模块

阅读: 137663

Python本身就内置了很多非常有用的模块，只要安装完毕，这些模块就可以立刻使用。

我们以内建的sys模块为例，编写一个hello的模块：

*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

' a test module '

\_\_author\_\_ = 'Michael Liao'

**import** sys

**def** **test**():

args = sys.argv

**if** len(args)==1:

print('Hello, world!')

**elif** len(args)==2:

print('Hello, %s!' % args[1])

**else**:

print('Too many arguments!')

**if** \_\_name\_\_=='\_\_main\_\_':

test()

第1行和第2行是标准注释，第1行注释可以让这个hello.py文件直接在Unix/Linux/Mac上运行，第2行注释表示.py文件本身使用标准UTF-8编码；

第4行是一个字符串，表示模块的文档注释，任何模块代码的第一个字符串都被视为模块的文档注释；

第6行使用\_\_author\_\_变量把作者写进去，这样当你公开源代码后别人就可以瞻仰你的大名；

以上就是Python模块的标准文件模板，当然也可以全部删掉不写，但是，按标准办事肯定没错。

后面开始就是真正的代码部分。

你可能注意到了，使用sys模块的第一步，就是导入该模块：

**import** sys

导入sys模块后，我们就有了变量sys指向该模块，利用sys这个变量，就可以访问sys模块的所有功能。

sys模块有一个argv变量，用list存储了命令行的所有参数。argv至少有一个元素，因为第一个参数永远是该.py文件的名称，例如：

运行python3 hello.py获得的sys.argv就是['hello.py']；

运行python3 hello.py Michael获得的sys.argv就是['hello.py', 'Michael]。

最后，注意到这两行代码：

**if** \_\_name\_\_=='\_\_main\_\_':

test()

当我们在命令行运行hello模块文件时，Python解释器把一个特殊变量\_\_name\_\_置为\_\_main\_\_，而如果在其他地方导入该hello模块时，if判断将失败，因此，这种if测试可以让一个模块通过命令行运行时执行一些额外的代码，最常见的就是运行测试。

我们可以用命令行运行hello.py看看效果：

$ python3 hello.py

Hello, world!

$ python hello.py Michael

Hello, Michael!

如果启动Python交互环境，再导入hello模块：

$ python3

Python 3**.4.3** (v3**.4.3**:9b73f1c3e601, Feb 23 2015, 02:52:03)

[GCC 4.2.1 (Apple Inc. build 5666) (dot 3)] on darwin

Type "help", "copyright", "credits" or "license" for more information.

>>> import hello

>>>

导入时，没有打印Hello, word!，因为没有执行test()函数。

调用hello.test()时，才能打印出Hello, word!：

>>> hello.test()

Hello, world!

### 作用域

在一个模块中，我们可能会定义很多函数和变量，但有的函数和变量我们希望给别人使用，有的函数和变量我们希望仅仅在模块内部使用。在Python中，是通过\_前缀来实现的。

正常的函数和变量名是公开的（public），可以被直接引用，比如：abc，x123，PI等；

类似\_\_xxx\_\_这样的变量是特殊变量，可以被直接引用，但是有特殊用途，比如上面的\_\_author\_\_，\_\_name\_\_就是特殊变量，hello模块定义的文档注释也可以用特殊变量\_\_doc\_\_访问，我们自己的变量一般不要用这种变量名；

类似\_xxx和\_\_xxx这样的函数或变量就是非公开的（private），不应该被直接引用，比如\_abc，\_\_abc等；

之所以我们说，private函数和变量“不应该”被直接引用，而不是“不能”被直接引用，是因为Python并没有一种方法可以完全限制访问private函数或变量，但是，从编程习惯上不应该引用private函数或变量。

private函数或变量不应该被别人引用，那它们有什么用呢？请看例子：

**def** **\_private\_1**(name):

**return** 'Hello, %s' % name

**def** **\_private\_2**(name):

**return** 'Hi, %s' % name

**def** **greeting**(name):

**if** len(name) > 3:

**return** \_private\_1(name)

**else**:

**return** \_private\_2(name)

我们在模块里公开greeting()函数，而把内部逻辑用private函数隐藏起来了，这样，调用greeting()函数不用关心内部的private函数细节，这也是一种非常有用的代码封装和抽象的方法，即：

外部不需要引用的函数全部定义成private，只有外部需要引用的函数才定义为public。

### 感觉本站内容不错，读后有收获？

#### 安装第三方模块

阅读: 122210

在Python中，安装第三方模块，是通过包管理工具pip完成的。

如果你正在使用Mac或Linux，安装pip本身这个步骤就可以跳过了。

如果你正在使用Windows，请参考[安装Python](http://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/0014316090478912dab2a3a9e8f4ed49d28854b292f85bb000)一节的内容，确保安装时勾选了pip和Add python.exe to Path。

在命令提示符窗口下尝试运行pip，如果Windows提示未找到命令，可以重新运行安装程序添加pip。

注意：Mac或Linux上有可能并存Python 3.x和Python 2.x，因此对应的pip命令是pip3。

现在，让我们来安装一个第三方库——Python Imaging Library，这是Python下非常强大的处理图像的工具库。不过，PIL目前只支持到Python 2.7，并且有年头没有更新了，因此，基于PIL的Pillow项目开发非常活跃，并且支持最新的Python 3。

一般来说，第三方库都会在Python官方的[pypi.python.org](https://pypi.python.org/)网站注册，要安装一个第三方库，必须先知道该库的名称，可以在官网或者pypi上搜索，比如Pillow的名称叫[Pillow](https://pypi.python.org/pypi/Pillow/)，因此，安装Pillow的命令就是：

pip install Pillow

耐心等待下载并安装后，就可以使用Pillow了。

有了Pillow，处理图片易如反掌。随便找个图片生成缩略图：

>>> **from** PIL **import** Image

>>> im = Image.open('test.png')

>>> print(im.format, im.size, im.mode)

PNG (400, 300) RGB

>>> im.thumbnail((200, 100))

>>> im.save('thumb.jpg', 'JPEG')

其他常用的第三方库还有MySQL的驱动：mysql-connector-python，用于科学计算的NumPy库：numpy，用于生成文本的模板工具Jinja2，等等。

### 模块搜索路径

当我们试图加载一个模块时，Python会在指定的路径下搜索对应的.py文件，如果找不到，就会报错：

>>> import mymodule

Traceback (most recent **call** **last**):

File "<stdin>", line 1, **in** <**module**>

ImportError: **No** **module** named mymodule

默认情况下，Python解释器会搜索当前目录、所有已安装的内置模块和第三方模块，搜索路径存放在sys模块的path变量中：

>>> **import** sys

>>> sys.path

['', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python34.zip', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/plat-darwin', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/lib-dynload', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/site-packages']

如果我们要添加自己的搜索目录，有两种方法：

一是直接修改sys.path，添加要搜索的目录：

>>> **import** sys

>>> sys.path.append('/Users/michael/my\_py\_scripts')

这种方法是在运行时修改，运行结束后失效。

第二种方法是设置环境变量PYTHONPATH，该环境变量的内容会被自动添加到模块搜索路径中。设置方式与设置Path环境变量类似。注意只需要添加你自己的搜索路径，Python自己本身的搜索路径不受影响。

### 感觉本站内容不错，读后有收获？

#### 面向对象编程

阅读: 112753

面向对象编程——Object Oriented Programming，简称OOP，是一种程序设计思想。OOP把对象作为程序的基本单元，一个对象包含了数据和操作数据的函数。

面向过程的程序设计把计算机程序视为一系列的命令集合，即一组函数的顺序执行。为了简化程序设计，面向过程把函数继续切分为子函数，即把大块函数通过切割成小块函数来降低系统的复杂度。

而面向对象的程序设计把计算机程序视为一组对象的集合，而每个对象都可以接收其他对象发过来的消息，并处理这些消息，计算机程序的执行就是一系列消息在各个对象之间传递。

在Python中，所有数据类型都可以视为对象，当然也可以自定义对象。自定义的对象数据类型就是面向对象中的类（Class）的概念。

我们以一个例子来说明面向过程和面向对象在程序流程上的不同之处。

假设我们要处理学生的成绩表，为了表示一个学生的成绩，面向过程的程序可以用一个dict表示：

std1 = { 'name': 'Michael', 'score': 98 }

std2 = { 'name': 'Bob', 'score': 81 }

而处理学生成绩可以通过函数实现，比如打印学生的成绩：

**def** **print\_score**(std):

print('%s: %s' % (std['name'], std['score']))

如果采用面向对象的程序设计思想，我们首选思考的不是程序的执行流程，而是Student这种数据类型应该被视为一个对象，这个对象拥有name和score这两个属性（Property）。如果要打印一个学生的成绩，首先必须创建出这个学生对应的对象，然后，给对象发一个print\_score消息，让对象自己把自己的数据打印出来。

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.name = name

self.score = score

**def** **print\_score**(self):

print('%s: %s' % (self.name, self.score))

给对象发消息实际上就是调用对象对应的关联函数，我们称之为对象的方法（Method）。面向对象的程序写出来就像这样：

bart = Student('Bart Simpson', 59)

lisa = Student('Lisa Simpson', 87)

bart.print\_score()

lisa.print\_score()

面向对象的设计思想是从自然界中来的，因为在自然界中，类（Class）和实例（Instance）的概念是很自然的。Class是一种抽象概念，比如我们定义的Class——Student，是指学生这个概念，而实例（Instance）则是一个个具体的Student，比如，Bart Simpson和Lisa Simpson是两个具体的Student。

所以，面向对象的设计思想是抽象出Class，根据Class创建Instance。

面向对象的抽象程度又比函数要高，因为一个Class既包含数据，又包含操作数据的方法。

### 小结

数据封装、继承和多态是面向对象的三大特点，我们后面会详细讲解。

### 感觉本站内容不错，读后有收获？

#### 类和实例

阅读: 155183

面向对象最重要的概念就是类（Class）和实例（Instance），必须牢记类是抽象的模板，比如Student类，而实例是根据类创建出来的一个个具体的“对象”，每个对象都拥有相同的方法，但各自的数据可能不同。

仍以Student类为例，在Python中，定义类是通过class关键字：

**class Student(object):**

**pass**

class后面紧接着是类名，即Student，类名通常是大写开头的单词，紧接着是(object)，表示该类是从哪个类继承下来的，继承的概念我们后面再讲，通常，如果没有合适的继承类，就使用object类，这是所有类最终都会继承的类。

定义好了Student类，就可以根据Student类创建出Student的实例，创建实例是通过类名+()实现的：

>>> bart = Student()

>>> bart

<\_\_main\_\_.Student object at 0x10a67a590>

>>> Student

<class '\_\_main\_\_.Student'>

可以看到，变量bart指向的就是一个Student的实例，后面的0x10a67a590是内存地址，每个object的地址都不一样，而Student本身则是一个类。

可以自由地给一个实例变量绑定属性，比如，给实例bart绑定一个name属性：

>>> bart.name = 'Bart Simpson'

>>> bart.name

'Bart Simpson'

由于类可以起到模板的作用，因此，可以在创建实例的时候，把一些我们认为必须绑定的属性强制填写进去。通过定义一个特殊的\_\_init\_\_方法，在创建实例的时候，就把name，score等属性绑上去：

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.name = name

self.score = score

注意到\_\_init\_\_方法的第一个参数永远是self，表示创建的实例本身，因此，在\_\_init\_\_方法内部，就可以把各种属性绑定到self，因为self就指向创建的实例本身。

有了\_\_init\_\_方法，在创建实例的时候，就不能传入空的参数了，必须传入与\_\_init\_\_方法匹配的参数，但self不需要传，Python解释器自己会把实例变量传进去：

>>> bart = Student('Bart Simpson', 59)

>>> bart.name

'Bart Simpson'

>>> bart.score

59

和普通的函数相比，在类中定义的函数只有一点不同，就是第一个参数永远是实例变量self，并且，调用时，不用传递该参数。除此之外，类的方法和普通函数没有什么区别，所以，你仍然可以用默认参数、可变参数、关键字参数和命名关键字参数。

### 数据封装

面向对象编程的一个重要特点就是数据封装。在上面的Student类中，每个实例就拥有各自的name和score这些数据。我们可以通过函数来访问这些数据，比如打印一个学生的成绩：

>>> **def** **print\_score**(std):

... print('%s: %s' % (std.name, std.score))

...

>>> print\_score(bart)

Bart Simpson: 59

但是，既然Student实例本身就拥有这些数据，要访问这些数据，就没有必要从外面的函数去访问，可以直接在Student类的内部定义访问数据的函数，这样，就把“数据”给封装起来了。这些封装数据的函数是和Student类本身是关联起来的，我们称之为类的方法：

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.name = name

self.score = score

**def** **print\_score**(self):

print('%s: %s' % (self.name, self.score))

要定义一个方法，除了第一个参数是self外，其他和普通函数一样。要调用一个方法，只需要在实例变量上直接调用，除了self不用传递，其他参数正常传入：

>>> bart.print\_score()

Bart Simpson: 59

这样一来，我们从外部看Student类，就只需要知道，创建实例需要给出name和score，而如何打印，都是在Student类的内部定义的，这些数据和逻辑被“封装”起来了，调用很容易，但却不用知道内部实现的细节。

封装的另一个好处是可以给Student类增加新的方法，比如get\_grade：

**class Student(object):**

...

**def** **get\_grade**(self):

**if** self.score >= 90:

**return** 'A'

**elif** self.score >= 60:

**return** 'B'

**else**:

**return** 'C'

同样的，get\_grade方法可以直接在实例变量上调用，不需要知道内部实现细节：

>>> bart.get\_grade()

'C'

### 小结

类是创建实例的模板，而实例则是一个一个具体的对象，各个实例拥有的数据都互相独立，互不影响；

方法就是与实例绑定的函数，和普通函数不同，方法可以直接访问实例的数据；

通过在实例上调用方法，我们就直接操作了对象内部的数据，但无需知道方法内部的实现细节。

和静态语言不同，Python允许对实例变量绑定任何数据，也就是说，对于两个实例变量，虽然它们都是同一个类的不同实例，但拥有的变量名称都可能不同：

>>> bart = Student('Bart Simpson', 59)

>>> lisa = Student('Lisa Simpson', 87)

>>> bart.age = 8

>>> bart.age

8

>>> lisa.age

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute 'age'

### 参考源码

[student.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_basic/student.py)

### 感觉本站内容不错，读后有收获？

#### 访问限制

阅读: 102461

在Class内部，可以有属性和方法，而外部代码可以通过直接调用实例变量的方法来操作数据，这样，就隐藏了内部的复杂逻辑。

但是，从前面Student类的定义来看，外部代码还是可以自由地修改一个实例的name、score属性：

>>> bart = Student('Bart Simpson', 98)

>>> bart.score

98

>>> bart.score = 59

>>> bart.score

59

如果要让内部属性不被外部访问，可以把属性的名称前加上两个下划线\_\_，在Python中，实例的变量名如果以\_\_开头，就变成了一个私有变量（private），只有内部可以访问，外部不能访问，所以，我们把Student类改一改：

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.\_\_name = name

self.\_\_score = score

**def** **print\_score**(self):

print('%s: %s' % (self.\_\_name, self.\_\_score))

改完后，对于外部代码来说，没什么变动，但是已经无法从外部访问实例变量.\_\_name和实例变量.\_\_score了：

>>> bart = Student('Bart Simpson', 98)

>>> bart.\_\_name

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute '\_\_name'

这样就确保了外部代码不能随意修改对象内部的状态，这样通过访问限制的保护，代码更加健壮。

但是如果外部代码要获取name和score怎么办？可以给Student类增加get\_name和get\_score这样的方法：

**class Student(object):**

...

**def** **get\_name**(self):

**return** self.\_\_name

**def** **get\_score**(self):

**return** self.\_\_score

如果又要允许外部代码修改score怎么办？可以再给Student类增加set\_score方法：

**class Student(object):**

...

**def** **set\_score**(self, score):

self.\_\_score = score

你也许会问，原先那种直接通过bart.score = 59也可以修改啊，为什么要定义一个方法大费周折？因为在方法中，可以对参数做检查，避免传入无效的参数：

**class Student(object):**

...

**def** **set\_score**(self, score):

**if** 0 <= score <= 100:

self.\_\_score = score

**else**:

**raise** ValueError('bad score')

需要注意的是，在Python中，变量名类似\_\_xxx\_\_的，也就是以双下划线开头，并且以双下划线结尾的，是特殊变量，特殊变量是可以直接访问的，不是private变量，所以，不能用\_\_name\_\_、\_\_score\_\_这样的变量名。

有些时候，你会看到以一个下划线开头的实例变量名，比如\_name，这样的实例变量外部是可以访问的，但是，按照约定俗成的规定，当你看到这样的变量时，意思就是，“虽然我可以被访问，但是，请把我视为私有变量，不要随意访问”。

双下划线开头的实例变量是不是一定不能从外部访问呢？其实也不是。不能直接访问\_\_name是因为Python解释器对外把\_\_name变量改成了\_Student\_\_name，所以，仍然可以通过\_Student\_\_name来访问\_\_name变量：

>>> bart.\_Student\_\_name

'Bart Simpson'

但是强烈建议你不要这么干，因为不同版本的Python解释器可能会把\_\_name改成不同的变量名。

总的来说就是，Python本身没有任何机制阻止你干坏事，一切全靠自觉。

最后注意下面的这种错误写法：

>>> bart = Student('Bart Simpson', 98)

>>> bart.get\_name()

'Bart Simpson'

>>> bart.\_\_name = 'New Name' *# 设置\_\_name变量！*

>>> bart.\_\_name

'New Name'

表面上看，外部代码“成功”地设置了\_\_name变量，但实际上这个\_\_name变量和class内部的\_\_name变量不是一个变量！内部的\_\_name变量已经被Python解释器自动改成了\_Student\_\_name，而外部代码给bart新增了一个\_\_name变量。不信试试：

>>> bart.get\_name() *# get\_name()内部返回self.\_\_name*

'Bart Simpson'

### 参考源码

[protected\_student.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_basic/protected_student.py)

### 感觉本站内容不错，读后有收获？

#### 继承和多态

阅读: 103831

在OOP程序设计中，当我们定义一个class的时候，可以从某个现有的class继承，新的class称为子类（Subclass），而被继承的class称为基类、父类或超类（Base class、Super class）。

比如，我们已经编写了一个名为Animal的class，有一个run()方法可以直接打印：

**class Animal(object):**

**def** **run**(self):

print('Animal is running...')

当我们需要编写Dog和Cat类时，就可以直接从Animal类继承：

**class Dog(Animal):**

**pass**

**class Cat(Animal):**

**pass**

对于Dog来说，Animal就是它的父类，对于Animal来说，Dog就是它的子类。Cat和Dog类似。

继承有什么好处？最大的好处是子类获得了父类的全部功能。由于Animial实现了run()方法，因此，Dog和Cat作为它的子类，什么事也没干，就自动拥有了run()方法：

dog = Dog()

dog.run()

cat = Cat()

cat.run()

运行结果如下：

Animal **is** running...

Animal **is** running...

当然，也可以对子类增加一些方法，比如Dog类：

**class Dog(Animal):**

**def** **run**(self):

print('Dog is running...')

**def** **eat**(self):

print('Eating meat...')

继承的第二个好处需要我们对代码做一点改进。你看到了，无论是Dog还是Cat，它们run()的时候，显示的都是Animal is running...，符合逻辑的做法是分别显示Dog is running...和Cat is running...，因此，对Dog和Cat类改进如下：

**class Dog(Animal):**

**def** **run**(self):

print('Dog is running...')

**class Cat(Animal):**

**def** **run**(self):

print('Cat is running...')

再次运行，结果如下：

Dog **is** running...

Cat **is** running...

当子类和父类都存在相同的run()方法时，我们说，子类的run()覆盖了父类的run()，在代码运行的时候，总是会调用子类的run()。这样，我们就获得了继承的另一个好处：多态。

要理解什么是多态，我们首先要对数据类型再作一点说明。当我们定义一个class的时候，我们实际上就定义了一种数据类型。我们定义的数据类型和Python自带的数据类型，比如str、list、dict没什么两样：

a = list() # a是list类型

b = Animal() # b是Animal类型

c = Dog() # c是Dog类型

判断一个变量是否是某个类型可以用isinstance()判断：

>>> isinstance(a, list)

True

>>> isinstance(b, Animal)

True

>>> isinstance(c, Dog)

True

看来a、b、c确实对应着list、Animal、Dog这3种类型。

但是等等，试试：

>>> isinstance(c, Animal)

True

看来c不仅仅是Dog，c还是Animal！

不过仔细想想，这是有道理的，因为Dog是从Animal继承下来的，当我们创建了一个Dog的实例c时，我们认为c的数据类型是Dog没错，但c同时也是Animal也没错，Dog本来就是Animal的一种！

所以，在继承关系中，如果一个实例的数据类型是某个子类，那它的数据类型也可以被看做是父类。但是，反过来就不行：

>>> b = Animal()

>>> isinstance(b, Dog)

False

Dog可以看成Animal，但Animal不可以看成Dog。

要理解多态的好处，我们还需要再编写一个函数，这个函数接受一个Animal类型的变量：

**def** **run\_twice**(animal):

animal.run()

animal.run()

当我们传入Animal的实例时，run\_twice()就打印出：

>>> run\_twice(Animal())

Animal **is** running...

Animal **is** running...

当我们传入Dog的实例时，run\_twice()就打印出：

>>> run\_twice(Dog())

Dog **is** running...

Dog **is** running...

当我们传入Cat的实例时，run\_twice()就打印出：

>>> run\_twice(Cat())

Cat **is** running...

Cat **is** running...

看上去没啥意思，但是仔细想想，现在，如果我们再定义一个Tortoise类型，也从Animal派生：

**class Tortoise(Animal):**

**def** **run**(self):

print('Tortoise is running slowly...')

当我们调用run\_twice()时，传入Tortoise的实例：

>>> run\_twice(Tortoise())

Tortoise **is** running slowly...

Tortoise **is** running slowly...

你会发现，新增一个Animal的子类，不必对run\_twice()做任何修改，实际上，任何依赖Animal作为参数的函数或者方法都可以不加修改地正常运行，原因就在于多态。

多态的好处就是，当我们需要传入Dog、Cat、Tortoise……时，我们只需要接收Animal类型就可以了，因为Dog、Cat、Tortoise……都是Animal类型，然后，按照Animal类型进行操作即可。由于Animal类型有run()方法，因此，传入的任意类型，只要是Animal类或者子类，就会自动调用实际类型的run()方法，这就是多态的意思：

对于一个变量，我们只需要知道它是Animal类型，无需确切地知道它的子类型，就可以放心地调用run()方法，而具体调用的run()方法是作用在Animal、Dog、Cat还是Tortoise对象上，由运行时该对象的确切类型决定，这就是多态真正的威力：调用方只管调用，不管细节，而当我们新增一种Animal的子类时，只要确保run()方法编写正确，不用管原来的代码是如何调用的。这就是著名的“开闭”原则：

对扩展开放：允许新增Animal子类；

对修改封闭：不需要修改依赖Animal类型的run\_twice()等函数。

继承还可以一级一级地继承下来，就好比从爷爷到爸爸、再到儿子这样的关系。而任何类，最终都可以追溯到根类object，这些继承关系看上去就像一颗倒着的树。比如如下的继承树：
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### 静态语言 vs 动态语言

对于静态语言（例如Java）来说，如果需要传入Animal类型，则传入的对象必须是Animal类型或者它的子类，否则，将无法调用run()方法。

对于Python这样的动态语言来说，则不一定需要传入Animal类型。我们只需要保证传入的对象有一个run()方法就可以了：

**class Timer(object):**

**def** **run**(self):

print('Start...')

这就是动态语言的“鸭子类型”，它并不要求严格的继承体系，一个对象只要“看起来像鸭子，走起路来像鸭子”，那它就可以被看做是鸭子。

Python的“file-like object“就是一种鸭子类型。对真正的文件对象，它有一个read()方法，返回其内容。但是，许多对象，只要有read()方法，都被视为“file-like object“。许多函数接收的参数就是“file-like object“，你不一定要传入真正的文件对象，完全可以传入任何实现了read()方法的对象。

### 小结

继承可以把父类的所有功能都直接拿过来，这样就不必重零做起，子类只需要新增自己特有的方法，也可以把父类不适合的方法覆盖重写。

动态语言的鸭子类型特点决定了继承不像静态语言那样是必须的。

### 参考源码

[animals.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_basic/animals.py)

### 感觉本站内容不错，读后有收获？

#### 获取对象信息

阅读: 103727

当我们拿到一个对象的引用时，如何知道这个对象是什么类型、有哪些方法呢？

### 使用type()

首先，我们来判断对象类型，使用type()函数：

基本类型都可以用type()判断：

>>> type(123)

<**class 'int'>**

**>>> type('str')**

**<class 'str'>**

**>>> type(None)**

**<type(None) 'NoneType'>**

如果一个变量指向函数或者类，也可以用type()判断：

>>> type(abs)

<**class 'builtin\_function\_or\_method'>**

**>>> type(a)**

**<class '\_\_main\_\_.Animal'>**

但是type()函数返回的是什么类型呢？它返回对应的Class类型。如果我们要在if语句中判断，就需要比较两个变量的type类型是否相同：

>>> type(123)==type(456)

True

>>> type(123)==int

True

>>> type('abc')==type('123')

True

>>> type('abc')==str

True

>>> type('abc')==type(123)

False

判断基本数据类型可以直接写int，str等，但如果要判断一个对象是否是函数怎么办？可以使用types模块中定义的常量：

>>> **import** types

>>> **def** **fn**():

... **pass**

...

>>> type(fn)==types.FunctionType

True

>>> type(abs)==types.BuiltinFunctionType

True

>>> type(**lambda** x: x)==types.LambdaType

True

>>> type((x **for** x **in** range(10)))==types.GeneratorType

True

### 使用isinstance()

对于class的继承关系来说，使用type()就很不方便。我们要判断class的类型，可以使用isinstance()函数。

我们回顾上次的例子，如果继承关系是：

object -> Animal -> Dog -> Husky

那么，isinstance()就可以告诉我们，一个对象是否是某种类型。先创建3种类型的对象：

>>> a = Animal()

>>> d = Dog()

>>> h = Husky()

然后，判断：

>>> isinstance(h, Husky)

True

没有问题，因为h变量指向的就是Husky对象。

再判断：

>>> isinstance(h, Dog)

True

h虽然自身是Husky类型，但由于Husky是从Dog继承下来的，所以，h也还是Dog类型。换句话说，isinstance()判断的是一个对象是否是该类型本身，或者位于该类型的父继承链上。

因此，我们可以确信，h还是Animal类型：

>>> isinstance(h, Animal)

True

同理，实际类型是Dog的d也是Animal类型：

>>> isinstance(d, Dog) **and** isinstance(d, Animal)

True

但是，d不是Husky类型：

>>> isinstance(d, Husky)

False

能用type()判断的基本类型也可以用isinstance()判断：

>>> isinstance('a', str)

True

>>> isinstance(123, int)

True

>>> isinstance(b'a', bytes)

True

并且还可以判断一个变量是否是某些类型中的一种，比如下面的代码就可以判断是否是list或者tuple：

>>> isinstance([1, 2, 3], (**list**, tuple))

**True**

>>> isinstance((1, 2, 3), (**list**, tuple))

**True**

### 使用dir()

如果要获得一个对象的所有属性和方法，可以使用dir()函数，它返回一个包含字符串的list，比如，获得一个str对象的所有属性和方法：

>>> dir('ABC')

['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getnewargs\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mod\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_rmod\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'capitalize', 'casefold', 'center', 'count', 'encode', 'endswith', 'expandtabs', 'find', 'format', 'format\_map', 'index', 'isalnum', 'isalpha', 'isdecimal', 'isdigit', 'isidentifier', 'islower', 'isnumeric', 'isprintable', 'isspace', 'istitle', 'isupper', 'join', 'ljust', 'lower', 'lstrip', 'maketrans', 'partition', '**replace**', 'rfind', 'rindex', 'rjust', 'rpartition', 'rsplit', 'rstrip', 'split', 'splitlines', 'startswith', 'strip', 'swapcase', 'title', 'translate', 'upper', 'zfill']

类似\_\_xxx\_\_的属性和方法在Python中都是有特殊用途的，比如\_\_len\_\_方法返回长度。在Python中，如果你调用len()函数试图获取一个对象的长度，实际上，在len()函数内部，它自动去调用该对象的\_\_len\_\_()方法，所以，下面的代码是等价的：

>>> len('ABC')

3

>>> 'ABC'.\_\_len\_\_()

3

我们自己写的类，如果也想用len(myObj)的话，就自己写一个\_\_len\_\_()方法：

>>> **class MyDog(object):**

... **def** **\_\_len\_\_**(self):

... **return** 100

...

>>> dog = MyDog()

>>> len(dog)

100

剩下的都是普通属性或方法，比如lower()返回小写的字符串：

>>> 'ABC'.lower()

'abc'

仅仅把属性和方法列出来是不够的，配合getattr()、setattr()以及hasattr()，我们可以直接操作一个对象的状态：

>>> **class MyObject(object):**

... **def** **\_\_init\_\_**(self):

... self.x = 9

... **def** **power**(self):

... **return** self.x \* self.x

...

>>> obj = MyObject()

紧接着，可以测试该对象的属性：

>>> hasattr(obj, 'x') *# 有属性'x'吗？*

True

>>> obj.x

9

>>> hasattr(obj, 'y') *# 有属性'y'吗？*

False

>>> setattr(obj, 'y', 19) *# 设置一个属性'y'*

>>> hasattr(obj, 'y') *# 有属性'y'吗？*

True

>>> getattr(obj, 'y') *# 获取属性'y'*

19

>>> obj.y *# 获取属性'y'*

19

如果试图获取不存在的属性，会抛出AttributeError的错误：

>>> getattr(obj, 'z') # 获取属性'z'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'MyObject' object has no attribute 'z'

可以传入一个default参数，如果属性不存在，就返回默认值：

>>> getattr(obj, 'z', 404) *# 获取属性'z'，如果不存在，返回默认值404*

404

也可以获得对象的方法：

>>> hasattr(obj, 'power') *# 有属性'power'吗？*

True

>>> getattr(obj, 'power') *# 获取属性'power'*

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x10077a6a0>>

>>> fn = getattr(obj, 'power') *# 获取属性'power'并赋值到变量fn*

>>> fn *# fn指向obj.power*

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x10077a6a0>>

>>> fn() *# 调用fn()与调用obj.power()是一样的*

81

### 小结

通过内置的一系列函数，我们可以对任意一个Python对象进行剖析，拿到其内部的数据。要注意的是，只有在不知道对象信息的时候，我们才会去获取对象信息。如果可以直接写：

sum = obj.x + obj.y

就不要写：

sum = getattr(obj, 'x') + getattr(obj, 'y')

一个正确的用法的例子如下：

**def** **readImage**(fp):

**if** hasattr(fp, 'read'):

**return** readData(fp)

**return** None

假设我们希望从文件流fp中读取图像，我们首先要判断该fp对象是否存在read方法，如果存在，则该对象是一个流，如果不存在，则无法读取。hasattr()就派上了用场。

请注意，在Python这类动态语言中，根据鸭子类型，有read()方法，不代表该fp对象就是一个文件流，它也可能是网络流，也可能是内存中的一个字节流，但只要read()方法返回的是有效的图像数据，就不影响读取图像的功能。

### 参考源码

[get\_type.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_basic/get_type.py)

[attrs.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_basic/attrs.py)

### 感觉本站内容不错，读后有收获？

#### 实例属性和类属性

阅读: 84078

由于Python是动态语言，根据类创建的实例可以任意绑定属性。

给实例绑定属性的方法是通过实例变量，或者通过self变量：

**class Student(object):**

**def** **\_\_init\_\_**(self, name):

self.name = name

s = Student('Bob')

s.score = 90

但是，如果Student类本身需要绑定一个属性呢？可以直接在class中定义属性，这种属性是类属性，归Student类所有：

**class Student(object):**

name = 'Student'

当我们定义了一个类属性后，这个属性虽然归类所有，但类的所有实例都可以访问到。来测试一下：

>>> **class Student(object):**

... name = 'Student'

...

>>> s = Student() *# 创建实例s*

>>> print(s.name) *# 打印name属性，因为实例并没有name属性，所以会继续查找class的name属性*

Student

>>> print(Student.name) *# 打印类的name属性*

Student

>>> s.name = 'Michael' *# 给实例绑定name属性*

>>> print(s.name) *# 由于实例属性优先级比类属性高，因此，它会屏蔽掉类的name属性*

Michael

>>> print(Student.name) *# 但是类属性并未消失，用Student.name仍然可以访问*

Student

>>> **del** s.name *# 如果删除实例的name属性*

>>> print(s.name) *# 再次调用s.name，由于实例的name属性没有找到，类的name属性就显示出来了*

Student

从上面的例子可以看出，在编写程序的时候，千万不要把实例属性和类属性使用相同的名字，因为相同名称的实例属性将屏蔽掉类属性，但是当你删除实例属性后，再使用相同的名称，访问到的将是类属性。

### 感觉本站内容不错，读后有收获？

#### 面向对象高级编程

阅读: 67230

数据封装、继承和多态只是面向对象程序设计中最基础的3个概念。在Python中，面向对象还有很多高级特性，允许我们写出非常强大的功能。

我们会讨论多重继承、定制类、元类等概念。

### 感觉本站内容不错，读后有收获？

#### 使用\_\_slots\_\_

阅读: 104878

正常情况下，当我们定义了一个class，创建了一个class的实例后，我们可以给该实例绑定任何属性和方法，这就是动态语言的灵活性。先定义class：

**class Student(object):**

**pass**

然后，尝试给实例绑定一个属性：

>>> s = Student()

>>> s.name = 'Michael' *# 动态给实例绑定一个属性*

>>> print(s.name)

Michael

还可以尝试给实例绑定一个方法：

>>> **def** **set\_age**(self, age): *# 定义一个函数作为实例方法*

... self.age = age

...

>>> **from** types **import** MethodType

>>> s.set\_age = MethodType(set\_age, s) *# 给实例绑定一个方法*

>>> s.set\_age(25) *# 调用实例方法*

>>> s.age *# 测试结果*

25

但是，给一个实例绑定的方法，对另一个实例是不起作用的：

>>> s2 = Student() # 创建新的实例

>>> s2.set\_age(25) # 尝试调用方法

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute 'set\_age'

为了给所有实例都绑定方法，可以给class绑定方法：

>>> **def** **set\_score**(self, score):

... self.score = score

...

>>> Student.set\_score = set\_score

给class绑定方法后，所有实例均可调用：

>>> s.set\_score(100)

>>> s.score

100

>>> s2.set\_score(99)

>>> s2.score

99

通常情况下，上面的set\_score方法可以直接定义在class中，但动态绑定允许我们在程序运行的过程中动态给class加上功能，这在静态语言中很难实现。

### 使用\_\_slots\_\_

但是，如果我们想要限制实例的属性怎么办？比如，只允许对Student实例添加name和age属性。

为了达到限制的目的，Python允许在定义class的时候，定义一个特殊的\_\_slots\_\_变量，来限制该class实例能添加的属性：

**class Student(object):**

\_\_slots\_\_ = ('name', 'age') *# 用tuple定义允许绑定的属性名称*

然后，我们试试：

>>> s = Student() *# 创建新的实例*

>>> s.name = 'Michael' *# 绑定属性'name'*

>>> s.age = 25 *# 绑定属性'age'*

>>> s.score = 99 *# 绑定属性'score'*

Traceback (most recent call last):

File "<stdin>", line 1, **in** <module>

AttributeError: 'Student' object has no attribute 'score'

由于'score'没有被放到\_\_slots\_\_中，所以不能绑定score属性，试图绑定score将得到AttributeError的错误。

使用\_\_slots\_\_要注意，\_\_slots\_\_定义的属性仅对当前类实例起作用，对继承的子类是不起作用的：

>>> **class GraduateStudent(Student):**

... **pass**

...

>>> g = GraduateStudent()

>>> g.score = 9999

除非在子类中也定义\_\_slots\_\_，这样，子类实例允许定义的属性就是自身的\_\_slots\_\_加上父类的\_\_slots\_\_。

### 参考源码

[use\_slots.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/use_slots.py)

### 感觉本站内容不错，读后有收获？

#### 使用@property

阅读: 92834

在绑定属性时，如果我们直接把属性暴露出去，虽然写起来很简单，但是，没办法检查参数，导致可以把成绩随便改：

s = Student()

s.score = 9999

这显然不合逻辑。为了限制score的范围，可以通过一个set\_score()方法来设置成绩，再通过一个get\_score()来获取成绩，这样，在set\_score()方法里，就可以检查参数：

**class Student(object):**

**def** **get\_score**(self):

**return** self.\_score

**def** **set\_score**(self, value):

**if** **not** isinstance(value, int):

**raise** ValueError('score must be an integer!')

**if** value < 0 **or** value > 100:

**raise** ValueError('score must between 0 ~ 100!')

self.\_score = value

现在，对任意的Student实例进行操作，就不能随心所欲地设置score了：

>>> s = Student()

>>> s.set\_score(60) *# ok!*

>>> s.get\_score()

60

>>> s.set\_score(9999)

Traceback (most recent call last):

...

ValueError: score must between 0 ~ 100!

但是，上面的调用方法又略显复杂，没有直接用属性这么直接简单。

有没有既能检查参数，又可以用类似属性这样简单的方式来访问类的变量呢？对于追求完美的Python程序员来说，这是必须要做到的！

还记得装饰器（decorator）可以给函数动态加上功能吗？对于类的方法，装饰器一样起作用。Python内置的@property装饰器就是负责把一个方法变成属性调用的：

**class Student(object):**

@property

**def** **score**(self):

**return** self.\_score

@score.setter

**def** **score**(self, value):

**if** **not** isinstance(value, int):

**raise** ValueError('score must be an integer!')

**if** value < 0 **or** value > 100:

**raise** ValueError('score must between 0 ~ 100!')

self.\_score = value

@property的实现比较复杂，我们先考察如何使用。把一个getter方法变成属性，只需要加上@property就可以了，此时，@property本身又创建了另一个装饰器@score.setter，负责把一个setter方法变成属性赋值，于是，我们就拥有一个可控的属性操作：

>>> s = Student()

>>> s.score = 60 *# OK，实际转化为s.set\_score(60)*

>>> s.score *# OK，实际转化为s.get\_score()*

60

>>> s.score = 9999

Traceback (most recent call last):

...

ValueError: score must between 0 ~ 100!

注意到这个神奇的@property，我们在对实例属性操作的时候，就知道该属性很可能不是直接暴露的，而是通过getter和setter方法来实现的。

还可以定义只读属性，只定义getter方法，不定义setter方法就是一个只读属性：

**class Student(object):**

@property

**def** **birth**(self):

**return** self.\_birth

@birth.setter

**def** **birth**(self, value):

self.\_birth = value

@property

**def** **age**(self):

**return** 2015 - self.\_birth

上面的birth是可读写属性，而age就是一个**只读**属性，因为age可以根据birth和当前时间计算出来。

### 小结

@property广泛应用在类的定义中，可以让调用者写出简短的代码，同时保证对参数进行必要的检查，这样，程序运行时就减少了出错的可能性。

### 练习

请利用@property给一个Screen对象加上width和height属性，以及一个只读属性resolution：

窗体顶端

# -\*- coding: utf-8 -\*-

class Screen(object):

![](data:image/x-wmf;base64,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)

# test:

s = Screen()

s.width = 1024

s.height = 768

print(s.resolution)

assert s.resolution == 786432, '1024 \* 768 = %d ?' % s.resolution

窗体底端

### 参考源码

[use\_property.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/use_property.py)

### 感觉本站内容不错，读后有收获？

#### 多重继承

阅读: 62989

继承是面向对象编程的一个重要的方式，因为通过继承，子类就可以扩展父类的功能。

回忆一下Animal类层次的设计，假设我们要实现以下4种动物：

* Dog - 狗狗；
* Bat - 蝙蝠；
* Parrot - 鹦鹉；
* Ostrich - 鸵鸟。

如果按照哺乳动物和鸟类归类，我们可以设计出这样的类的层次：

![animal-mb](data:image/png;base64,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)

但是如果按照“能跑”和“能飞”来归类，我们就应该设计出这样的类的层次：
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如果要把上面的两种分类都包含进来，我们就得设计更多的层次：

* 哺乳类：能跑的哺乳类，能飞的哺乳类；
* 鸟类：能跑的鸟类，能飞的鸟类。

这么一来，类的层次就复杂了：
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如果要再增加“宠物类”和“非宠物类”，这么搞下去，类的数量会呈指数增长，很明显这样设计是不行的。

正确的做法是采用多重继承。首先，主要的类层次仍按照哺乳类和鸟类设计：

**class Animal(object):**

**pass**

*# 大类:*

**class Mammal(Animal):**

**pass**

**class Bird(Animal):**

**pass**

*# 各种动物:*

**class Dog(Mammal):**

**pass**

**class Bat(Mammal):**

**pass**

**class Parrot(Bird):**

**pass**

**class Ostrich(Bird):**

**pass**

现在，我们要给动物再加上Runnable和Flyable的功能，只需要先定义好Runnable和Flyable的类：

**class Runnable(object):**

**def** **run**(self):

print('Running...')

**class Flyable(object):**

**def** **fly**(self):

print('Flying...')

对于需要Runnable功能的动物，就多继承一个Runnable，例如Dog：

**class Dog(Mammal, Runnable):**

**pass**

对于需要Flyable功能的动物，就多继承一个Flyable，例如Bat：

**class Bat(Mammal, Flyable):**

**pass**

通过多重继承，一个子类就可以同时获得多个父类的所有功能。

### MixIn

在设计类的继承关系时，通常，主线都是单一继承下来的，例如，Ostrich继承自Bird。但是，如果需要“混入”额外的功能，通过多重继承就可以实现，比如，让Ostrich除了继承自Bird外，再同时继承Runnable。这种设计通常称之为MixIn。

为了更好地看出继承关系，我们把Runnable和Flyable改为RunnableMixIn和FlyableMixIn。类似的，你还可以定义出肉食动物CarnivorousMixIn和植食动物HerbivoresMixIn，让某个动物同时拥有好几个MixIn：

**class Dog(Mammal, RunnableMixIn, CarnivorousMixIn):**

**pass**

MixIn的目的就是给一个类增加多个功能，这样，在设计类的时候，我们优先考虑通过多重继承来组合多个MixIn的功能，而不是设计多层次的复杂的继承关系。

Python自带的很多库也使用了MixIn。举个例子，Python自带了TCPServer和UDPServer这两类网络服务，而要同时服务多个用户就必须使用多进程或多线程模型，这两种模型由ForkingMixIn和ThreadingMixIn提供。通过组合，我们就可以创造出合适的服务来。

比如，编写一个多进程模式的TCP服务，定义如下：

**class MyTCPServer(TCPServer, ForkingMixIn):**

**pass**

编写一个多线程模式的UDP服务，定义如下：

**class MyUDPServer(UDPServer, ThreadingMixIn):**

**pass**

如果你打算搞一个更先进的协程模型，可以编写一个CoroutineMixIn：

**class MyTCPServer(TCPServer, CoroutineMixIn):**

**pass**

这样一来，我们不需要复杂而庞大的继承链，只要选择组合不同的类的功能，就可以快速构造出所需的子类。

### 小结

由于Python允许使用多重继承，因此，MixIn就是一种常见的设计。

只允许单一继承的语言（如Java）不能使用MixIn的设计。

### 感觉本站内容不错，读后有收获？

#### 定制类

阅读: 85557

看到类似\_\_slots\_\_这种形如\_\_xxx\_\_的变量或者函数名就要注意，这些在Python中是有特殊用途的。

\_\_slots\_\_我们已经知道怎么用了，\_\_len\_\_()方法我们也知道是为了能让class作用于len()函数。

除此之外，Python的class中还有许多这样有特殊用途的函数，可以帮助我们定制类。

### \_\_str\_\_

我们先定义一个Student类，打印一个实例：

>>> **class Student(object):**

... **def** **\_\_init\_\_**(self, name):

... self.name = name

...

>>> print(Student('Michael'))

<\_\_main\_\_.Student object at 0x109afb190>

打印出一堆<\_\_main\_\_.Student object at 0x109afb190>，不好看。

怎么才能打印得好看呢？只需要定义好\_\_str\_\_()方法，返回一个好看的字符串就可以了：

>>> **class Student(object):**

... **def** **\_\_init\_\_**(self, name):

... self.name = name

... **def** **\_\_str\_\_**(self):

... **return** 'Student object (name: %s)' % self.name

...

>>> print(Student('Michael'))

Student object (name: Michael)

这样打印出来的实例，不但好看，而且容易看出实例内部重要的数据。

但是细心的朋友会发现直接敲变量不用print，打印出来的实例还是不好看：

>>> s = Student('Michael')

>>> s

<\_\_main\_\_.Student object at 0x109afb310>

这是因为直接显示变量调用的不是\_\_str\_\_()，而是\_\_repr\_\_()，两者的区别是\_\_str\_\_()返回用户看到的字符串，而\_\_repr\_\_()返回程序开发者看到的字符串，也就是说，\_\_repr\_\_()是为调试服务的。

解决办法是再定义一个\_\_repr\_\_()。但是通常\_\_str\_\_()和\_\_repr\_\_()代码都是一样的，所以，有个偷懒的写法：

**class Student(object):**

**def** **\_\_init\_\_**(self, name):

self.name = name

**def** **\_\_str\_\_**(self):

**return** 'Student object (name=%s)' % self.name

\_\_repr\_\_ = \_\_str\_\_

### \_\_iter\_\_

如果一个类想被用于for ... in循环，类似list或tuple那样，就必须实现一个\_\_iter\_\_()方法，该方法返回一个迭代对象，然后，Python的for循环就会不断调用该迭代对象的\_\_next\_\_()方法拿到循环的下一个值，直到遇到StopIteration错误时退出循环。

我们以斐波那契数列为例，写一个Fib类，可以作用于for循环：

**class Fib(object):**

**def** **\_\_init\_\_**(self):

self.a, self.b = 0, 1 *# 初始化两个计数器a，b*

**def** **\_\_iter\_\_**(self):

**return** self *# 实例本身就是迭代对象，故返回自己*

**def** **\_\_next\_\_**(self):

self.a, self.b = self.b, self.a + self.b *# 计算下一个值*

**if** self.a > 100000: *# 退出循环的条件*

**raise** StopIteration();

**return** self.a *# 返回下一个值*

现在，试试把Fib实例作用于for循环：

>>> **for** n **in** Fib():

... print(n)

...

1

1

2

3

5

...

46368

75025

### \_\_getitem\_\_

Fib实例虽然能作用于for循环，看起来和list有点像，但是，把它当成list来使用还是不行，比如，取第5个元素：

>>> Fib()[5]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'Fib' object does not support indexing

要表现得像list那样按照下标取出元素，需要实现\_\_getitem\_\_()方法：

**class Fib(object):**

**def** **\_\_getitem\_\_**(self, n):

a, b = 1, 1

**for** x **in** range(n):

a, b = b, a + b

**return** a

现在，就可以按下标访问数列的任意一项了：

>>> f = Fib()

>>> f[0]

1

>>> f[1]

1

>>> f[2]

2

>>> f[3]

3

>>> f[10]

89

>>> f[100]

573147844013817084101

但是list有个神奇的切片方法：

>>> list(range(100))[5:10]

[5, 6, 7, 8, 9]

对于Fib却报错。原因是\_\_getitem\_\_()传入的参数可能是一个int，也可能是一个切片对象slice，所以要做判断：

**class Fib(object):**

**def** **\_\_getitem\_\_**(self, n):

**if** isinstance(n, int): *# n是索引*

a, b = 1, 1

**for** x **in** range(n):

a, b = b, a + b

**return** a

**if** isinstance(n, slice): *# n是切片*

start = n.start

stop = n.stop

**if** start **is** None:

start = 0

a, b = 1, 1

L = []

**for** x **in** range(stop):

**if** x >= start:

L.append(a)

a, b = b, a + b

**return** L

现在试试Fib的切片：

>>> f = Fib()

>>> f[0:5]

[1, 1, 2, 3, 5]

>>> f[:10]

[1, 1, 2, 3, 5, 8, 13, 21, 34, 55]

但是没有对step参数作处理：

>>> f[:10:2]

[1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89]

也没有对负数作处理，所以，要正确实现一个\_\_getitem\_\_()还是有很多工作要做的。

此外，如果把对象看成dict，\_\_getitem\_\_()的参数也可能是一个可以作key的object，例如str。

与之对应的是\_\_setitem\_\_()方法，把对象视作list或dict来对集合赋值。最后，还有一个\_\_delitem\_\_()方法，用于删除某个元素。

总之，通过上面的方法，我们自己定义的类表现得和Python自带的list、tuple、dict没什么区别，这完全归功于动态语言的“鸭子类型”，不需要强制继承某个接口。

### \_\_getattr\_\_

正常情况下，当我们调用类的方法或属性时，如果不存在，就会报错。比如定义Student类：

**class Student(object):**

**def** **\_\_init\_\_**(self):

self.name = 'Michael'

调用name属性，没问题，但是，调用不存在的score属性，就有问题了：

>>> s = Student()

>>> print(s.name)

Michael

>>> print(s.score)

Traceback (most recent call last):

...

AttributeError: 'Student' object has no attribute 'score'

错误信息很清楚地告诉我们，没有找到score这个attribute。

要避免这个错误，除了可以加上一个score属性外，Python还有另一个机制，那就是写一个\_\_getattr\_\_()方法，动态返回一个属性。修改如下：

**class Student(object):**

**def** **\_\_init\_\_**(self):

self.name = 'Michael'

**def** **\_\_getattr\_\_**(self, attr):

**if** attr=='score':

**return** 99

当调用不存在的属性时，比如score，Python解释器会试图调用\_\_getattr\_\_(self, 'score')来尝试获得属性，这样，我们就有机会返回score的值：

>>> s = Student()

>>> s.name

'Michael'

>>> s.score

99

返回函数也是完全可以的：

**class Student(object):**

**def** **\_\_getattr\_\_**(self, attr):

**if** attr=='age':

**return** **lambda**: 25

只是调用方式要变为：

>>> s.age()

25

注意，只有在没有找到属性的情况下，才调用\_\_getattr\_\_，已有的属性，比如name，不会在\_\_getattr\_\_中查找。

此外，注意到任意调用如s.abc都会返回None，这是因为我们定义的\_\_getattr\_\_默认返回就是None。要让class只响应特定的几个属性，我们就要按照约定，抛出AttributeError的错误：

**class Student(object):**

**def** **\_\_getattr\_\_**(self, attr):

**if** attr=='age':

**return** **lambda**: 25

**raise** AttributeError('\'Student\' object has no attribute \'%s\'' % attr)

这实际上可以把一个类的所有属性和方法调用全部动态化处理了，不需要任何特殊手段。

这种完全动态调用的特性有什么实际作用呢？作用就是，可以针对完全动态的情况作调用。

举个例子：

现在很多网站都搞REST API，比如新浪微博、豆瓣啥的，调用API的URL类似：

* <http://api.server/user/friends>
* <http://api.server/user/timeline/list>

如果要写SDK，给每个URL对应的API都写一个方法，那得累死，而且，API一旦改动，SDK也要改。

利用完全动态的\_\_getattr\_\_，我们可以写出一个链式调用：

**class Chain(object):**

**def** **\_\_init\_\_**(self, path=''):

self.\_path = path

**def** **\_\_getattr\_\_**(self, path):

**return** Chain('%s/%s' % (self.\_path, path))

**def** **\_\_str\_\_**(self):

**return** self.\_path

\_\_repr\_\_ = \_\_str\_\_

试试：

>>> Chain().status.user.timeline.**list**

'/status/user/timeline/list'

这样，无论API怎么变，SDK都可以根据URL实现完全动态的调用，而且，不随API的增加而改变！

还有些REST API会把参数放到URL中，比如GitHub的API：

GET /users/:user/repos

调用时，需要把:user替换为实际用户名。如果我们能写出这样的链式调用：

Chain().users('michael').repos

就可以非常方便地调用API了。有兴趣的童鞋可以试试写出来。

### \_\_call\_\_

一个对象实例可以有自己的属性和方法，当我们调用实例方法时，我们用instance.method()来调用。能不能直接在实例本身上调用呢？在Python中，答案是肯定的。

任何类，只需要定义一个\_\_call\_\_()方法，就可以直接对实例进行调用。请看示例：

**class Student(object):**

**def** **\_\_init\_\_**(self, name):

self.name = name

**def** **\_\_call\_\_**(self):

print('My name is %s.' % self.name)

调用方式如下：

>>> s = Student('Michael')

>>> s() *# self参数不要传入*

My name **is** Michael.

\_\_call\_\_()还可以定义参数。对实例进行直接调用就好比对一个函数进行调用一样，所以你完全可以把对象看成函数，把函数看成对象，因为这两者之间本来就没啥根本的区别。

如果你把对象看成函数，那么函数本身其实也可以在运行期动态创建出来，因为类的实例都是运行期创建出来的，这么一来，我们就模糊了对象和函数的界限。

那么，怎么判断一个变量是对象还是函数呢？其实，更多的时候，我们需要判断一个对象是否能被调用，能被调用的对象就是一个Callable对象，比如函数和我们上面定义的带有\_\_call\_\_()的类实例：

>>> callable(Student())

True

>>> callable(max)

True

>>> callable([1, 2, 3])

False

>>> callable(None)

False

>>> callable('str')

False

通过callable()函数，我们就可以判断一个对象是否是“可调用”对象。

### 小结

Python的class允许定义许多定制方法，可以让我们非常方便地生成特定的类。

本节介绍的是最常用的几个定制方法，还有很多可定制的方法，请参考[Python的官方文档](http://docs.python.org/3/reference/datamodel.html#special-method-names)。

### 参考源码

[special\_str.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/special_str.py)

[special\_iter.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/special_iter.py)

[special\_getitem.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/special_getitem.py)

[special\_getattr.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/special_getattr.py)

[special\_call.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/special_call.py)

### 感觉本站内容不错，读后有收获？

#### 使用枚举类

阅读: 57371

当我们需要定义常量时，一个办法是用大写变量通过整数来定义，例如月份：

JAN = 1

FEB = 2

MAR = 3

...

NOV = 11

DEC = 12

好处是简单，缺点是类型是int，并且仍然是变量。

更好的方法是为这样的枚举类型定义一个class类型，然后，每个常量都是class的一个唯一实例。Python提供了Enum类来实现这个功能：

from **enum** **import** Enum

Month = Enum('Month', ('Jan', 'Feb', 'Mar', 'Apr', 'May', 'Jun', 'Jul', 'Aug', 'Sep', 'Oct', 'Nov', 'Dec'))

这样我们就获得了Month类型的枚举类，可以直接使用Month.Jan来引用一个常量，或者枚举它的所有成员：

**for** name, member **in** Month.\_\_members\_\_.items():

print(name, '=>', member, ',', member.value)

value属性则是自动赋给成员的int常量，默认从1开始计数。

如果需要更精确地控制枚举类型，可以从Enum派生出自定义类：

**from** enum **import** Enum, unique

@unique

**class Weekday(Enum):**

Sun = 0 *# Sun的value被设定为0*

Mon = 1

Tue = 2

Wed = 3

Thu = 4

Fri = 5

Sat = 6

@unique装饰器可以帮助我们检查保证没有重复值。

访问这些枚举类型可以有若干种方法：

>>> day1 = Weekday.Mon

>>> print(day1)

Weekday.Mon

>>> print(Weekday.Tue)

Weekday.Tue

>>> print(Weekday['Tue'])

Weekday.Tue

>>> print(Weekday.Tue.value)

2

>>> print(day1 == Weekday.Mon)

True

>>> print(day1 == Weekday.Tue)

False

>>> print(Weekday(1))

Weekday.Mon

>>> print(day1 == Weekday(1))

True

>>> Weekday(7)

Traceback (most recent call last):

...

ValueError: 7 **is** **not** a valid Weekday

>>> **for** name, member **in** Weekday.\_\_members\_\_.items():

... print(name, '=>', member)

...

Sun => Weekday.Sun

Mon => Weekday.Mon

Tue => Weekday.Tue

Wed => Weekday.Wed

Thu => Weekday.Thu

Fri => Weekday.Fri

Sat => Weekday.Sat

可见，既可以用成员名称引用枚举常量，又可以直接根据value的值获得枚举常量。

### 小结

Enum可以把一组相关常量定义在一个class中，且class不可变，而且成员可以直接比较。

### 参考源码

[use\_enum.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/use_enum.py)

### 感觉本站内容不错，读后有收获？

#### 使用元类

阅读: 165467

### type()

动态语言和静态语言最大的不同，就是函数和类的定义，不是编译时定义的，而是运行时动态创建的。

比方说我们要定义一个Hello的class，就写一个hello.py模块：

**class Hello(object):**

**def** **hello**(self, name='world'):

print('Hello, %s.' % name)

当Python解释器载入hello模块时，就会依次执行该模块的所有语句，执行结果就是动态创建出一个Hello的class对象，测试如下：

>>> from hello **import** Hello

>>> h = Hello()

>>> h.hello()

Hello, world.

>>> print(type(Hello))

<**class 'type'>**

**>>> print(type(h))**

**<class 'hello.Hello'>**

type()函数可以查看一个类型或变量的类型，Hello是一个class，它的类型就是type，而h是一个实例，它的类型就是class Hello。

我们说class的定义是运行时动态创建的，而创建class的方法就是使用type()函数。

type()函数既可以返回一个对象的类型，又可以创建出新的类型，比如，我们可以通过type()函数创建出Hello类，而无需通过class Hello(object)...的定义：

>>> def fn(self, name='world'): # 先定义函数

... print('Hello, %s.' % name)

...

>>> Hello = type('Hello', (object,), dict(hello=fn)) # 创建Hello **class**

**>>> h = Hello()**

**>>> h.hello()**

**Hello, world.**

**>>> print(type(Hello))**

**<class 'type'>**

**>>> print(type(h))**

**<class '\_\_main\_\_.Hello'>**

要创建一个class对象，type()函数依次传入3个参数：

1. class的名称；
2. 继承的父类集合，注意Python支持多重继承，如果只有一个父类，别忘了tuple的单元素写法；
3. class的方法名称与函数绑定，这里我们把函数fn绑定到方法名hello上。

通过type()函数创建的类和直接写class是完全一样的，因为Python解释器遇到class定义时，仅仅是扫描一下class定义的语法，然后调用type()函数创建出class。

正常情况下，我们都用class Xxx...来定义类，但是，type()函数也允许我们动态创建出类来，也就是说，动态语言本身支持运行期动态创建类，这和静态语言有非常大的不同，要在静态语言运行期创建类，必须构造源代码字符串再调用编译器，或者借助一些工具生成字节码实现，本质上都是动态编译，会非常复杂。

### metaclass

除了使用type()动态创建类以外，要控制类的创建行为，还可以使用metaclass。

metaclass，直译为元类，简单的解释就是：

当我们定义了类以后，就可以根据这个类创建出实例，所以：先定义类，然后创建实例。

但是如果我们想创建出类呢？那就必须根据metaclass创建出类，所以：先定义metaclass，然后创建类。

连接起来就是：先定义metaclass，就可以创建类，最后创建实例。

所以，metaclass允许你创建类或者修改类。换句话说，你可以把类看成是metaclass创建出来的“实例”。

metaclass是Python面向对象里最难理解，也是最难使用的魔术代码。正常情况下，你不会碰到需要使用metaclass的情况，所以，以下内容看不懂也没关系，因为基本上你不会用到。

我们先看一个简单的例子，这个metaclass可以给我们自定义的MyList增加一个add方法：

定义ListMetaclass，按照默认习惯，metaclass的类名总是以Metaclass结尾，以便清楚地表示这是一个metaclass：

*# metaclass是类的模板，所以必须从`type`类型派生：*

**class ListMetaclass(type):**

**def** **\_\_new\_\_**(cls, name, bases, attrs):

attrs['add'] = **lambda** self, value: self.append(value)

**return** type.\_\_new\_\_(cls, name, bases, attrs)

有了ListMetaclass，我们在定义类的时候还要指示使用ListMetaclass来定制类，传入关键字参数metaclass：

**class MyList(list, metaclass=ListMetaclass):**

**pass**

当我们传入关键字参数metaclass时，魔术就生效了，它指示Python解释器在创建MyList时，要通过ListMetaclass.\_\_new\_\_()来创建，在此，我们可以修改类的定义，比如，加上新的方法，然后，返回修改后的定义。

\_\_new\_\_()方法接收到的参数依次是：

1. 当前准备创建的类的对象；
2. 类的名字；
3. 类继承的父类集合；
4. 类的方法集合。

测试一下MyList是否可以调用add()方法：

>>> L = MyList()

>>> L.add(1)

>> L

[1]

而普通的list没有add()方法：

>>> L2 = list()

>>> L2.add(1)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'list' object has no attribute 'add'

动态修改有什么意义？直接在MyList定义中写上add()方法不是更简单吗？正常情况下，确实应该直接写，通过metaclass修改纯属变态。

但是，总会遇到需要通过metaclass修改类定义的。ORM就是一个典型的例子。

ORM全称“Object Relational Mapping”，即对象-关系映射，就是把关系数据库的一行映射为一个对象，也就是一个类对应一个表，这样，写代码更简单，不用直接操作SQL语句。

要编写一个ORM框架，所有的类都只能动态定义，因为只有使用者才能根据表的结构定义出对应的类来。

让我们来尝试编写一个ORM框架。

编写底层模块的第一步，就是先把调用接口写出来。比如，使用者如果使用这个ORM框架，想定义一个User类来操作对应的数据库表User，我们期待他写出这样的代码：

**class User(Model):**

*# 定义类的属性到列的映射：*

id = IntegerField('id')

name = StringField('username')

email = StringField('email')

password = StringField('password')

*# 创建一个实例：*

u = User(id=12345, name='Michael', email='test@orm.org', password='my-pwd')

*# 保存到数据库：*

u.save()

其中，父类Model和属性类型StringField、IntegerField是由ORM框架提供的，剩下的魔术方法比如save()全部由metaclass自动完成。虽然metaclass的编写会比较复杂，但ORM的使用者用起来却异常简单。

现在，我们就按上面的接口来实现该ORM。

首先来定义Field类，它负责保存数据库表的字段名和字段类型：

**class Field(object):**

**def** **\_\_init\_\_**(self, name, column\_type):

self.name = name

self.column\_type = column\_type

**def** **\_\_str\_\_**(self):

**return** '<%s:%s>' % (self.\_\_class\_\_.\_\_name\_\_, self.name)

在Field的基础上，进一步定义各种类型的Field，比如StringField，IntegerField等等：

**class StringField(Field):**

**def** **\_\_init\_\_**(self, name):

super(StringField, self).\_\_init\_\_(name, 'varchar(100)')

**class IntegerField(Field):**

**def** **\_\_init\_\_**(self, name):

super(IntegerField, self).\_\_init\_\_(name, 'bigint')

下一步，就是编写最复杂的ModelMetaclass了：

**class ModelMetaclass(type):**

**def** **\_\_new\_\_**(cls, name, bases, attrs):

**if** name=='Model':

**return** type.\_\_new\_\_(cls, name, bases, attrs)

print('Found model: %s' % name)

mappings = dict()

**for** k, v **in** attrs.items():

**if** isinstance(v, Field):

print('Found mapping: %s ==> %s' % (k, v))

mappings[k] = v

**for** k **in** mappings.keys():

attrs.pop(k)

attrs['\_\_mappings\_\_'] = mappings *# 保存属性和列的映射关系*

attrs['\_\_table\_\_'] = name *# 假设表名和类名一致*

**return** type.\_\_new\_\_(cls, name, bases, attrs)

以及基类Model：

**class Model(dict, metaclass=ModelMetaclass):**

**def** **\_\_init\_\_**(self, \*\*kw):

super(Model, self).\_\_init\_\_(\*\*kw)

**def** **\_\_getattr\_\_**(self, key):

**try**:

**return** self[key]

**except** KeyError:

**raise** AttributeError(r"'Model' object has no attribute '%s'" % key)

**def** **\_\_setattr\_\_**(self, key, value):

self[key] = value

**def** **save**(self):

fields = []

params = []

args = []

**for** k, v **in** self.\_\_mappings\_\_.items():

fields.append(v.name)

params.append('?')

args.append(getattr(self, k, None))

sql = 'insert into %s (%s) values (%s)' % (self.\_\_table\_\_, ','.join(fields), ','.join(params))

print('SQL: %s' % sql)

print('ARGS: %s' % str(args))

当用户定义一个class User(Model)时，Python解释器首先在当前类User的定义中查找metaclass，如果没有找到，就继续在父类Model中查找metaclass，找到了，就使用Model中定义的metaclass的ModelMetaclass来创建User类，也就是说，metaclass可以隐式地继承到子类，但子类自己却感觉不到。

在ModelMetaclass中，一共做了几件事情：

1. 排除掉对Model类的修改；
2. 在当前类（比如User）中查找定义的类的所有属性，如果找到一个Field属性，就把它保存到一个\_\_mappings\_\_的dict中，同时从类属性中删除该Field属性，否则，容易造成运行时错误（实例的属性会遮盖类的同名属性）；
3. 把表名保存到\_\_table\_\_中，这里简化为表名默认为类名。

在Model类中，就可以定义各种操作数据库的方法，比如save()，delete()，find()，update等等。

我们实现了save()方法，把一个实例保存到数据库中。因为有表名，属性到字段的映射和属性值的集合，就可以构造出INSERT语句。

编写代码试试：

u = User(id=12345, name='Michael', email='test@orm.org', password='my-pwd')

u.save()

输出如下：

Found model: User

Found mapping: email ==> <StringField:email>

Found mapping: password ==> <StringField:password>

Found mapping: id ==> <IntegerField:uid>

Found mapping: name ==> <StringField:username>

SQL: insert into User (password,email,username,id) values (?,?,?,?)

ARGS: ['my-pwd', 'test@orm.org', 'Michael', 12345]

可以看到，save()方法已经打印出了可执行的SQL语句，以及参数列表，只需要真正连接到数据库，执行该SQL语句，就可以完成真正的功能。

不到100行代码，我们就通过metaclass实现了一个精简的ORM框架。

### 小结

metaclass是Python中非常具有魔术性的对象，它可以改变类创建时的行为。这种强大的功能使用起来务必小心。

### 参考源码

[create\_class\_on\_the\_fly.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/create_class_on_the_fly.py)

[use\_metaclass.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/use_metaclass.py)

[orm.py](https://github.com/michaelliao/learn-python3/blob/master/samples/oop_advance/orm.py)

### 感觉本站内容不错，读后有收获？

#### 错误、调试和测试

阅读: 53781

在程序运行过程中，总会遇到各种各样的错误。

有的错误是程序编写有问题造成的，比如本来应该输出整数结果输出了字符串，这种错误我们通常称之为bug，bug是必须修复的。

有的错误是用户输入造成的，比如让用户输入email地址，结果得到一个空字符串，这种错误可以通过检查用户输入来做相应的处理。

还有一类错误是完全无法在程序运行过程中预测的，比如写入文件的时候，磁盘满了，写不进去了，或者从网络抓取数据，网络突然断掉了。这类错误也称为异常，在程序中通常是必须处理的，否则，程序会因为各种问题终止并退出。

Python内置了一套异常处理机制，来帮助我们进行错误处理。

此外，我们也需要跟踪程序的执行，查看变量的值是否正确，这个过程称为调试。Python的pdb可以让我们以单步方式执行代码。

最后，编写测试也很重要。有了良好的测试，就可以在程序修改后反复运行，确保程序输出符合我们编写的测试。

### 感觉本站内容不错，读后有收获？

#### 错误处理

阅读: 78563

在程序运行的过程中，如果发生了错误，可以事先约定返回一个错误代码，这样，就可以知道是否有错，以及出错的原因。在操作系统提供的调用中，返回错误码非常常见。比如打开文件的函数open()，成功时返回文件描述符（就是一个整数），出错时返回-1。

用错误码来表示是否出错十分不便，因为函数本身应该返回的正常结果和错误码混在一起，造成调用者必须用大量的代码来判断是否出错：

**def** **foo**():

r = some\_function()

**if** r==(-1):

**return** (-1)

*# do something*

**return** r

**def** **bar**():

r = foo()

**if** r==(-1):

print('Error')

**else**:

**pass**

一旦出错，还要一级一级上报，直到某个函数可以处理该错误（比如，给用户输出一个错误信息）。

所以高级语言通常都内置了一套try...except...finally...的错误处理机制，Python也不例外。

### try

让我们用一个例子来看看try的机制：

**try**:

print('try...')

r = 10 / 0

print('result:', r)

**except** ZeroDivisionError **as** e:

print('except:', e)

**finally**:

print('finally...')

print('END')

当我们认为某些代码可能会出错时，就可以用try来运行这段代码，如果执行出错，则后续代码不会继续执行，而是直接跳转至错误处理代码，即except语句块，执行完except后，如果有finally语句块，则执行finally语句块，至此，执行完毕。

上面的代码在计算10 / 0时会产生一个除法运算错误：

**try**...

**except**: division by zero

**finally**...

END

从输出可以看到，当错误发生时，后续语句print('result:', r)不会被执行，except由于捕获到ZeroDivisionError，因此被执行。最后，finally语句被执行。然后，程序继续按照流程往下走。

如果把除数0改成2，则执行结果如下：

**try**...

result: 5

**finally**...

END

由于没有错误发生，所以except语句块不会被执行，但是finally如果有，则一定会被执行（可以没有finally语句）。

你还可以猜测，错误应该有很多种类，如果发生了不同类型的错误，应该由不同的except语句块处理。没错，可以有多个except来捕获不同类型的错误：

**try**:

print('try...')

r = 10 / int('a')

print('result:', r)

**except** ValueError **as** e:

print('ValueError:', e)

**except** ZeroDivisionError **as** e:

print('ZeroDivisionError:', e)

**finally**:

print('finally...')

print('END')

int()函数可能会抛出ValueError，所以我们用一个except捕获ValueError，用另一个except捕获ZeroDivisionError。

此外，如果没有错误发生，可以在except语句块后面加一个else，当没有错误发生时，会自动执行else语句：

**try**:

print('try...')

r = 10 / int('2')

print('result:', r)

**except** ValueError **as** e:

print('ValueError:', e)

**except** ZeroDivisionError **as** e:

print('ZeroDivisionError:', e)

**else**:

print('no error!')

**finally**:

print('finally...')

print('END')

Python的错误其实也是class，所有的错误类型都继承自BaseException，所以在使用except时需要注意的是，它不但捕获该类型的错误，还把其子类也“一网打尽”。比如：

**try**:

foo()

**except** ValueError **as** e:

print('ValueError')

**except** UnicodeError **as** e:

print('UnicodeError')

第二个except永远也捕获不到UnicodeError，因为UnicodeError是ValueError的子类，如果有，也被第一个except给捕获了。

Python所有的错误都是从BaseException类派生的，常见的错误类型和继承关系看这里：

<https://docs.python.org/3/library/exceptions.html#exception-hierarchy>

使用try...except捕获错误还有一个巨大的好处，就是可以跨越多层调用，比如函数main()调用foo()，foo()调用bar()，结果bar()出错了，这时，只要main()捕获到了，就可以处理：

**def** **foo**(s):

**return** 10 / int(s)

**def** **bar**(s):

**return** foo(s) \* 2

**def** **main**():

**try**:

bar('0')

**except** Exception **as** e:

print('Error:', e)

**finally**:

print('finally...')

也就是说，不需要在每个可能出错的地方去捕获错误，只要在合适的层次去捕获错误就可以了。这样一来，就大大减少了写try...except...finally的麻烦。

### 调用堆栈

如果错误没有被捕获，它就会一直往上抛，最后被Python解释器捕获，打印一个错误信息，然后程序退出。来看看err.py：

*# err.py:*

**def** **foo**(s):

**return** 10 / int(s)

**def** **bar**(s):

**return** foo(s) \* 2

**def** **main**():

bar('0')

main()

执行，结果如下：

$ python3 err.py

Traceback (most recent **call** **last**):

File "err.py", line 11, **in** <**module**>

main()

File "err.py", line 9, **in** main

bar('0')

File "err.py", line 6, **in** bar

return foo(s) \* 2

File "err.py", line 3, **in** foo

return 10 / **int**(s)

ZeroDivisionError: division **by** zero

出错并不可怕，可怕的是不知道哪里出错了。解读错误信息是定位错误的关键。我们从上往下可以看到整个错误的调用函数链：

错误信息第1行：

Traceback (most recent **call** **last**):

告诉我们这是错误的跟踪信息。

第2~3行：

File "err.py", line 11, in <module>

main()

调用main()出错了，在代码文件err.py的第11行代码，但原因是第9行：

File "err.py", line 9, **in** main

bar('0')

调用bar('0')出错了，在代码文件err.py的第9行代码，但原因是第6行：

File "err.py", line 6, **in** bar

**return** foo(s) \* 2

原因是return foo(s) \* 2这个语句出错了，但这还不是最终原因，继续往下看：

File "err.py", line 3, **in** foo

**return** 10 / int(s)

原因是return 10 / int(s)这个语句出错了，这是错误产生的源头，因为下面打印了：

ZeroDivisionError: integer division **or** modulo by zero

根据错误类型ZeroDivisionError，我们判断，int(s)本身并没有出错，但是int(s)返回0，在计算10 / 0时出错，至此，找到错误源头。

### 记录错误

如果不捕获错误，自然可以让Python解释器来打印出错误堆栈，但程序也被结束了。既然我们能捕获错误，就可以把错误堆栈打印出来，然后分析错误原因，同时，让程序继续执行下去。

Python内置的logging模块可以非常容易地记录错误信息：

*# err\_logging.py*

**import** logging

**def** **foo**(s):

**return** 10 / int(s)

**def** **bar**(s):

**return** foo(s) \* 2

**def** **main**():

**try**:

bar('0')

**except** Exception **as** e:

logging.exception(e)

main()

print('END')

同样是出错，但程序打印完错误信息后会继续执行，并正常退出：

$ python3 err\_logging.py

ERROR:root:division by zero

Traceback (most recent **call** **last**):

File "err\_logging.py", line 13, **in** main

bar('0')

File "err\_logging.py", line 9, **in** bar

return foo(s) \* 2

File "err\_logging.py", line 6, **in** foo

return 10 / **int**(s)

ZeroDivisionError: division **by** zero

**END**

通过配置，logging还可以把错误记录到日志文件里，方便事后排查。

### 抛出错误

因为错误是class，捕获一个错误就是捕获到该class的一个实例。因此，错误并不是凭空产生的，而是有意创建并抛出的。Python的内置函数会抛出很多类型的错误，我们自己编写的函数也可以抛出错误。

如果要抛出错误，首先根据需要，可以定义一个错误的class，选择好继承关系，然后，用raise语句抛出一个错误的实例：

*# err\_raise.py*

**class FooError(ValueError):**

**pass**

**def** **foo**(s):

n = int(s)

**if** n==0:

**raise** FooError('invalid value: %s' % s)

**return** 10 / n

foo('0')

执行，可以最后跟踪到我们自己定义的错误：

$ python3 err\_raise.py

Traceback (most recent **call** **last**):

File "err\_throw.py", line 11, **in** <**module**>

foo('0')

File "err\_throw.py", line 8, **in** foo

raise FooError('invalid value: %s' % s)

\_\_main\_\_.FooError: invalid **value**: 0

只有在必要的时候才定义我们自己的错误类型。如果可以选择Python已有的内置的错误类型（比如ValueError，TypeError），尽量使用Python内置的错误类型。

最后，我们来看另一种错误处理的方式：

*# err\_reraise.py*

**def** **foo**(s):

n = int(s)

**if** n==0:

**raise** ValueError('invalid value: %s' % s)

**return** 10 / n

**def** **bar**():

**try**:

foo('0')

**except** ValueError **as** e:

print('ValueError!')

**raise**

bar()

在bar()函数中，我们明明已经捕获了错误，但是，打印一个ValueError!后，又把错误通过raise语句抛出去了，这不有病么？

其实这种错误处理方式不但没病，而且相当常见。捕获错误目的只是记录一下，便于后续追踪。但是，由于当前函数不知道应该怎么处理该错误，所以，最恰当的方式是继续往上抛，让顶层调用者去处理。好比一个员工处理不了一个问题时，就把问题抛给他的老板，如果他的老板也处理不了，就一直往上抛，最终会抛给CEO去处理。

raise语句如果不带参数，就会把当前错误原样抛出。此外，在except中raise一个Error，还可以把一种类型的错误转化成另一种类型：

**try**:

10 / 0

**except** ZeroDivisionError:

**raise** ValueError('input error!')

只要是合理的转换逻辑就可以，但是，决不应该把一个IOError转换成毫不相干的ValueError。

### 小结

Python内置的try...except...finally用来处理错误十分方便。出错时，会分析错误信息并定位错误发生的代码位置才是最关键的。

程序也可以主动抛出错误，让调用者来处理相应的错误。但是，应该在文档中写清楚可能会抛出哪些错误，以及错误产生的原因。

### 参考源码

[do\_try.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/do_try.py)

[err.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/err.py)

[err\_logging.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/err_logging.py)

[err\_raise.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/err_raise.py)

[err\_reraise.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/err_reraise.py)

### 感觉本站内容不错，读后有收获？

#### 调试

阅读: 49106

程序能一次写完并正常运行的概率很小，基本不超过1%。总会有各种各样的bug需要修正。有的bug很简单，看看错误信息就知道，有的bug很复杂，我们需要知道出错时，哪些变量的值是正确的，哪些变量的值是错误的，因此，需要一整套调试程序的手段来修复bug。

第一种方法简单直接粗暴有效，就是用print()把可能有问题的变量打印出来看看：

**def** **foo**(s):

n = int(s)

print('>>> n = %d' % n)

**return** 10 / n

**def** **main**():

foo('0')

main()

执行后在输出中查找打印的变量值：

$ python3 err.py

>>> n = 0

Traceback (most recent **call** **last**):

...

ZeroDivisionError: **integer** division **or** modulo **by** zero

用print()最大的坏处是将来还得删掉它，想想程序里到处都是print()，运行结果也会包含很多垃圾信息。所以，我们又有第二种方法。

### 断言

凡是用print()来辅助查看的地方，都可以用断言（assert）来替代：

**def** **foo**(s):

n = int(s)

**assert** n != 0, 'n is zero!'

**return** 10 / n

**def** **main**():

foo('0')

assert的意思是，表达式n != 0应该是True，否则，根据程序运行的逻辑，后面的代码肯定会出错。

如果断言失败，assert语句本身就会抛出AssertionError：

$ python3 err.py

Traceback (most recent **call** **last**):

...

AssertionError: n **is** zero!

程序中如果到处充斥着assert，和print()相比也好不到哪去。不过，启动Python解释器时可以用-O参数来关闭assert：

$ python3 -O err.py

Traceback (most recent **call** **last**):

...

ZeroDivisionError: division **by** zero

关闭后，你可以把所有的assert语句当成pass来看。

### logging

把print()替换为logging是第3种方式，和assert比，logging不会抛出错误，而且可以输出到文件：

**import** logging

s = '0'

n = **int**(s)

logging.info('n = %d' % n)

print(10 / n)

logging.info()就可以输出一段文本。运行，发现除了ZeroDivisionError，没有任何信息。怎么回事？

别急，在import logging之后添加一行配置再试试：

**import** logging

logging.basicConfig(level=logging.INFO)

看到输出了：

$ python3 err.py

INFO:root:n = 0

Traceback (most recent **call** **last**):

File "err.py", line 8, **in** <**module**>

print(10 / n)

ZeroDivisionError: division **by** zero

这就是logging的好处，它允许你指定记录信息的级别，有debug，info，warning，error等几个级别，当我们指定level=INFO时，logging.debug就不起作用了。同理，指定level=WARNING后，debug和info就不起作用了。这样一来，你可以放心地输出不同级别的信息，也不用删除，最后统一控制输出哪个级别的信息。

logging的另一个好处是通过简单的配置，一条语句可以同时输出到不同的地方，比如console和文件。

### pdb

第4种方式是启动Python的调试器pdb，让程序以单步方式运行，可以随时查看运行状态。我们先准备好程序：

*# err.py*

s = '0'

n = int(s)

**print**(10 / n)

然后启动：

$ python3 -m pdb err.py

> /Users/michael/Github/learn-python3/samples/debug/err.py(2)<**module**>()

-> s = '0'

以参数-m pdb启动后，pdb定位到下一步要执行的代码-> s = '0'。输入命令l来查看代码：

(Pdb) l

1 *# err.py*

2 -> s = '0'

3 n = int(s)

4 **print**(10 / n)

输入命令n可以单步执行代码：

(Pdb) n

> /Users/michael/Github/learn-python3/samples/debug/err.py(3)<**module**>()

-> n = int(s)

(Pdb) n

> /Users/michael/Github/learn-python3/samples/debug/err.py(4)<**module**>()

-> print(10 / n)

任何时候都可以输入命令p 变量名来查看变量：

(Pdb) p s

'0'

(Pdb) p n

0

输入命令q结束调试，退出程序：

(Pdb) q

这种通过pdb在命令行调试的方法理论上是万能的，但实在是太麻烦了，如果有一千行代码，要运行到第999行得敲多少命令啊。还好，我们还有另一种调试方法。

### pdb.set\_trace()

这个方法也是用pdb，但是不需要单步执行，我们只需要import pdb，然后，在可能出错的地方放一个pdb.set\_trace()，就可以设置一个断点：

*# err.py*

**import** pdb

s = '0'

n = int(s)

pdb.set\_trace() *# 运行到这里会自动暂停*

print(10 / n)

运行代码，程序会自动在pdb.set\_trace()暂停并进入pdb调试环境，可以用命令p查看变量，或者用命令c继续运行：

$ python3 err.py

> /Users/michael/Github/learn-python3/samples/debug/err.py(7)<**module**>()

-> print(10 / n)

(Pdb) p n

0

(Pdb) c

Traceback (most recent call last):

File "err.py", line 7, **in** <**module**>

print(10 / n)

ZeroDivisionError: division by zero

这个方式比直接启动pdb单步调试效率要高很多，但也高不到哪去。

### IDE

如果要比较爽地设置断点、单步执行，就需要一个支持调试功能的IDE。目前比较好的Python IDE有PyCharm：

<http://www.jetbrains.com/pycharm/>

另外，[Eclipse](http://eclipse.org/)加上[pydev](http://pydev.org/)插件也可以调试Python程序。

### 小结

写程序最痛苦的事情莫过于调试，程序往往会以你意想不到的流程来运行，你期待执行的语句其实根本没有执行，这时候，就需要调试了。

虽然用IDE调试起来比较方便，但是最后你会发现，logging才是终极武器。

### 参考源码

[do\_assert.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/do_assert.py)

[do\_logging.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/do_logging.py)

[do\_pdb.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/do_pdb.py)

### 感觉本站内容不错，读后有收获？

#### 单元测试

阅读: 54247

如果你听说过“测试驱动开发”（TDD：Test-Driven Development），单元测试就不陌生。

单元测试是用来对一个模块、一个函数或者一个类来进行正确性检验的测试工作。

比如对函数abs()，我们可以编写出以下几个测试用例：

1. 输入正数，比如1、1.2、0.99，期待返回值与输入相同；
2. 输入负数，比如-1、-1.2、-0.99，期待返回值与输入相反；
3. 输入0，期待返回0；
4. 输入非数值类型，比如None、[]、{}，期待抛出TypeError。

把上面的测试用例放到一个测试模块里，就是一个完整的单元测试。

如果单元测试通过，说明我们测试的这个函数能够正常工作。如果单元测试不通过，要么函数有bug，要么测试条件输入不正确，总之，需要修复使单元测试能够通过。

单元测试通过后有什么意义呢？如果我们对abs()函数代码做了修改，只需要再跑一遍单元测试，如果通过，说明我们的修改不会对abs()函数原有的行为造成影响，如果测试不通过，说明我们的修改与原有行为不一致，要么修改代码，要么修改测试。

这种以测试为驱动的开发模式最大的好处就是确保一个程序模块的行为符合我们设计的测试用例。在将来修改的时候，可以极大程度地保证该模块行为仍然是正确的。

我们来编写一个Dict类，这个类的行为和dict一致，但是可以通过属性来访问，用起来就像下面这样：

>>> d = Dict(a=1, b=2)

>>> d['a']

1

>>> d.a

1

mydict.py代码如下：

**class Dict(dict):**

**def** **\_\_init\_\_**(self, \*\*kw):

super().\_\_init\_\_(\*\*kw)

**def** **\_\_getattr\_\_**(self, key):

**try**:

**return** self[key]

**except** KeyError:

**raise** AttributeError(r"'Dict' object has no attribute '%s'" % key)

**def** **\_\_setattr\_\_**(self, key, value):

self[key] = value

为了编写单元测试，我们需要引入Python自带的unittest模块，编写mydict\_test.py如下：

**import** unittest

**from** mydict **import** Dict

**class TestDict(unittest.TestCase):**

**def** **test\_init**(self):

d = Dict(a=1, b='test')

self.assertEqual(d.a, 1)

self.assertEqual(d.b, 'test')

self.assertTrue(isinstance(d, dict))

**def** **test\_key**(self):

d = Dict()

d['key'] = 'value'

self.assertEqual(d.key, 'value')

**def** **test\_attr**(self):

d = Dict()

d.key = 'value'

self.assertTrue('key' **in** d)

self.assertEqual(d['key'], 'value')

**def** **test\_keyerror**(self):

d = Dict()

**with** self.assertRaises(KeyError):

value = d['empty']

**def** **test\_attrerror**(self):

d = Dict()

**with** self.assertRaises(AttributeError):

value = d.empty

编写单元测试时，我们需要编写一个测试类，从unittest.TestCase继承。

以test开头的方法就是测试方法，不以test开头的方法不被认为是测试方法，测试的时候不会被执行。

对每一类测试都需要编写一个test\_xxx()方法。由于unittest.TestCase提供了很多内置的条件判断，我们只需要调用这些方法就可以断言输出是否是我们所期望的。最常用的断言就是assertEqual()：

**self**.assertEqual(abs(-1), 1) *# 断言函数返回的结果与1相等*

另一种重要的断言就是期待抛出指定类型的Error，比如通过d['empty']访问不存在的key时，断言会抛出KeyError：

with **self**.assertRaises(KeyError):

value = d['empty']

而通过d.empty访问不存在的key时，我们期待抛出AttributeError：

with **self**.assertRaises(AttributeError):

value = d.**empty**

### 运行单元测试

一旦编写好单元测试，我们就可以运行单元测试。最简单的运行方式是在mydict\_test.py的最后加上两行代码：

**if** \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

这样就可以把mydict\_test.py当做正常的python脚本运行：

$ python3 mydict\_test.py

另一种方法是在命令行通过参数-m unittest直接运行单元测试：

$ python3 -m unittest mydict\_test

.....

----------------------------------------------------------------------

Ran 5 tests **in** 0.000s

OK

这是推荐的做法，因为这样可以一次批量运行很多单元测试，并且，有很多工具可以自动来运行这些单元测试。

### setUp与tearDown

可以在单元测试中编写两个特殊的setUp()和tearDown()方法。这两个方法会分别在每调用一个测试方法的前后分别被执行。

setUp()和tearDown()方法有什么用呢？设想你的测试需要启动一个数据库，这时，就可以在setUp()方法中连接数据库，在tearDown()方法中关闭数据库，这样，不必在每个测试方法中重复相同的代码：

**class TestDict(unittest.TestCase):**

**def** **setUp**(self):

print('setUp...')

**def** **tearDown**(self):

print('tearDown...')

可以再次运行测试看看每个测试方法调用前后是否会打印出setUp...和tearDown...。

### 小结

单元测试可以有效地测试某个程序模块的行为，是未来重构代码的信心保证。

单元测试的测试用例要覆盖常用的输入组合、边界条件和异常。

单元测试代码要非常简单，如果测试代码太复杂，那么测试代码本身就可能有bug。

单元测试通过了并不意味着程序就没有bug了，但是不通过程序肯定有bug。

### 参考源码

[mydict.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/mydict.py)

[mydict\_test.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/mydict_test.py)

### 感觉本站内容不错，读后有收获？

#### 文档测试

阅读: 29781

如果你经常阅读Python的官方文档，可以看到很多文档都有示例代码。比如[re模块](https://docs.python.org/2/library/re.html)就带了很多示例代码：

>>> **import** re

>>> m = re.search('(?<=abc)def', 'abcdef')

>>> m.group(0)

'def'

可以把这些示例代码在Python的交互式环境下输入并执行，结果与文档中的示例代码显示的一致。

这些代码与其他说明可以写在注释中，然后，由一些工具来自动生成文档。既然这些代码本身就可以粘贴出来直接运行，那么，可不可以自动执行写在注释中的这些代码呢？

答案是肯定的。

当我们编写注释时，如果写上这样的注释：

**def** **abs**(n):

'''

Function to get absolute value of number.

Example:

>>> abs(1)

1

>>> abs(-1)

1

>>> abs(0)

0

'''

**return** n **if** n >= 0 **else** (-n)

无疑更明确地告诉函数的调用者该函数的期望输入和输出。

并且，Python内置的“文档测试”（doctest）模块可以直接提取注释中的代码并执行测试。

doctest严格按照Python交互式命令行的输入和输出来判断测试结果是否正确。只有测试异常的时候，可以用...表示中间一大段烦人的输出。

让我们用doctest来测试上次编写的Dict类：

*# mydict2.py*

**class Dict(dict):**

'''

Simple dict but also support access as x.y style.

>>> d1 = Dict()

>>> d1['x'] = 100

>>> d1.x

100

>>> d1.y = 200

>>> d1['y']

200

>>> d2 = Dict(a=1, b=2, c='3')

>>> d2.c

'3'

>>> d2['empty']

Traceback (most recent call last):

...

KeyError: 'empty'

>>> d2.empty

Traceback (most recent call last):

...

AttributeError: 'Dict' object has no attribute 'empty'

'''

**def** **\_\_init\_\_**(self, \*\*kw):

super(Dict, self).\_\_init\_\_(\*\*kw)

**def** **\_\_getattr\_\_**(self, key):

**try**:

**return** self[key]

**except** KeyError:

**raise** AttributeError(r"'Dict' object has no attribute '%s'" % key)

**def** **\_\_setattr\_\_**(self, key, value):

self[key] = value

**if** \_\_name\_\_=='\_\_main\_\_':

**import** doctest

doctest.testmod()

运行python3 mydict2.py：

$ python3 mydict2.py

什么输出也没有。这说明我们编写的doctest运行都是正确的。如果程序有问题，比如把\_\_getattr\_\_()方法注释掉，再运行就会报错：

$ python3 mydict2.py

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

File "/Users/michael/Github/learn-python3/samples/debug/mydict2.py", line 10, in \_\_main\_\_.Dict

Failed example:

d1.x

Exception raised:

Traceback (most recent **call** **last**):

...

AttributeError: 'Dict' object has **no** attribute 'x'

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

File "/Users/michael/Github/learn-python3/samples/debug/mydict2.py", line 16, **in** \_\_main\_\_.Dict

Failed example:

d2.c

**Exception** raised:

Traceback (most recent **call** **last**):

...

AttributeError: 'Dict' object has **no** attribute 'c'

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1 items had failures:

2 **of** 9 **in** \_\_main\_\_.Dict

\*\*\*Test Failed\*\*\* 2 failures.

注意到最后3行代码。当模块正常导入时，doctest不会被执行。只有在命令行直接运行时，才执行doctest。所以，不必担心doctest会在非测试环境下执行。

### 练习

对函数fact(n)编写doctest并执行：

窗体顶端

# -\*- coding: utf-8 -\*-

def fact(n):

'''

![](data:image/x-wmf;base64,183GmgAAAAAAAPMAuQBgAAAAAAA7VwEACQAAA1wFAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMArkA8wADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwALkAAQAAAPIACQAAAB0GIQDwAAEA8gC4AAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AC4AAEAAAAAAAkAAAAdBiEA8AABAPEAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAtwABAAEA8QAJAAAAHQYhAPAAAQDwALcAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwALYAAQABAAEACQAAAB0GIQDwAAEA7wABAAIABQAAAAsCAAAAAAUAAAAMArkA8wAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgDgAKYABAAAAC0BAwAJAAAAHQYhAPAAEQABABMA8AAJAAAAHQYhAPAAAQAQACMA4AAEAAAALQECAAkAAAAdBiEA8AAQAAEAEwDgAAkAAAAdBiEA8AABAA8AEwDhAAQAAAAtAQEACQAAAB0GIQDwAA8AAQAUAO8ACQAAAB0GIQDwAAEADgAiAOEABAAAAC0BAAAJAAAAHQYhAPAADgABABQA4QAJAAAAHQYhAPAAAQANABQA4gAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAVAOIABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABEAEwDgAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAcQARACQA4AAEAAAALQEDAAkAAAAdBiEA8AARAAEAAgDwAAkAAAAdBiEA8AABABAAEgDgAAQAAAAtAQIACQAAAB0GIQDwABAAAQACAOAACQAAAB0GIQDwAAEADwACAOEABAAAAC0BAQAJAAAAHQYhAPAADwABAAMA7wAJAAAAHQYhAPAAAQAOABEA4QAEAAAALQEAAAkAAAAdBiEA8AAOAAEAAwDhAAkAAAAdBiEA8AABAA0AAwDiAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAEAOIABAAAAC0BAAAJAAAAHQYhAPAAAQABAAoA6QAEAAAALQEAAAkAAAAdBiEA8AABAAMACwDoAAQAAAAtAQAACQAAAB0GIQDwAAEABQAMAOcABAAAAC0BAAAJAAAAHQYhAPAAAQAHAA0A5gAEAAAALQEBAAkAAAAdBiEA8AABAAEACQDoAAQAAAAtAQEACQAAAB0GIQDwAAEAAwAKAOcABAAAAC0BAQAJAAAAHQYhAPAAAQAFAAsA5gAEAAAALQEBAAkAAAAdBiEA8AABAAcADADlAAQAAAAtAQMACQAAAB0GIQDwABEAAQCVAPAACQAAAB0GIQDwAAEAEAClAOAABAAAAC0BAgAJAAAAHQYhAPAAEAABAJUA4AAJAAAAHQYhAPAAAQAPAJUA4QAEAAAALQEBAAkAAAAdBiEA8AAPAAEAlgDvAAkAAAAdBiEA8AABAA4ApADhAAQAAAAtAQAACQAAAB0GIQDwAA4AAQCWAOEACQAAAB0GIQDwAAEADQCWAOIABAAAAC0BBAAJAAAAHQYhAPAADQANAJcA4gAEAAAALQEAAAkAAAAdBiEA8AABAAEAoADpAAQAAAAtAQAACQAAAB0GIQDwAAEAAwCfAOgABAAAAC0BAAAJAAAAHQYhAPAAAQAFAJ4A5wAEAAAALQEAAAkAAAAdBiEA8AABAAcAnQDmAAQAAAAtAQEACQAAAB0GIQDwAAEAAQCfAOgABAAAAC0BAQAJAAAAHQYhAPAAAQADAJ4A5wAEAAAALQEBAAkAAAAdBiEA8AABAAUAnQDmAAQAAAAtAQEACQAAAB0GIQDwAAEABwCcAOUABAAAAC0BAwAJAAAAHQYhAPAAEQABAKYAJQAJAAAAHQYhAPAAAQARALYAFAAEAAAALQECAAkAAAAdBiEA8AAQAAEApgAUAAkAAAAdBiEA8AABABAApgAVAAQAAAAtAQEACQAAAB0GIQDwAA8AAQCnACQACQAAAB0GIQDwAAEADwC1ABUABAAAAC0BAAAJAAAAHQYhAPAADgABAKcAFQAJAAAAHQYhAPAAAQAOAKcAFgAEAAAALQEEAAkAAAAdBiEA8AANAA4AqAAWAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAEQAAAKYAFAAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABEAqACmACYABAAAAC0BAwAJAAAAHQYhAPAAEQABAKYAEwAJAAAAHQYhAPAAAQARALYAAgAEAAAALQECAAkAAAAdBiEA8AAQAAEApgACAAkAAAAdBiEA8AABABAApgADAAQAAAAtAQEACQAAAB0GIQDwAA8AAQCnABIACQAAAB0GIQDwAAEADwC1AAMABAAAAC0BAAAJAAAAHQYhAPAADgABAKcAAwAJAAAAHQYhAPAAAQAOAKcABAAEAAAALQEEAAkAAAAdBiEA8AANAA4AqAAEAAQAAAAtAQAACQAAAB0GIQDwAAEAAQCvAAoABAAAAC0BAAAJAAAAHQYhAPAAAwABAK4ACwAEAAAALQEAAAkAAAAdBiEA8AAFAAEArQAMAAQAAAAtAQAACQAAAB0GIQDwAAcAAQCsAA0ABAAAAC0BAQAJAAAAHQYhAPAAAQABAK4ACQAEAAAALQEBAAkAAAAdBiEA8AADAAEArQAKAAQAAAAtAQEACQAAAB0GIQDwAAUAAQCsAAsABAAAAC0BAQAJAAAAHQYhAPAABwABAKsADAAEAAAALQEDAAkAAAAdBiEA8AARAAEApgDfAAkAAAAdBiEA8AABABEAtgDOAAQAAAAtAQIACQAAAB0GIQDwABAAAQCmAM4ACQAAAB0GIQDwAAEAEACmAM8ABAAAAC0BAQAJAAAAHQYhAPAADwABAKcA3gAJAAAAHQYhAPAAAQAPALUAzwAEAAAALQEAAAkAAAAdBiEA8AAOAAEApwDPAAkAAAAdBiEA8AABAA4ApwDQAAQAAAAtAQQACQAAAB0GIQDwAA0ADgCoANAABAAAAC0BAAAJAAAAHQYhAPAAAQABAK8A2QAEAAAALQEAAAkAAAAdBiEA8AADAAEArgDYAAQAAAAtAQAACQAAAB0GIQDwAAUAAQCtANcABAAAAC0BAAAJAAAAHQYhAPAABwABAKwA1gAEAAAALQEBAAkAAAAdBiEA8AABAAEArgDYAAQAAAAtAQEACQAAAB0GIQDwAAMAAQCtANcABAAAAC0BAQAJAAAAHQYhAPAABQABAKwA1gAEAAAALQEBAAkAAAAdBiEA8AAHAAEAqwDVAAUAAAABAvDw8AALAAAAMgoAAAAAAAACAOAApgDxALcABQAAAAECAQAAAAQAAAAnAf//AwAAAAAA)

'''

if n < 1:

raise ValueError()

if n == 1:

return 1

return n \* fact(n - 1)

if \_\_name\_\_ == '\_\_main\_\_':

import doctest

doctest.testmod()

窗体底端

### 小结

doctest非常有用，不但可以用来测试，还可以直接作为示例代码。通过某些文档生成工具，就可以自动把包含doctest的注释提取出来。用户看文档的时候，同时也看到了doctest。

### 参考源码

[mydict2.py](https://github.com/michaelliao/learn-python3/blob/master/samples/debug/mydict2.py)

### 感觉本站内容不错，读后有收获？

#### IO编程

阅读: 49748

IO在计算机中指Input/Output，也就是输入和输出。由于程序和运行时数据是在内存中驻留，由CPU这个超快的计算核心来执行，涉及到数据交换的地方，通常是磁盘、网络等，就需要IO接口。

比如你打开浏览器，访问新浪首页，浏览器这个程序就需要通过网络IO获取新浪的网页。浏览器首先会发送数据给新浪服务器，告诉它我想要首页的HTML，这个动作是往外发数据，叫Output，随后新浪服务器把网页发过来，这个动作是从外面接收数据，叫Input。所以，通常，程序完成IO操作会有Input和Output两个数据流。当然也有只用一个的情况，比如，从磁盘读取文件到内存，就只有Input操作，反过来，把数据写到磁盘文件里，就只是一个Output操作。

IO编程中，Stream（流）是一个很重要的概念，可以把流想象成一个水管，数据就是水管里的水，但是只能单向流动。Input Stream就是数据从外面（磁盘、网络）流进内存，Output Stream就是数据从内存流到外面去。对于浏览网页来说，浏览器和新浪服务器之间至少需要建立两根水管，才可以既能发数据，又能收数据。

由于CPU和内存的速度远远高于外设的速度，所以，在IO编程中，就存在速度严重不匹配的问题。举个例子来说，比如要把100M的数据写入磁盘，CPU输出100M的数据只需要0.01秒，可是磁盘要接收这100M数据可能需要10秒，怎么办呢？有两种办法：

第一种是CPU等着，也就是程序暂停执行后续代码，等100M的数据在10秒后写入磁盘，再接着往下执行，这种模式称为同步IO；

另一种方法是CPU不等待，只是告诉磁盘，“您老慢慢写，不着急，我接着干别的事去了”，于是，后续代码可以立刻接着执行，这种模式称为异步IO。

同步和异步的区别就在于是否等待IO执行的结果。好比你去麦当劳点餐，你说“来个汉堡”，服务员告诉你，对不起，汉堡要现做，需要等5分钟，于是你站在收银台前面等了5分钟，拿到汉堡再去逛商场，这是同步IO。

你说“来个汉堡”，服务员告诉你，汉堡需要等5分钟，你可以先去逛商场，等做好了，我们再通知你，这样你可以立刻去干别的事情（逛商场），这是异步IO。

很明显，使用异步IO来编写程序性能会远远高于同步IO，但是异步IO的缺点是编程模型复杂。想想看，你得知道什么时候通知你“汉堡做好了”，而通知你的方法也各不相同。如果是服务员跑过来找到你，这是回调模式，如果服务员发短信通知你，你就得不停地检查手机，这是轮询模式。总之，异步IO的复杂度远远高于同步IO。

操作IO的能力都是由操作系统提供的，每一种编程语言都会把操作系统提供的低级C接口封装起来方便使用，Python也不例外。我们后面会详细讨论Python的IO编程接口。

注意，本章的IO编程都是同步模式，异步IO由于复杂度太高，后续涉及到服务器端程序开发时我们再讨论。

### 感觉本站内容不错，读后有收获？

#### 文件读写

阅读: 119027

读写文件是最常见的IO操作。Python内置了读写文件的函数，用法和C是兼容的。

读写文件前，我们先必须了解一下，在磁盘上读写文件的功能都是由操作系统提供的，现代操作系统不允许普通的程序直接操作磁盘，所以，读写文件就是请求操作系统打开一个文件对象（通常称为文件描述符），然后，通过操作系统提供的接口从这个文件对象中读取数据（读文件），或者把数据写入这个文件对象（写文件）。

### 读文件

要以读文件的模式打开一个文件对象，使用Python内置的open()函数，传入文件名和标示符：

>>> f = open('/Users/michael/test.txt', 'r')

标示符'r'表示读，这样，我们就成功地打开了一个文件。

如果文件不存在，open()函数就会抛出一个IOError的错误，并且给出错误码和详细的信息告诉你文件不存在：

>>> f=open('/Users/michael/notfound.txt', 'r')

Traceback (most recent **call** **last**):

File "<stdin>", line 1, **in** <**module**>

FileNotFoundError: [Errno 2] **No** such file **or** directory: '/Users/michael/notfound.txt'

如果文件打开成功，接下来，调用read()方法可以一次读取文件的全部内容，Python把内容读到内存，用一个str对象表示：

>>> f.read()

'Hello, world!'

最后一步是调用close()方法关闭文件。文件使用完毕后必须关闭，因为文件对象会占用操作系统的资源，并且操作系统同一时间能打开的文件数量也是有限的：

>>> f.close()

由于文件读写时都有可能产生IOError，一旦出错，后面的f.close()就不会调用。所以，为了保证无论是否出错都能正确地关闭文件，我们可以使用try ... finally来实现：

**try**:

f = open('/path/to/file', 'r')

print(f.read())

**finally**:

**if** f:

f.close()

但是每次都这么写实在太繁琐，所以，Python引入了with语句来自动帮我们调用close()方法：

**with** open('/path/to/file', 'r') **as** f:

print(f.read())

这和前面的try ... finally是一样的，但是代码更佳简洁，并且不必调用f.close()方法。

调用read()会一次性读取文件的全部内容，如果文件有10G，内存就爆了，所以，要保险起见，可以反复调用read(size)方法，每次最多读取size个字节的内容。另外，调用readline()可以每次读取一行内容，调用readlines()一次读取所有内容并按行返回list。因此，要根据需要决定怎么调用。

如果文件很小，read()一次性读取最方便；如果不能确定文件大小，反复调用read(size)比较保险；如果是配置文件，调用readlines()最方便：

**for** line **in** f.readlines():

print(line.strip()) *# 把末尾的'\n'删掉*

### file-like Object

像open()函数返回的这种有个read()方法的对象，在Python中统称为file-like Object。除了file外，还可以是内存的字节流，网络流，自定义流等等。file-like Object不要求从特定类继承，只要写个read()方法就行。

StringIO就是在内存中创建的file-like Object，常用作临时缓冲。

### 二进制文件

前面讲的默认都是读取文本文件，并且是UTF-8编码的文本文件。要读取二进制文件，比如图片、视频等等，用'rb'模式打开文件即可：

>>> f = open('/Users/michael/test.jpg', 'rb')

>>> f.read()

b'\xff\xd8\xff\xe1\x00\x18Exif\x00\x00...' *# 十六进制表示的字节*

### 字符编码

要读取非UTF-8编码的文本文件，需要给open()函数传入encoding参数，例如，读取GBK编码的文件：

>>> f = open('/Users/michael/gbk.txt', 'r', encoding='gbk')

>>> f.read()

'测试'

遇到有些编码不规范的文件，你可能会遇到UnicodeDecodeError，因为在文本文件中可能夹杂了一些非法编码的字符。遇到这种情况，open()函数还接收一个errors参数，表示如果遇到编码错误后如何处理。最简单的方式是直接忽略：

>>> f = open('/Users/michael/gbk.txt', 'r', encoding='gbk', errors='ignore')

### 写文件

写文件和读文件是一样的，唯一区别是调用open()函数时，传入标识符'w'或者'wb'表示写文本文件或写二进制文件：

>>> f = open('/Users/michael/test.txt', 'w')

>>> f.write('Hello, world!')

>>> f.close()

你可以反复调用write()来写入文件，但是务必要调用f.close()来关闭文件。当我们写文件时，操作系统往往不会立刻把数据写入磁盘，而是放到内存缓存起来，空闲的时候再慢慢写入。只有调用close()方法时，操作系统才保证把没有写入的数据全部写入磁盘。忘记调用close()的后果是数据可能只写了一部分到磁盘，剩下的丢失了。所以，还是用with语句来得保险：

**with** open('/Users/michael/test.txt', 'w') **as** f:

f.write('Hello, world!')

要写入特定编码的文本文件，请给open()函数传入encoding参数，将字符串自动转换成指定编码。

### 小结

在Python中，文件读写是通过open()函数打开的文件对象完成的。使用with语句操作文件IO是个好习惯。

### 参考源码

[with\_file.py](https://github.com/michaelliao/learn-python3/tree/master/samples/io/with_file.py)

### 感觉本站内容不错，读后有收获？

#### StringIO和BytesIO

阅读: 70154

### StringIO

很多时候，数据读写不一定是文件，也可以在内存中读写。

StringIO顾名思义就是在内存中读写str。

要把str写入StringIO，我们需要先创建一个StringIO，然后，像文件一样写入即可：

>>> **from** io **import** StringIO

>>> f = StringIO()

>>> f.write('hello')

5

>>> f.write(' ')

1

>>> f.write('world!')

6

>>> print(f.getvalue())

hello world!

getvalue()方法用于获得写入后的str。

要读取StringIO，可以用一个str初始化StringIO，然后，像读文件一样读取：

>>> **from** io **import** StringIO

>>> f = StringIO('Hello!\nHi!\nGoodbye!')

>>> **while** True:

... s = f.readline()

... **if** s == '':

... **break**

... print(s.strip())

...

Hello!

Hi!

Goodbye!

### BytesIO

StringIO操作的只能是str，如果要操作二进制数据，就需要使用BytesIO。

BytesIO实现了在内存中读写bytes，我们创建一个BytesIO，然后写入一些bytes：

>>> **from** io **import** BytesIO

>>> f = BytesIO()

>>> f.write('中文'.encode('utf-8'))

6

>>> print(f.getvalue())

b'\xe4\xb8\xad\xe6\x96\x87'

请注意，写入的不是str，而是经过UTF-8编码的bytes。

和StringIO类似，可以用一个bytes初始化BytesIO，然后，像读文件一样读取：

>>> **from** io **import** StringIO

>>> f = BytesIO(b'\xe4\xb8\xad\xe6\x96\x87')

>>> f.read()

b'\xe4\xb8\xad\xe6\x96\x87'

### 小结

StringIO和BytesIO是在内存中操作str和bytes的方法，使得和读写文件具有一致的接口。

### 参考源码

[do\_stringio.py](https://github.com/michaelliao/learn-python3/blob/master/samples/io/do_stringio.py)

[do\_bytesio.py](https://github.com/michaelliao/learn-python3/blob/master/samples/io/do_bytesio.py)

### 感觉本站内容不错，读后有收获？

#### 操作文件和目录

阅读: 70710

如果我们要操作文件、目录，可以在命令行下面输入操作系统提供的各种命令来完成。比如dir、cp等命令。

如果要在Python程序中执行这些目录和文件的操作怎么办？其实操作系统提供的命令只是简单地调用了操作系统提供的接口函数，Python内置的os模块也可以直接调用操作系统提供的接口函数。

打开Python交互式命令行，我们来看看如何使用os模块的基本功能：

>>> **import** os

>>> os.name *# 操作系统类型*

'posix'

如果是posix，说明系统是Linux、Unix或Mac OS X，如果是nt，就是Windows系统。

要获取详细的系统信息，可以调用uname()函数：

>>> os.uname()

posix.uname\_result(sysname='Darwin', nodename='MichaelMacPro.local', release='14.3.0', version='Darwin Kernel Version 14.3.0: Mon Mar 23 11:59:05 PDT 2015; root:xnu-2782.20.48~5/RELEASE\_X86\_64', machine='x86\_64')

注意uname()函数在Windows上不提供，也就是说，os模块的某些函数是跟操作系统相关的。

### 环境变量

在操作系统中定义的环境变量，全部保存在os.environ这个变量中，可以直接查看：

>>> os.environ

environ({'VERSIONER\_PYTHON\_PREFER\_32\_BIT': 'no', 'TERM\_PROGRAM\_VERSION': '326', 'LOGNAME': 'michael', 'USER': 'michael', 'PATH': '/usr/bin:/bin:/usr/sbin:/sbin:/usr/local/bin:/opt/X11/bin:/usr/local/mysql/bin', ...})

要获取某个环境变量的值，可以调用os.environ.get('key')：

>>> os.environ.get('PATH')

'/usr/bin:/bin:/usr/sbin:/sbin:/usr/local/bin:/opt/X11/bin:/usr/local/mysql/bin'

>>> os.environ.get('x', 'default')

'default'

### 操作文件和目录

操作文件和目录的函数一部分放在os模块中，一部分放在os.path模块中，这一点要注意一下。查看、创建和删除目录可以这么调用：

*# 查看当前目录的绝对路径:*

>>> os.path.abspath('.')

'/Users/michael'

*# 在某个目录下创建一个新目录，首先把新目录的完整路径表示出来:*

>>> os.path.join('/Users/michael', 'testdir')

'/Users/michael/testdir'

*# 然后创建一个目录:*

>>> os.mkdir('/Users/michael/testdir')

*# 删掉一个目录:*

>>> os.rmdir('/Users/michael/testdir')

把两个路径合成一个时，不要直接拼字符串，而要通过os.path.join()函数，这样可以正确处理不同操作系统的路径分隔符。在Linux/Unix/Mac下，os.path.join()返回这样的字符串：

part-1/part-2

而Windows下会返回这样的字符串：

part-1\part-2

同样的道理，要拆分路径时，也不要直接去拆字符串，而要通过os.path.split()函数，这样可以把一个路径拆分为两部分，后一部分总是最后级别的目录或文件名：

>>> os.path.split('/Users/michael/testdir/file.txt')

('/Users/michael/testdir', 'file.txt')

os.path.splitext()可以直接让你得到文件扩展名，很多时候非常方便：

>>> os.path.splitext('/path/to/file.txt')

('/path/to/file', '.txt')

这些合并、拆分路径的函数并不要求目录和文件要真实存在，它们只对字符串进行操作。

文件操作使用下面的函数。假定当前目录下有一个test.txt文件：

*# 对文件重命名:*

>>> os.rename('test.txt', 'test.py')

*# 删掉文件:*

>>> os.remove('test.py')

但是复制文件的函数居然在os模块中不存在！原因是复制文件并非由操作系统提供的系统调用。理论上讲，我们通过上一节的读写文件可以完成文件复制，只不过要多写很多代码。

幸运的是shutil模块提供了copyfile()的函数，你还可以在shutil模块中找到很多实用函数，它们可以看做是os模块的补充。

最后看看如何利用Python的特性来过滤文件。比如我们要列出当前目录下的所有目录，只需要一行代码：

>>> [x **for** x **in** os.listdir('.') **if** os.path.isdir(x)]

['.lein', '.local', '.m2', '.npm', '.ssh', '.Trash', '.vim', 'Applications', 'Desktop', ...]

要列出所有的.py文件，也只需一行代码：

>>> [x **for** x **in** os.listdir('.') **if** os.path.isfile(x) **and** os.path.splitext(x)[1]=='.py']

['apis.py', 'config.py', 'models.py', 'pymonitor.py', 'test\_db.py', 'urls.py', 'wsgiapp.py']

是不是非常简洁？

### 小结

Python的os模块封装了操作系统的目录和文件操作，要注意这些函数有的在os模块中，有的在os.path模块中。

### 练习

1. 利用os模块编写一个能实现dir -l输出的程序。
2. 编写一个程序，能在当前目录以及当前目录的所有子目录下查找文件名包含指定字符串的文件，并打印出相对路径。

### 参考源码

[do\_dir](https://github.com/michaelliao/learn-python3/blob/master/samples/io/do_dir.py)

### 感觉本站内容不错，读后有收获？

#### 序列化

阅读: 60783

在程序运行的过程中，所有的变量都是在内存中，比如，定义一个dict：

d = dict(name='Bob', age=20, score=88)

可以随时修改变量，比如把name改成'Bill'，但是一旦程序结束，变量所占用的内存就被操作系统全部回收。如果没有把修改后的'Bill'存储到磁盘上，下次重新运行程序，变量又被初始化为'Bob'。

我们把变量从内存中变成可存储或传输的过程称之为序列化，在Python中叫pickling，在其他语言中也被称之为serialization，marshalling，flattening等等，都是一个意思。

序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。

反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。

Python提供了pickle模块来实现序列化。

首先，我们尝试把一个对象序列化并写入文件：

>>> **import** pickle

>>> d = dict(name='Bob', age=20, score=88)

>>> pickle.dumps(d)

b'\x80\x03}q\x00(X\x03\x00\x00\x00ageq\x01K\x14X\x05\x00\x00\x00scoreq\x02KXX\x04\x00\x00\x00nameq\x03X\x03\x00\x00\x00Bobq\x04u.'

pickle.dumps()方法把任意对象序列化成一个bytes，然后，就可以把这个bytes写入文件。或者用另一个方法pickle.dump()直接把对象序列化后写入一个file-like Object：

>>> f = open('dump.txt', 'wb')

>>> pickle.dump(d, f)

>>> f.close()

看看写入的dump.txt文件，一堆乱七八糟的内容，这些都是Python保存的对象内部信息。

当我们要把对象从磁盘读到内存时，可以先把内容读到一个bytes，然后用pickle.loads()方法反序列化出对象，也可以直接用pickle.load()方法从一个file-like Object中直接反序列化出对象。我们打开另一个Python命令行来反序列化刚才保存的对象：

>>> f = open('dump.txt', 'rb')

>>> d = pickle.load(f)

>>> f.close()

>>> d

{'age': 20, 'score': 88, 'name': 'Bob'}

变量的内容又回来了！

当然，这个变量和原来的变量是完全不相干的对象，它们只是内容相同而已。

Pickle的问题和所有其他编程语言特有的序列化问题一样，就是它只能用于Python，并且可能不同版本的Python彼此都不兼容，因此，只能用Pickle保存那些不重要的数据，不能成功地反序列化也没关系。

### JSON

如果我们要在不同的编程语言之间传递对象，就必须把对象序列化为标准格式，比如XML，但更好的方法是序列化为JSON，因为JSON表示出来就是一个字符串，可以被所有语言读取，也可以方便地存储到磁盘或者通过网络传输。JSON不仅是标准格式，并且比XML更快，而且可以直接在Web页面中读取，非常方便。

JSON表示的对象就是标准的JavaScript语言的对象，JSON和Python内置的数据类型对应如下：

|  |  |
| --- | --- |
| JSON类型 | Python类型 |
| {} | dict |
| [] | list |
| "string" | str |
| 1234.56 | int或float |
| true/false | True/False |
| null | None |

Python内置的json模块提供了非常完善的Python对象到JSON格式的转换。我们先看看如何把Python对象变成一个JSON：

>>> **import** json

>>> d = dict(name='Bob', age=20, score=88)

>>> json.dumps(d)

'{"age": 20, "score": 88, "name": "Bob"}'

dumps()方法返回一个str，内容就是标准的JSON。类似的，dump()方法可以直接把JSON写入一个file-like Object。

要把JSON反序列化为Python对象，用loads()或者对应的load()方法，前者把JSON的字符串反序列化，后者从file-like Object中读取字符串并反序列化：

>>> json\_str = '{"age": 20, "score": 88, "name": "Bob"}'

>>> json.loads(json\_str)

{'age': 20, 'score': 88, 'name': 'Bob'}

由于JSON标准规定JSON编码是UTF-8，所以我们总是能正确地在Python的str与JSON的字符串之间转换。

### JSON进阶

Python的dict对象可以直接序列化为JSON的{}，不过，很多时候，我们更喜欢用class表示对象，比如定义Student类，然后序列化：

**import** json

**class Student(object):**

**def** **\_\_init\_\_**(self, name, age, score):

self.name = name

self.age = age

self.score = score

s = Student('Bob', 20, 88)

print(json.dumps(s))

运行代码，毫不留情地得到一个TypeError：

Traceback (most recent **call** **last**):

...

TypeError: <\_\_main\_\_.Student object **at** 0x10603cc50> **is** **not** JSON serializable

错误的原因是Student对象不是一个可序列化为JSON的对象。

如果连class的实例对象都无法序列化为JSON，这肯定不合理！

别急，我们仔细看看dumps()方法的参数列表，可以发现，除了第一个必须的obj参数外，dumps()方法还提供了一大堆的可选参数：

<https://docs.python.org/3/library/json.html#json.dumps>

这些可选参数就是让我们来定制JSON序列化。前面的代码之所以无法把Student类实例序列化为JSON，是因为默认情况下，dumps()方法不知道如何将Student实例变为一个JSON的{}对象。

可选参数default就是把任意一个对象变成一个可序列为JSON的对象，我们只需要为Student专门写一个转换函数，再把函数传进去即可：

**def** **student2dict**(std):

**return** {

'name': std.name,

'age': std.age,

'score': std.score

}

这样，Student实例首先被student2dict()函数转换成dict，然后再被顺利序列化为JSON：

>>> **print**(json.dumps(s, **default**=student2dict))

{"age": 20, "name": "Bob", "score": 88}

不过，下次如果遇到一个Teacher类的实例，照样无法序列化为JSON。我们可以偷个懒，把任意class的实例变为dict：

**print**(json.dumps(s, **default**=lambda obj: obj.\_\_dict\_\_))

因为通常class的实例都有一个\_\_dict\_\_属性，它就是一个dict，用来存储实例变量。也有少数例外，比如定义了\_\_slots\_\_的class。

同样的道理，如果我们要把JSON反序列化为一个Student对象实例，loads()方法首先转换出一个dict对象，然后，我们传入的object\_hook函数负责把dict转换为Student实例：

**def** **dict2student**(d):

**return** Student(d['name'], d['age'], d['score'])

运行结果如下：

>>> json\_str = '{"age": 20, "score": 88, "name": "Bob"}'

>>> print(json.loads(json\_str, object\_hook=dict2student))

<\_\_main\_\_.Student object at 0x10cd3c190>

打印出的是反序列化的Student实例对象。

### 小结

Python语言特定的序列化模块是pickle，但如果要把序列化搞得更通用、更符合Web标准，就可以使用json模块。

json模块的dumps()和loads()函数是定义得非常好的接口的典范。当我们使用时，只需要传入一个必须的参数。但是，当默认的序列化或反序列机制不满足我们的要求时，我们又可以传入更多的参数来定制序列化或反序列化的规则，既做到了接口简单易用，又做到了充分的扩展性和灵活性。

### 参考源码

[use\_pickle.py](https://github.com/michaelliao/learn-python3/blob/master/samples/io/use_pickle.py)

[use\_json.py](https://github.com/michaelliao/learn-python3/blob/master/samples/io/use_json.py)

### 感觉本站内容不错，读后有收获？

#### 进程和线程

阅读: 60577

很多同学都听说过，现代操作系统比如Mac OS X，UNIX，Linux，Windows等，都是支持“多任务”的操作系统。

什么叫“多任务”呢？简单地说，就是操作系统可以同时运行多个任务。打个比方，你一边在用浏览器上网，一边在听MP3，一边在用Word赶作业，这就是多任务，至少同时有3个任务正在运行。还有很多任务悄悄地在后台同时运行着，只是桌面上没有显示而已。

现在，多核CPU已经非常普及了，但是，即使过去的单核CPU，也可以执行多任务。由于CPU执行代码都是顺序执行的，那么，单核CPU是怎么执行多任务的呢？

答案就是操作系统轮流让各个任务交替执行，任务1执行0.01秒，切换到任务2，任务2执行0.01秒，再切换到任务3，执行0.01秒……这样反复执行下去。表面上看，每个任务都是交替执行的，但是，由于CPU的执行速度实在是太快了，我们感觉就像所有任务都在同时执行一样。

真正的并行执行多任务只能在多核CPU上实现，但是，由于任务数量远远多于CPU的核心数量，所以，操作系统也会自动把很多任务轮流调度到每个核心上执行。

对于操作系统来说，一个任务就是一个进程（Process），比如打开一个浏览器就是启动一个浏览器进程，打开一个记事本就启动了一个记事本进程，打开两个记事本就启动了两个记事本进程，打开一个Word就启动了一个Word进程。

有些进程还不止同时干一件事，比如Word，它可以同时进行打字、拼写检查、打印等事情。在一个进程内部，要同时干多件事，就需要同时运行多个“子任务”，我们把进程内的这些“子任务”称为线程（Thread）。

由于每个进程至少要干一件事，所以，一个进程至少有一个线程。当然，像Word这种复杂的进程可以有多个线程，多个线程可以同时执行，多线程的执行方式和多进程是一样的，也是由操作系统在多个线程之间快速切换，让每个线程都短暂地交替运行，看起来就像同时执行一样。当然，真正地同时执行多线程需要多核CPU才可能实现。

我们前面编写的所有的Python程序，都是执行单任务的进程，也就是只有一个线程。如果我们要同时执行多个任务怎么办？

有两种解决方案：

一种是启动多个进程，每个进程虽然只有一个线程，但多个进程可以一块执行多个任务。

还有一种方法是启动一个进程，在一个进程内启动多个线程，这样，多个线程也可以一块执行多个任务。

当然还有第三种方法，就是启动多个进程，每个进程再启动多个线程，这样同时执行的任务就更多了，当然这种模型更复杂，实际很少采用。

总结一下就是，多任务的实现有3种方式：

* 多进程模式；
* 多线程模式；
* 多进程+多线程模式。

同时执行多个任务通常各个任务之间并不是没有关联的，而是需要相互通信和协调，有时，任务1必须暂停等待任务2完成后才能继续执行，有时，任务3和任务4又不能同时执行，所以，多进程和多线程的程序的复杂度要远远高于我们前面写的单进程单线程的程序。

因为复杂度高，调试困难，所以，不是迫不得已，我们也不想编写多任务。但是，有很多时候，没有多任务还真不行。想想在电脑上看电影，就必须由一个线程播放视频，另一个线程播放音频，否则，单线程实现的话就只能先把视频播放完再播放音频，或者先把音频播放完再播放视频，这显然是不行的。

Python既支持多进程，又支持多线程，我们会讨论如何编写这两种多任务程序。

### 小结

线程是最小的执行单元，而进程由至少一个线程组成。如何调度进程和线程，完全由操作系统决定，程序自己不能决定什么时候执行，执行多长时间。

多进程和多线程的程序涉及到同步、数据共享的问题，编写起来更复杂。

### 感觉本站内容不错，读后有收获？

#### 多进程

阅读: 100992

要让Python程序实现多进程（multiprocessing），我们先了解操作系统的相关知识。

Unix/Linux操作系统提供了一个fork()系统调用，它非常特殊。普通的函数调用，调用一次，返回一次，但是fork()调用一次，返回两次，因为操作系统自动把当前进程（称为父进程）复制了一份（称为子进程），然后，分别在父进程和子进程内返回。

子进程永远返回0，而父进程返回子进程的ID。这样做的理由是，一个父进程可以fork出很多子进程，所以，父进程要记下每个子进程的ID，而子进程只需要调用getppid()就可以拿到父进程的ID。

Python的os模块封装了常见的系统调用，其中就包括fork，可以在Python程序中轻松创建子进程：

**import** os

print('Process (%s) start...' % os.getpid())

*# Only works on Unix/Linux/Mac:*

pid = os.fork()

**if** pid == 0:

print('I am child process (%s) and my parent is %s.' % (os.getpid(), os.getppid()))

**else**:

print('I (%s) just created a child process (%s).' % (os.getpid(), pid))

运行结果如下：

Process (876) **start**...

I (876) just created a child process (877).

I am child process (877) **and** my parent **is** 876.

由于Windows没有fork调用，上面的代码在Windows上无法运行。由于Mac系统是基于BSD（Unix的一种）内核，所以，在Mac下运行是没有问题的，推荐大家用Mac学Python！

有了fork调用，一个进程在接到新任务时就可以复制出一个子进程来处理新任务，常见的Apache服务器就是由父进程监听端口，每当有新的http请求时，就fork出子进程来处理新的http请求。

### multiprocessing

如果你打算编写多进程的服务程序，Unix/Linux无疑是正确的选择。由于Windows没有fork调用，难道在Windows上无法用Python编写多进程的程序？

由于Python是跨平台的，自然也应该提供一个跨平台的多进程支持。multiprocessing模块就是跨平台版本的多进程模块。

multiprocessing模块提供了一个Process类来代表一个进程对象，下面的例子演示了启动一个子进程并等待其结束：

**from** multiprocessing **import** Process

**import** os

*# 子进程要执行的代码*

**def** **run\_proc**(name):

print('Run child process %s (%s)...' % (name, os.getpid()))

**if** \_\_name\_\_=='\_\_main\_\_':

print('Parent process %s.' % os.getpid())

p = Process(target=run\_proc, args=('test',))

print('Child process will start.')

p.start()

p.join()

print('Child process end.')

执行结果如下：

Parent process 928.

Process will **start**.

Run child process test (929)...

Process **end**.

创建子进程时，只需要传入一个执行函数和函数的参数，创建一个Process实例，用start()方法启动，这样创建进程比fork()还要简单。

join()方法可以等待子进程结束后再继续往下运行，通常用于进程间的同步。

### Pool

如果要启动大量的子进程，可以用进程池的方式批量创建子进程：

**from** multiprocessing **import** Pool

**import** os, time, random

**def** **long\_time\_task**(name):

print('Run task %s (%s)...' % (name, os.getpid()))

start = time.time()

time.sleep(random.random() \* 3)

end = time.time()

print('Task %s runs %0.2f seconds.' % (name, (end - start)))

**if** \_\_name\_\_=='\_\_main\_\_':

print('Parent process %s.' % os.getpid())

p = Pool(4)

**for** i **in** range(5):

p.apply\_async(long\_time\_task, args=(i,))

print('Waiting for all subprocesses done...')

p.close()

p.join()

print('All subprocesses done.')

执行结果如下：

**Parent** process 669.

Waiting **for** all subprocesses done...

Run task 0 (671)...

Run task 1 (672)...

Run task 2 (673)...

Run task 3 (674)...

Task 2 runs 0.14 seconds.

Run task 4 (673)...

Task 1 runs 0.27 seconds.

Task 3 runs 0.86 seconds.

Task 0 runs 1.41 seconds.

Task 4 runs 1.91 seconds.

All subprocesses done.

代码解读：

对Pool对象调用join()方法会等待所有子进程执行完毕，调用join()之前必须先调用close()，调用close()之后就不能继续添加新的Process了。

请注意输出的结果，task 0，1，2，3是立刻执行的，而task 4要等待前面某个task完成后才执行，这是因为Pool的默认大小在我的电脑上是4，因此，最多同时执行4个进程。这是Pool有意设计的限制，并不是操作系统的限制。如果改成：

p = Pool(5)

就可以同时跑5个进程。

由于Pool的默认大小是CPU的核数，如果你不幸拥有8核CPU，你要提交至少9个子进程才能看到上面的等待效果。

### 子进程

很多时候，子进程并不是自身，而是一个外部进程。我们创建了子进程后，还需要控制子进程的输入和输出。

subprocess模块可以让我们非常方便地启动一个子进程，然后控制其输入和输出。

下面的例子演示了如何在Python代码中运行命令nslookup www.python.org，这和命令行直接运行的效果是一样的：

**import** subprocess

print('$ nslookup www.python.org')

r = subprocess.call(['nslookup', 'www.python.org'])

print('Exit code:', r)

运行结果：

$ nslookup www.python.org

Server: 192.168.19.4

Address: 192.168.19.4*#53*

Non-authoritative answer:

www.python.org canonical name = python.map.fastly.net.

Name: python.map.fastly.net

Address: 199.27.79.223

Exit code: 0

如果子进程还需要输入，则可以通过communicate()方法输入：

**import** subprocess

print('$ nslookup')

p = subprocess.Popen(['nslookup'], stdin=subprocess.PIPE, stdout=subprocess.PIPE, stderr=subprocess.PIPE)

output, err = p.communicate(b'set q=mx\npython.org\nexit\n')

print(output.decode('utf-8'))

print('Exit code:', p.returncode)

上面的代码相当于在命令行执行命令nslookup，然后手动输入：

**set** q=mx

python.org

exit

运行结果如下：

$ nslookup

Server: 192.168.19.4

Address: 192.168.19.4*#53*

Non-authoritative answer:

python.org mail exchanger = 50 mail.python.org.

Authoritative answers can be found from:

mail.python.org internet address = 82.94.164.166

mail.python.org has AAAA address 2001:888:2000:d::a6

Exit code: 0

### 进程间通信

Process之间肯定是需要通信的，操作系统提供了很多机制来实现进程间的通信。Python的multiprocessing模块包装了底层的机制，提供了Queue、Pipes等多种方式来交换数据。

我们以Queue为例，在父进程中创建两个子进程，一个往Queue里写数据，一个从Queue里读数据：

**from** multiprocessing **import** Process, Queue

**import** os, time, random

*# 写数据进程执行的代码:*

**def** **write**(q):

print('Process to write: %s' % os.getpid())

**for** value **in** ['A', 'B', 'C']:

print('Put %s to queue...' % value)

q.put(value)

time.sleep(random.random())

*# 读数据进程执行的代码:*

**def** **read**(q):

print('Process to read: %s' % os.getpid())

**while** True:

value = q.get(True)

print('Get %s from queue.' % value)

**if** \_\_name\_\_=='\_\_main\_\_':

*# 父进程创建Queue，并传给各个子进程：*

q = Queue()

pw = Process(target=write, args=(q,))

pr = Process(target=read, args=(q,))

*# 启动子进程pw，写入:*

pw.start()

*# 启动子进程pr，读取:*

pr.start()

*# 等待pw结束:*

pw.join()

*# pr进程里是死循环，无法等待其结束，只能强行终止:*

pr.terminate()

运行结果如下：

Process to write: 50563

Put A to queue...

Process to read: 50564

Get A **from** queue.

Put B to queue...

Get B **from** queue.

Put C to queue...

Get C **from** queue.

在Unix/Linux下，multiprocessing模块封装了fork()调用，使我们不需要关注fork()的细节。由于Windows没有fork调用，因此，multiprocessing需要“模拟”出fork的效果，父进程所有Python对象都必须通过pickle序列化再传到子进程去，所有，如果multiprocessing在Windows下调用失败了，要先考虑是不是pickle失败了。

### 小结

在Unix/Linux下，可以使用fork()调用实现多进程。

要实现跨平台的多进程，可以使用multiprocessing模块。

进程间通信是通过Queue、Pipes等实现的。

### 参考源码

[do\_folk.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/do_folk.py)

[multi\_processing.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/multi_processing.py)

[pooled\_processing.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/pooled_processing.py)

[do\_subprocess.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/do_subprocess.py)

[do\_queue.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/do_queue.py)

### 感觉本站内容不错，读后有收获？

#### 多线程

阅读: 66682

多任务可以由多进程完成，也可以由一个进程内的多线程完成。

我们前面提到了进程是由若干线程组成的，一个进程至少有一个线程。

由于线程是操作系统直接支持的执行单元，因此，高级语言通常都内置多线程的支持，Python也不例外，并且，Python的线程是真正的Posix Thread，而不是模拟出来的线程。

Python的标准库提供了两个模块：\_thread和threading，\_thread是低级模块，threading是高级模块，对\_thread进行了封装。绝大多数情况下，我们只需要使用threading这个高级模块。

启动一个线程就是把一个函数传入并创建Thread实例，然后调用start()开始执行：

**import** time, threading

*# 新线程执行的代码:*

**def** **loop**():

print('thread %s is running...' % threading.current\_thread().name)

n = 0

**while** n < 5:

n = n + 1

print('thread %s >>> %s' % (threading.current\_thread().name, n))

time.sleep(1)

print('thread %s ended.' % threading.current\_thread().name)

print('thread %s is running...' % threading.current\_thread().name)

t = threading.Thread(target=loop, name='LoopThread')

t.start()

t.join()

print('thread %s ended.' % threading.current\_thread().name)

执行结果如下：

thread MainThread **is** running...

thread LoopThread **is** running...

thread LoopThread >>> 1

thread LoopThread >>> 2

thread LoopThread >>> 3

thread LoopThread >>> 4

thread LoopThread >>> 5

thread LoopThread ended.

thread MainThread ended.

由于任何进程默认就会启动一个线程，我们把该线程称为主线程，主线程又可以启动新的线程，Python的threading模块有个current\_thread()函数，它永远返回当前线程的实例。主线程实例的名字叫MainThread，子线程的名字在创建时指定，我们用LoopThread命名子线程。名字仅仅在打印时用来显示，完全没有其他意义，如果不起名字Python就自动给线程命名为Thread-1，Thread-2……

### Lock

多线程和多进程最大的不同在于，多进程中，同一个变量，各自有一份拷贝存在于每个进程中，互不影响，而多线程中，所有变量都由所有线程共享，所以，任何一个变量都可以被任何一个线程修改，因此，线程之间共享数据最大的危险在于多个线程同时改一个变量，把内容给改乱了。

来看看多个线程同时操作一个变量怎么把内容给改乱了：

**import** time, threading

*# 假定这是你的银行存款:*

balance = 0

**def** **change\_it**(n):

*# 先存后取，结果应该为0:*

**global** balance

balance = balance + n

balance = balance - n

**def** **run\_thread**(n):

**for** i **in** range(100000):

change\_it(n)

t1 = threading.Thread(target=run\_thread, args=(5,))

t2 = threading.Thread(target=run\_thread, args=(8,))

t1.start()

t2.start()

t1.join()

t2.join()

print(balance)

我们定义了一个共享变量balance，初始值为0，并且启动两个线程，先存后取，理论上结果应该为0，但是，由于线程的调度是由操作系统决定的，当t1、t2交替执行时，只要循环次数足够多，balance的结果就不一定是0了。

原因是因为高级语言的一条语句在CPU执行时是若干条语句，即使一个简单的计算：

balance = balance + n

也分两步：

1. 计算balance + n，存入临时变量中；
2. 将临时变量的值赋给balance。

也就是可以看成：

x = balance + n

balance = x

由于x是局部变量，两个线程各自都有自己的x，当代码正常执行时：

初始值 balance = 0

t1: x1 = balance + 5 *# x1 = 0 + 5 = 5*

t1: balance = x1 *# balance = 5*

t1: x1 = balance - 5 *# x1 = 5 - 5 = 0*

t1: balance = x1 *# balance = 0*

t2: x2 = balance + 8 *# x2 = 0 + 8 = 8*

t2: balance = x2 *# balance = 8*

t2: x2 = balance - 8 *# x2 = 8 - 8 = 0*

t2: balance = x2 *# balance = 0*

结果 balance = 0

但是t1和t2是交替运行的，如果操作系统以下面的顺序执行t1、t2：

初始值 balance = 0

t1: x1 = balance + 5 *# x1 = 0 + 5 = 5*

t2: x2 = balance + 8 *# x2 = 0 + 8 = 8*

t2: balance = x2 *# balance = 8*

t1: balance = x1 *# balance = 5*

t1: x1 = balance - 5 *# x1 = 5 - 5 = 0*

t1: balance = x1 *# balance = 0*

t2: x2 = balance - 8 *# x2 = 0 - 8 = -8*

t2: balance = x2 *# balance = -8*

结果 balance = -8

究其原因，是因为修改balance需要多条语句，而执行这几条语句时，线程可能中断，从而导致多个线程把同一个对象的内容改乱了。

两个线程同时一存一取，就可能导致余额不对，你肯定不希望你的银行存款莫名其妙地变成了负数，所以，我们必须确保一个线程在修改balance的时候，别的线程一定不能改。

如果我们要确保balance计算正确，就要给change\_it()上一把锁，当某个线程开始执行change\_it()时，我们说，该线程因为获得了锁，因此其他线程不能同时执行change\_it()，只能等待，直到锁被释放后，获得该锁以后才能改。由于锁只有一个，无论多少线程，同一时刻最多只有一个线程持有该锁，所以，不会造成修改的冲突。创建一个锁就是通过threading.Lock()来实现：

balance = 0

lock = threading.Lock()

**def** **run\_thread**(n):

**for** i **in** range(100000):

*# 先要获取锁:*

lock.acquire()

**try**:

*# 放心地改吧:*

change\_it(n)

**finally**:

*# 改完了一定要释放锁:*

lock.release()

当多个线程同时执行lock.acquire()时，只有一个线程能成功地获取锁，然后继续执行代码，其他线程就继续等待直到获得锁为止。

获得锁的线程用完后一定要释放锁，否则那些苦苦等待锁的线程将永远等待下去，成为死线程。所以我们用try...finally来确保锁一定会被释放。

锁的好处就是确保了某段关键代码只能由一个线程从头到尾完整地执行，坏处当然也很多，首先是阻止了多线程并发执行，包含锁的某段代码实际上只能以单线程模式执行，效率就大大地下降了。其次，由于可以存在多个锁，不同的线程持有不同的锁，并试图获取对方持有的锁时，可能会造成死锁，导致多个线程全部挂起，既不能执行，也无法结束，只能靠操作系统强制终止。

### 多核CPU

如果你不幸拥有一个多核CPU，你肯定在想，多核应该可以同时执行多个线程。

如果写一个死循环的话，会出现什么情况呢？

打开Mac OS X的Activity Monitor，或者Windows的Task Manager，都可以监控某个进程的CPU使用率。

我们可以监控到一个死循环线程会100%占用一个CPU。

如果有两个死循环线程，在多核CPU中，可以监控到会占用200%的CPU，也就是占用两个CPU核心。

要想把N核CPU的核心全部跑满，就必须启动N个死循环线程。

试试用Python写个死循环：

**import** threading, multiprocessing

**def** **loop**():

x = 0

**while** True:

x = x ^ 1

**for** i **in** range(multiprocessing.cpu\_count()):

t = threading.Thread(target=loop)

t.start()

启动与CPU核心数量相同的N个线程，在4核CPU上可以监控到CPU占用率仅有102%，也就是仅使用了一核。

但是用C、C++或Java来改写相同的死循环，直接可以把全部核心跑满，4核就跑到400%，8核就跑到800%，为什么Python不行呢？

因为Python的线程虽然是真正的线程，但解释器执行代码时，有一个GIL锁：Global Interpreter Lock，任何Python线程执行前，必须先获得GIL锁，然后，每执行100条字节码，解释器就自动释放GIL锁，让别的线程有机会执行。这个GIL全局锁实际上把所有线程的执行代码都给上了锁，所以，多线程在Python中只能交替执行，即使100个线程跑在100核CPU上，也只能用到1个核。

GIL是Python解释器设计的历史遗留问题，通常我们用的解释器是官方实现的CPython，要真正利用多核，除非重写一个不带GIL的解释器。

所以，在Python中，可以使用多线程，但不要指望能有效利用多核。如果一定要通过多线程利用多核，那只能通过C扩展来实现，不过这样就失去了Python简单易用的特点。

不过，也不用过于担心，Python虽然不能利用多线程实现多核任务，但可以通过多进程实现多核任务。多个Python进程有各自独立的GIL锁，互不影响。

### 小结

多线程编程，模型复杂，容易发生冲突，必须用锁加以隔离，同时，又要小心死锁的发生。

Python解释器由于设计时有GIL全局锁，导致了多线程无法利用多核。多线程的并发在Python中就是一个美丽的梦。

### 参考源码

[multi\_threading.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/multi_threading.py)

[do\_lock.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/do_lock.py)

### 感觉本站内容不错，读后有收获？

#### ThreadLocal

阅读: 33591

在多线程环境下，每个线程都有自己的数据。一个线程使用自己的局部变量比使用全局变量好，因为局部变量只有线程自己能看见，不会影响其他线程，而全局变量的修改必须加锁。

但是局部变量也有问题，就是在函数调用的时候，传递起来很麻烦：

**def** **process\_student**(name):

std = Student(name)

*# std是局部变量，但是每个函数都要用它，因此必须传进去：*

do\_task\_1(std)

do\_task\_2(std)

**def** **do\_task\_1**(std):

do\_subtask\_1(std)

do\_subtask\_2(std)

**def** **do\_task\_2**(std):

do\_subtask\_2(std)

do\_subtask\_2(std)

每个函数一层一层调用都这么传参数那还得了？用全局变量？也不行，因为每个线程处理不同的Student对象，不能共享。

如果用一个全局dict存放所有的Student对象，然后以thread自身作为key获得线程对应的Student对象如何？

global\_dict = {}

**def** **std\_thread**(name):

std = Student(name)

*# 把std放到全局变量global\_dict中：*

global\_dict[threading.current\_thread()] = std

do\_task\_1()

do\_task\_2()

**def** **do\_task\_1**():

*# 不传入std，而是根据当前线程查找：*

std = global\_dict[threading.current\_thread()]

...

**def** **do\_task\_2**():

*# 任何函数都可以查找出当前线程的std变量：*

std = global\_dict[threading.current\_thread()]

...

这种方式理论上是可行的，它最大的优点是消除了std对象在每层函数中的传递问题，但是，每个函数获取std的代码有点丑。

有没有更简单的方式？

ThreadLocal应运而生，不用查找dict，ThreadLocal帮你自动做这件事：

**import** threading

*# 创建全局ThreadLocal对象:*

local\_school = threading.local()

**def** **process\_student**():

*# 获取当前线程关联的student:*

std = local\_school.student

print('Hello, %s (in %s)' % (std, threading.current\_thread().name))

**def** **process\_thread**(name):

*# 绑定ThreadLocal的student:*

local\_school.student = name

process\_student()

t1 = threading.Thread(target= process\_thread, args=('Alice',), name='Thread-A')

t2 = threading.Thread(target= process\_thread, args=('Bob',), name='Thread-B')

t1.start()

t2.start()

t1.join()

t2.join()

执行结果：

Hello, Alice (**in** Thread-A)

Hello, Bob (**in** Thread-B)

全局变量local\_school就是一个ThreadLocal对象，每个Thread对它都可以读写student属性，但互不影响。你可以把local\_school看成全局变量，但每个属性如local\_school.student都是线程的局部变量，可以任意读写而互不干扰，也不用管理锁的问题，ThreadLocal内部会处理。

可以理解为全局变量local\_school是一个dict，不但可以用local\_school.student，还可以绑定其他变量，如local\_school.teacher等等。

ThreadLocal最常用的地方就是为每个线程绑定一个数据库连接，HTTP请求，用户身份信息等，这样一个线程的所有调用到的处理函数都可以非常方便地访问这些资源。

### 小结

一个ThreadLocal变量虽然是全局变量，但每个线程都只能读写自己线程的独立副本，互不干扰。ThreadLocal解决了参数在一个线程中各个函数之间互相传递的问题。

### 参考源码

[use\_threadlocal.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/use_threadlocal.py)

### 感觉本站内容不错，读后有收获？

#### 进程 vs. 线程

阅读: 34692

我们介绍了多进程和多线程，这是实现多任务最常用的两种方式。现在，我们来讨论一下这两种方式的优缺点。

首先，要实现多任务，通常我们会设计Master-Worker模式，Master负责分配任务，Worker负责执行任务，因此，多任务环境下，通常是一个Master，多个Worker。

如果用多进程实现Master-Worker，主进程就是Master，其他进程就是Worker。

如果用多线程实现Master-Worker，主线程就是Master，其他线程就是Worker。

多进程模式最大的优点就是稳定性高，因为一个子进程崩溃了，不会影响主进程和其他子进程。（当然主进程挂了所有进程就全挂了，但是Master进程只负责分配任务，挂掉的概率低）著名的Apache最早就是采用多进程模式。

多进程模式的缺点是创建进程的代价大，在Unix/Linux系统下，用fork调用还行，在Windows下创建进程开销巨大。另外，操作系统能同时运行的进程数也是有限的，在内存和CPU的限制下，如果有几千个进程同时运行，操作系统连调度都会成问题。

多线程模式通常比多进程快一点，但是也快不到哪去，而且，多线程模式致命的缺点就是任何一个线程挂掉都可能直接造成整个进程崩溃，因为所有线程共享进程的内存。在Windows上，如果一个线程执行的代码出了问题，你经常可以看到这样的提示：“该程序执行了非法操作，即将关闭”，其实往往是某个线程出了问题，但是操作系统会强制结束整个进程。

在Windows下，多线程的效率比多进程要高，所以微软的IIS服务器默认采用多线程模式。由于多线程存在稳定性的问题，IIS的稳定性就不如Apache。为了缓解这个问题，IIS和Apache现在又有多进程+多线程的混合模式，真是把问题越搞越复杂。

### 线程切换

无论是多进程还是多线程，只要数量一多，效率肯定上不去，为什么呢？

我们打个比方，假设你不幸正在准备中考，每天晚上需要做语文、数学、英语、物理、化学这5科的作业，每项作业耗时1小时。

如果你先花1小时做语文作业，做完了，再花1小时做数学作业，这样，依次全部做完，一共花5小时，这种方式称为单任务模型，或者批处理任务模型。

假设你打算切换到多任务模型，可以先做1分钟语文，再切换到数学作业，做1分钟，再切换到英语，以此类推，只要切换速度足够快，这种方式就和单核CPU执行多任务是一样的了，以幼儿园小朋友的眼光来看，你就正在同时写5科作业。

但是，切换作业是有代价的，比如从语文切到数学，要先收拾桌子上的语文书本、钢笔（这叫保存现场），然后，打开数学课本、找出圆规直尺（这叫准备新环境），才能开始做数学作业。操作系统在切换进程或者线程时也是一样的，它需要先保存当前执行的现场环境（CPU寄存器状态、内存页等），然后，把新任务的执行环境准备好（恢复上次的寄存器状态，切换内存页等），才能开始执行。这个切换过程虽然很快，但是也需要耗费时间。如果有几千个任务同时进行，操作系统可能就主要忙着切换任务，根本没有多少时间去执行任务了，这种情况最常见的就是硬盘狂响，点窗口无反应，系统处于假死状态。

所以，多任务一旦多到一个限度，就会消耗掉系统所有的资源，结果效率急剧下降，所有任务都做不好。

### 计算密集型 vs. IO密集型

是否采用多任务的第二个考虑是任务的类型。我们可以把任务分为计算密集型和IO密集型。

计算密集型任务的特点是要进行大量的计算，消耗CPU资源，比如计算圆周率、对视频进行高清解码等等，全靠CPU的运算能力。这种计算密集型任务虽然也可以用多任务完成，但是任务越多，花在任务切换的时间就越多，CPU执行任务的效率就越低，所以，要最高效地利用CPU，计算密集型任务同时进行的数量应当等于CPU的核心数。

计算密集型任务由于主要消耗CPU资源，因此，代码运行效率至关重要。Python这样的脚本语言运行效率很低，完全不适合计算密集型任务。对于计算密集型任务，最好用C语言编写。

第二种任务的类型是IO密集型，涉及到网络、磁盘IO的任务都是IO密集型任务，这类任务的特点是CPU消耗很少，任务的大部分时间都在等待IO操作完成（因为IO的速度远远低于CPU和内存的速度）。对于IO密集型任务，任务越多，CPU效率越高，但也有一个限度。常见的大部分任务都是IO密集型任务，比如Web应用。

IO密集型任务执行期间，99%的时间都花在IO上，花在CPU上的时间很少，因此，用运行速度极快的C语言替换用Python这样运行速度极低的脚本语言，完全无法提升运行效率。对于IO密集型任务，最合适的语言就是开发效率最高（代码量最少）的语言，脚本语言是首选，C语言最差。

### 异步IO

考虑到CPU和IO之间巨大的速度差异，一个任务在执行的过程中大部分时间都在等待IO操作，单进程单线程模型会导致别的任务无法并行执行，因此，我们才需要多进程模型或者多线程模型来支持多任务并发执行。

现代操作系统对IO操作已经做了巨大的改进，最大的特点就是支持异步IO。如果充分利用操作系统提供的异步IO支持，就可以用单进程单线程模型来执行多任务，这种全新的模型称为事件驱动模型，Nginx就是支持异步IO的Web服务器，它在单核CPU上采用单进程模型就可以高效地支持多任务。在多核CPU上，可以运行多个进程（数量与CPU核心数相同），充分利用多核CPU。由于系统总的进程数量十分有限，因此操作系统调度非常高效。用异步IO编程模型来实现多任务是一个主要的趋势。

对应到Python语言，单进程的异步编程模型称为协程，有了协程的支持，就可以基于事件驱动编写高效的多任务程序。我们会在后面讨论如何编写协程。

### 感觉本站内容不错，读后有收获？

#### 分布式进程

阅读: 37318

在Thread和Process中，应当优选Process，因为Process更稳定，而且，Process可以分布到多台机器上，而Thread最多只能分布到同一台机器的多个CPU上。

Python的multiprocessing模块不但支持多进程，其中managers子模块还支持把多进程分布到多台机器上。一个服务进程可以作为调度者，将任务分布到其他多个进程中，依靠网络通信。由于managers模块封装很好，不必了解网络通信的细节，就可以很容易地编写分布式多进程程序。

举个例子：如果我们已经有一个通过Queue通信的多进程程序在同一台机器上运行，现在，由于处理任务的进程任务繁重，希望把发送任务的进程和处理任务的进程分布到两台机器上。怎么用分布式进程实现？

原有的Queue可以继续使用，但是，通过managers模块把Queue通过网络暴露出去，就可以让其他机器的进程访问Queue了。

我们先看服务进程，服务进程负责启动Queue，把Queue注册到网络上，然后往Queue里面写入任务：

*# task\_master.py*

**import** random, time, queue

**from** multiprocessing.managers **import** BaseManager

*# 发送任务的队列:*

task\_queue = queue.Queue()

*# 接收结果的队列:*

result\_queue = queue.Queue()

*# 从BaseManager继承的QueueManager:*

**class QueueManager(BaseManager):**

**pass**

*# 把两个Queue都注册到网络上, callable参数关联了Queue对象:*

QueueManager.register('get\_task\_queue', callable=**lambda**: task\_queue)

QueueManager.register('get\_result\_queue', callable=**lambda**: result\_queue)

*# 绑定端口5000, 设置验证码'abc':*

manager = QueueManager(address=('', 5000), authkey=b'abc')

*# 启动Queue:*

manager.start()

*# 获得通过网络访问的Queue对象:*

task = manager.get\_task\_queue()

result = manager.get\_result\_queue()

*# 放几个任务进去:*

**for** i **in** range(10):

n = random.randint(0, 10000)

print('Put task %d...' % n)

task.put(n)

*# 从result队列读取结果:*

print('Try get results...')

**for** i **in** range(10):

r = result.get(timeout=10)

print('Result: %s' % r)

*# 关闭:*

manager.shutdown()

print('master exit.')

请注意，当我们在一台机器上写多进程程序时，创建的Queue可以直接拿来用，但是，在分布式多进程环境下，添加任务到Queue不可以直接对原始的task\_queue进行操作，那样就绕过了QueueManager的封装，必须通过manager.get\_task\_queue()获得的Queue接口添加。

然后，在另一台机器上启动任务进程（本机上启动也可以）：

*# task\_worker.py*

**import** time, sys, queue

**from** multiprocessing.managers **import** BaseManager

*# 创建类似的QueueManager:*

**class QueueManager(BaseManager):**

**pass**

*# 由于这个QueueManager只从网络上获取Queue，所以注册时只提供名字:*

QueueManager.register('get\_task\_queue')

QueueManager.register('get\_result\_queue')

*# 连接到服务器，也就是运行task\_master.py的机器:*

server\_addr = '127.0.0.1'

print('Connect to server %s...' % server\_addr)

*# 端口和验证码注意保持与task\_master.py设置的完全一致:*

m = QueueManager(address=(server\_addr, 5000), authkey=b'abc')

*# 从网络连接:*

m.connect()

*# 获取Queue的对象:*

task = m.get\_task\_queue()

result = m.get\_result\_queue()

*# 从task队列取任务,并把结果写入result队列:*

**for** i **in** range(10):

**try**:

n = task.get(timeout=1)

print('run task %d \* %d...' % (n, n))

r = '%d \* %d = %d' % (n, n, n\*n)

time.sleep(1)

result.put(r)

**except** Queue.Empty:

print('task queue is empty.')

*# 处理结束:*

print('worker exit.')

任务进程要通过网络连接到服务进程，所以要指定服务进程的IP。

现在，可以试试分布式进程的工作效果了。先启动task\_master.py服务进程：

$ python3 task\_master.py

Put task 3411...

Put task 1605...

Put task 1398...

Put task 4729...

Put task 5300...

Put task 7471...

Put task 68...

Put task 4219...

Put task 339...

Put task 7866...

Try get results...

task\_master.py进程发送完任务后，开始等待result队列的结果。现在启动task\_worker.py进程：

$ python3 task\_worker.py

Connect to server 127.0.0.1...

run task 3411 \* 3411...

run task 1605 \* 1605...

run task 1398 \* 1398...

run task 4729 \* 4729...

run task 5300 \* 5300...

run task 7471 \* 7471...

run task 68 \* 68...

run task 4219 \* 4219...

run task 339 \* 339...

run task 7866 \* 7866...

worker exit.

task\_worker.py进程结束，在task\_master.py进程中会继续打印出结果：

Result: 3411 \* 3411 = 11634921

Result: 1605 \* 1605 = 2576025

Result: 1398 \* 1398 = 1954404

Result: 4729 \* 4729 = 22363441

Result: 5300 \* 5300 = 28090000

Result: 7471 \* 7471 = 55815841

Result: 68 \* 68 = 4624

Result: 4219 \* 4219 = 17799961

Result: 339 \* 339 = 114921

Result: 7866 \* 7866 = 61873956

这个简单的Master/Worker模型有什么用？其实这就是一个简单但真正的分布式计算，把代码稍加改造，启动多个worker，就可以把任务分布到几台甚至几十台机器上，比如把计算n\*n的代码换成发送邮件，就实现了邮件队列的异步发送。

Queue对象存储在哪？注意到task\_worker.py中根本没有创建Queue的代码，所以，Queue对象存储在task\_master.py进程中：
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而Queue之所以能通过网络访问，就是通过QueueManager实现的。由于QueueManager管理的不止一个Queue，所以，要给每个Queue的网络调用接口起个名字，比如get\_task\_queue。

authkey有什么用？这是为了保证两台机器正常通信，不被其他机器恶意干扰。如果task\_worker.py的authkey和task\_master.py的authkey不一致，肯定连接不上。

### 小结

Python的分布式进程接口简单，封装良好，适合需要把繁重任务分布到多台机器的环境下。

注意Queue的作用是用来传递任务和接收结果，每个任务的描述数据量要尽量小。比如发送一个处理日志文件的任务，就不要发送几百兆的日志文件本身，而是发送日志文件存放的完整路径，由Worker进程再去共享的磁盘上读取文件。

### 参考源码

[task\_master.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/task_master.py)

[task\_worker.py](https://github.com/michaelliao/learn-python3/blob/master/samples/multitask/task_worker.py)

### 感觉本站内容不错，读后有收获？

#### 正则表达式

阅读: 85398

字符串是编程时涉及到的最多的一种数据结构，对字符串进行操作的需求几乎无处不在。比如判断一个字符串是否是合法的Email地址，虽然可以编程提取@前后的子串，再分别判断是否是单词和域名，但这样做不但麻烦，而且代码难以复用。

正则表达式是一种用来匹配字符串的强有力的武器。它的设计思想是用一种描述性的语言来给字符串定义一个规则，凡是符合规则的字符串，我们就认为它“匹配”了，否则，该字符串就是不合法的。

所以我们判断一个字符串是否是合法的Email的方法是：

1. 创建一个匹配Email的正则表达式；
2. 用该正则表达式去匹配用户的输入来判断是否合法。

因为正则表达式也是用字符串表示的，所以，我们要首先了解如何用字符来描述字符。

在正则表达式中，如果直接给出字符，就是精确匹配。用\d可以匹配一个数字，\w可以匹配一个字母或数字，所以：

* '00\d'可以匹配'007'，但无法匹配'00A'；
* '\d\d\d'可以匹配'010'；
* '\w\w\d'可以匹配'py3'；

.可以匹配任意字符，所以：

* 'py.'可以匹配'pyc'、'pyo'、'py!'等等。

要匹配变长的字符，在正则表达式中，用\*表示任意个字符（包括0个），用+表示至少一个字符，用?表示0个或1个字符，用{n}表示n个字符，用{n,m}表示n-m个字符：

来看一个复杂的例子：\d{3}\s+\d{3,8}。

我们来从左到右解读一下：

1. \d{3}表示匹配3个数字，例如'010'；
2. \s可以匹配一个空格（也包括Tab等空白符），所以\s+表示至少有一个空格，例如匹配' '，' '等；
3. \d{3,8}表示3-8个数字，例如'1234567'。

综合起来，上面的正则表达式可以匹配以任意个空格隔开的带区号的电话号码。

如果要匹配'010-12345'这样的号码呢？由于'-'是特殊字符，在正则表达式中，要用'\'转义，所以，上面的正则是\d{3}\-\d{3,8}。

但是，仍然无法匹配'010 - 12345'，因为带有空格。所以我们需要更复杂的匹配方式。

### 进阶

要做更精确地匹配，可以用[]表示范围，比如：

* [0-9a-zA-Z\\_]可以匹配一个数字、字母或者下划线；
* [0-9a-zA-Z\\_]+可以匹配至少由一个数字、字母或者下划线组成的字符串，比如'a100'，'0\_Z'，'Py3000'等等；
* [a-zA-Z\\_][0-9a-zA-Z\\_]\*可以匹配由字母或下划线开头，后接任意个由一个数字、字母或者下划线组成的字符串，也就是Python合法的变量；
* [a-zA-Z\\_][0-9a-zA-Z\\_]{0, 19}更精确地限制了变量的长度是1-20个字符（前面1个字符+后面最多19个字符）。

A|B可以匹配A或B，所以(P|p)ython可以匹配'Python'或者'python'。

^表示行的开头，^\d表示必须以数字开头。

$表示行的结束，\d$表示必须以数字结束。

你可能注意到了，py也可以匹配'python'，但是加上^py$就变成了整行匹配，就只能匹配'py'了。

### re模块

有了准备知识，我们就可以在Python中使用正则表达式了。Python提供re模块，包含所有正则表达式的功能。由于Python的字符串本身也用\转义，所以要特别注意：

s = 'ABC\\-001' *# Python的字符串*

*# 对应的正则表达式字符串变成：*

*# 'ABC\-001'*

因此我们强烈建议使用Python的r前缀，就不用考虑转义的问题了：

s = r'ABC\-001' *# Python的字符串*

*# 对应的正则表达式字符串不变：*

*# 'ABC\-001'*

先看看如何判断正则表达式是否匹配：

>>> **import** re

>>> re.match(r'^\d{3}\-\d{3,8}$', '010-12345')

<\_sre.SRE\_Match object; span=(0, 9), match='010-12345'>

>>> re.match(r'^\d{3}\-\d{3,8}$', '010 12345')

>>>

match()方法判断是否匹配，如果匹配成功，返回一个Match对象，否则返回None。常见的判断方法就是：

test = '用户输入的字符串'

**if** re.match(r'正则表达式', test):

print('ok')

**else**:

print('failed')

### 切分字符串

用正则表达式切分字符串比用固定的字符更灵活，请看正常的切分代码：

>>> 'a b c'.split(' ')

['a', 'b', '', '', 'c']

嗯，无法识别连续的空格，用正则表达式试试：

>>> re.split(r'\s+', 'a b c')

['a', 'b', 'c']

无论多少个空格都可以正常分割。加入,试试：

>>> re.split(r'[\s\,]+', 'a,b, c d')

['a', 'b', 'c', 'd']

再加入;试试：

>>> re.split(r'[\s\,\;]+', 'a,b;; c d')

['a', 'b', 'c', 'd']

如果用户输入了一组标签，下次记得用正则表达式来把不规范的输入转化成正确的数组。

### 分组

除了简单地判断是否匹配之外，正则表达式还有提取子串的强大功能。用()表示的就是要提取的分组（Group）。比如：

^(\d{3})-(\d{3,8})$分别定义了两个组，可以直接从匹配的字符串中提取出区号和本地号码：

>>> m = re.match(r'^(\d{3})-(\d{3,8})$', '010-12345')

>>> m

<\_sre.SRE\_Match object; span=(0, 9), match='010-12345'>

>>> m.group(0)

'010-12345'

>>> m.group(1)

'010'

>>> m.group(2)

'12345'

如果正则表达式中定义了组，就可以在Match对象上用group()方法提取出子串来。

注意到group(0)永远是原始字符串，group(1)、group(2)……表示第1、2、……个子串。

提取子串非常有用。来看一个更凶残的例子：

>>> t = '19:05:30'

>>> m = re.match(r'^(0[0-9]|1[0-9]|2[0-3]|[0-9])\:(0[0-9]|1[0-9]|2[0-9]|3[0-9]|4[0-9]|5[0-9]|[0-9])\:(0[0-9]|1[0-9]|2[0-9]|3[0-9]|4[0-9]|5[0-9]|[0-9])$', t)

>>> m.groups()

('19', '05', '30')

这个正则表达式可以直接识别合法的时间。但是有些时候，用正则表达式也无法做到完全验证，比如识别日期：

'^(0[1-9]|1[0-2]|[0-9])-(0[1-9]|1[0-9]|2[0-9]|3[0-1]|[0-9])$'

对于'2-30'，'4-31'这样的非法日期，用正则还是识别不了，或者说写出来非常困难，这时就需要程序配合识别了。

### 贪婪匹配

最后需要特别指出的是，正则匹配默认是贪婪匹配，也就是匹配尽可能多的字符。举例如下，匹配出数字后面的0：

>>> re.match(r'^(\d+)(0\*)$', '102300').groups()

('102300', '')

由于\d+采用贪婪匹配，直接把后面的0全部匹配了，结果0\*只能匹配空字符串了。

必须让\d+采用非贪婪匹配（也就是尽可能少匹配），才能把后面的0匹配出来，加个?就可以让\d+采用非贪婪匹配：

>>> re.match(r'^(\d+?)(0\*)$', '102300').groups()

('1023', '00')

### 编译

当我们在Python中使用正则表达式时，re模块内部会干两件事情：

1. 编译正则表达式，如果正则表达式的字符串本身不合法，会报错；
2. 用编译后的正则表达式去匹配字符串。

如果一个正则表达式要重复使用几千次，出于效率的考虑，我们可以预编译该正则表达式，接下来重复使用时就不需要编译这个步骤了，直接匹配：

>>> **import** re

*# 编译:*

>>> re\_telephone = re.compile(r'^(\d{3})-(\d{3,8})$')

*# 使用：*

>>> re\_telephone.match('010-12345').groups()

('010', '12345')

>>> re\_telephone.match('010-8086').groups()

('010', '8086')

编译后生成Regular Expression对象，由于该对象自己包含了正则表达式，所以调用对应的方法时不用给出正则字符串。

### 小结

正则表达式非常强大，要在短短的一节里讲完是不可能的。要讲清楚正则的所有内容，可以写一本厚厚的书了。如果你经常遇到正则表达式的问题，你可能需要一本正则表达式的参考书。

### 练习

请尝试写一个验证Email地址的正则表达式。版本一应该可以验证出类似的Email：

someone@gmail.com

bill.gates@microsoft.com

版本二可以验证并提取出带名字的Email地址：

<Tom Paris> tom@voyager.org

### 参考源码

[regex.py](https://github.com/michaelliao/learn-python3/blob/master/samples/regex/regex.py)

### 感觉本站内容不错，读后有收获？