**Persisting DBCC output data**

**FROM:** [**http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/**](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/)

Most of the DBCC commands return their results as textual output, even if you have SSMS configured to return result sets to a grid. This makes examining the output a manual process that is prone to errors. It sure would be nice if there was a way to return the output to a grid.

If we were to examine Books Online (BOL) for DBCC in 2000 (<http://technet.microsoft.com/en-us/library/aa258281%28v=sql.80%29.aspx>) and 2005 (<http://msdn.microsoft.com/en-us/library/ms188796%28v=sql.90%29.aspx>), we would notice a section titled “Using DBCC Result Set Output”, with the phrase: “Many DBCC commands can produce output in tabular form by using the WITH TABLERESULTS option. This information can be loaded into a table for additional use.” This section has been removed from more recent versions, most likely because the results returned are not documented for the individual DBCC commands and are thus subject to change without notice.

Okay, let’s try this out. At the above BOL links, there are two DBCC commands that are documented to use the TABLERESULTS option: OPENTRAN and SHOWCONTIG. Testing all of the other DBCC commands shows that this option can also be used on the CHECKALLOC, CHECKDB, CHECKFILEGROUP and CHECKTABLE commands. I’m going to continue this post with using DBCC CHECKDB. If you check [BOL](http://msdn.microsoft.com/en-us/library/ms176064.aspx), it does not mention the TABLERESULTS option. Let’s first see the results we get without the TABLERESULTS option by running:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_1" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_1) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_1) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (master);

For the consistency check that is performed on the master database, I end up with over 300 lines of output. The key lines in the output are:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_2" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_2) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_2) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

…

CHECKDB found 0 allocation errors and 0 consistency errors in database 'master'.

…

And the final two lines:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_3" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_3) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_3) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

CHECKDB found 0 allocation errors and 0 consistency errors in database 'mssqlsystemresource'.

DBCC execution completed. If DBCC printed error messages, contact your system administrator.

(Notice that when we run CHECKDB against the master database, the hidden database mssqlsystemresource is also checked.)

If we were to modify the above statement to use the TABLERESULTS option:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_4" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_4) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_4) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (master) WITH TABLERESULTS;

we would actually get two result sets – one for the master database, and one for the hidden mssqlsystemresource database. Notice that the “DBCC execution completed…” line is not in either of the result sets – it is still displayed on the Messages tab.

Now, most people usually modify this command to suppress informational messages and to show all error messages (it defaults to “only” the first 200 error messages per object), so the command that is normally used would be:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_5" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_5) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_5) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (master) WITH ALL\_ERRORMSGS, NO\_INFOMSGS;

And, hopefully, this only returns the message “Command completed successfully”. Let’s modify this command to use the TABLERESULTS option:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_6" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_6) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_6) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (master) WITH ALL\_ERRORMSGS, NO\_INFOMSGS, TABLERESULTS;

If there is no corruption in the database, it still returns only the message “Command completed successfully”. However, if there is corruption, you will get a result set back. So, I’m now going to run this against a database (Lab) where I have engineered some corruption. First off, let’s run CHECKDB without the TABLERESULTS option to check the initial output:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_7" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_7) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_7) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (Lab) WITH ALL\_ERRORMSGS, NO\_INFOMSGS;

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_8" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_8) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_8) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

Msg 8939, Level 16, State 98, Line 1

Table error: Object ID 885578193, index ID 0, partition ID 72057594039042048, alloc unit ID 72057594043432960 (type In-row data), page (1:328). Test (IS\_OFF (BUF\_IOERR, pBUF->bstat)) failed. Values are 133129 and -4.

Msg 8928, Level 16, State 1, Line 1

Object ID 885578193, index ID 0, partition ID 72057594039042048, alloc unit ID 72057594043432960 (type In-row data): Page (1:328) could not be processed. See other errors for details.

CHECKDB found 0 allocation errors and 2 consistency errors in table 'Tally' (object ID 885578193).

CHECKDB found 0 allocation errors and 2 consistency errors in database 'Lab'.

repair\_allow\_data\_loss is the minimum repair level for the errors found by DBCC CHECKDB (Lab).

Here we can see that we indeed have corruption. Quickly now… is any of this corruption in a non-clustered index?

Running this statement with the TABLERESULTS option, we get a grid of the results:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_9" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_9) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_9) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC CHECKDB (Lab) WITH ALL\_ERRORMSGS, NO\_INFOMSGS, TABLERESULTS;

[![DBCC output TABLE1](data:image/png;base64,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)](http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/uploads/2014/11/DBCCTABLE1.png)

(This screen shot is only showing some of the columns. Note that the message of the previous output for the minimum repair level is still on the Messages tab.)

As you can see, this already makes examining your errors somewhat easier. For instance, you can easily scroll through this output to see if the corruption is in non-clustered indexes (IndexId > 1), where the corruption could easily be fixed by scripting out the index definition, dropping and then re-creating the non-clustered index. Suppose you had over 100 errors… you can see how much faster this would be.

If you recall, the BOL description says that this data can be loaded into a table for further processing. Furthermore, this post is about persisting DBCC output data, which implies storing it into a table. So, let’s make a table, put these results into the table, and then run a query against it. First off, let’s make a local temporary table to hold the results (you could put this into a permanent table if you so desire):

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_10" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_10) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_10) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF OBJECT\_ID('tempdb.dbo.#DBCCCHECKDB') IS NOT NULL

DROP TABLE #DBCCCHECKDB;

CREATE TABLE #DBCCCHECKDB (

Error INTEGER,

[Level] INTEGER,

[State] INTEGER,

MessageText VARCHAR(MAX),

RepairLevel VARCHAR(MAX),

[Status] INTEGER,

[DbId] INTEGER,

DbFragId INTEGER,

ObjectId INTEGER,

IndexId INTEGER,

PartitionId BIGINT,

AllocUnitId BIGINT,

RidDbId INTEGER,

RidPruId INTEGER,

[File] INTEGER,

[Page] INTEGER,

Slot INTEGER,

RefDbId INTEGER,

RefPruId INTEGER,

RefFile INTEGER,

RefPage INTEGER,

RefSlot INTEGER,

Allocation INTEGER);

Since the output from using TABLERESULTS isn’t documented, I’ve had to make some assumptions about the data types for these columns. To actually insert the output, we need to use the INSERT INTO … EXECUTE statement:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_11" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_11) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_11) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

INSERT INTO #DBCCCHECKDB

EXECUTE ('DBCC CHECKDB (Lab) WITH ALL\_ERRORMSGS, NO\_INFOMSGS, TABLERESULTS;');

Now that we have the data stored in a temporary table, let’s run a query against the table to return some aggregated data.

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/" \l "codesyntax_12" \o "Click to show/hide code block) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_12) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/persisting-dbcc-output-data/#codesyntax_12) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

-- Get the objects, # of errors, and repair level

SELECT [DbId],

database\_name = DB\_NAME([DbId]),

ObjectId,

[OBJECT] = OBJECT\_SCHEMA\_NAME(ObjectId, [DbId])

+ '.' +

OBJECT\_NAME(ObjectId, [DbId]),

ErrorQty = COUNT(\*),

RepairLvl = MAX(RepairLevel)

FROM #DBCCCHECKDB

WHERE Error NOT IN (8989,8990)

GROUP BY [DbId], ObjectId;

With which I get the following results:

[![DBCCTABLE2](data:image/png;base64,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)](http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/uploads/2014/11/DBCCTABLE2.png)

So, there we go. [Easy-peasy](http://en.wiktionary.org/wiki/easy_peasy). By utilizing the TABLERESULTS option, the output of the DBCC CHECKDB command has been persisted into a table, and we are now able to run our own queries against that data. In the event that there is corruption in multiple indexes in a table, this query could easily be extended to get the number of errors in each index.
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[Automating DBCC Page](http://www.sqlsolutionsgroup.com/automating-dbcc-page/)December 23, 2014In "SQL Group"
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**Automating DBCC Page**

**FROM:** [**http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts\_hit=1&relatedposts\_origin=1759&relatedposts\_position=0**](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0)

Way back in 2006, Paul Randal documented DBCC PAGE on his Microsoft blog at <http://blogs.msdn.com/b/sqlserverstorageengine/archive/2006/06/10/625659.aspx>. In his post, you will notice that in order to return the output from DBCC PAGE to the screen, you need to enable trace flag 3604 first. The above blog post shows a few examples of the results and utilizing them for further actions. Unfortunately, this method requires manual intervention to get the necessary data from the page in order to work with it further.

You know, it sure would be nice if the manual intervention could be removed and to completely automate the task that you are looking for. This blog post is going to show you how this can be done, and it will give a few examples of doing so.

In [my last blog](http://bit.ly/1x0awIS) post, I introduced an optional setting to several DBCC commands: WITH TABLERESULTS. This returns the output in tabular format, in a manner that allows the output to be consumed. As it turns out, this optional setting also works with DBCC PAGE. You can see this by examining the database information page (page 9) of the master database:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_1) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_1) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_1) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DBCC PAGE ('master', 1, 9, 3) WITH TABLERESULTS;

This statement, which can be run without the trace flag, returns the data on the page in 4 columns: ParentObject, Object, Field and VALUE. As it turns out, this particular page of every database has a lot of interesting information on it. Let’s automate grabbing a specific piece of information out of this page:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_2) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_2) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_2) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF OBJECT\_ID('tempdb.dbo.#DBCCPAGE') IS NOT NULL DROP TABLE #DBCCPAGE;

CREATE TABLE #DBCCPAGE (

ParentObject VARCHAR(255),

[OBJECT] VARCHAR(255),

Field VARCHAR(255),

[VALUE] VARCHAR(255));

INSERT INTO #DBCCPAGE

EXECUTE ('DBCC PAGE (''master'', 1, 9, 3) WITH TABLERESULTS;');

SELECT LastGoodDBCCDate = CONVERT(DATETIME, VALUE)

FROM #DBCCPAGE

WHERE Field = 'dbi\_dbccLastKnownGood';

This wonderful snippet of code returns the last time a successful DBCC CHECKDB was run against the master database. **Whoa… how sweet is that**? When you discover a server where the CHECKDB job has been failing to the point that the job only has failed entries in the job history, you can now find out just how long it’s been since it was last run successfully.

The “trick” to making this work is to encapsulate the DBCC command as a string, and to call it with the EXECUTE () function. This is used as part of an INSERT INTO / EXECUTE statement, so that the results from DBCC PAGE are inserted into a table (in this case a temporary table is used, although a table variable or permanent table can also be used). There are three simple steps to this process:

1. Create a table (permanent / temporary) or table variable to hold the output.
2. Insert into this table the results of the DBCC PAGE statement by using INSERT INTO / EXECUTE.
3. Select the data that you are looking for from the table.

By utilizing a cursor, you can easily spin through all of the databases on your instance to get when they last had a successful DBCC CHECKDB run against them. The following utilizes sp\_MSforeachdb (which itself uses a cursor to spin through all of the databases) to do just this:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_3) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_3) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page/?relatedposts_hit=1&relatedposts_origin=1759&relatedposts_position=0#codesyntax_3) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF OBJECT\_ID('tempdb.dbo.#DBCCPAGE') IS NOT NULL DROP TABLE #DBCCPAGE;

IF OBJECT\_ID('tempdb.dbo.#CheckDBDates') IS NOT NULL DROP TABLE #CheckDBDates;

CREATE TABLE #DBCCPAGE (

ParentObject VARCHAR(255),

[OBJECT] VARCHAR(255),

Field VARCHAR(255),

[VALUE] VARCHAR(255));

CREATE TABLE #CheckDBDates (

database\_name sysname,

LastCheckDB DATETIME);

EXECUTE sp\_MSforeachdb '

TRUNCATE TABLE #DBCCPAGE;

INSERT INTO #DBCCPAGE

EXECUTE (''DBCC PAGE (''''?'''', 1, 9, 3) WITH TABLERESULTS;'');

INSERT INTO #CheckDBDates

SELECT ''?'', CONVERT(DATETIME, VALUE)

FROM #DBCCPAGE

WHERE Field = ''dbi\_dbccLastKnownGood'';';

SELECT database\_name,

LastCheckDB

FROM #CheckDBDates;

And here we have every database on your instance, and the date that DBCC CHECKDB was last run successfully against it – well, at least for the databases that sp\_MSforeachdb didn’t skip (see <http://www.mssqltips.com/sqlservertip/2201/making-a-more-reliable-and-flexible-spmsforeachdb>/ for more information about this).

In summary, by utilizing the “WITH TABLERESULTS” option of DBCC, we can automate processes that use DBCC PAGE, instead of needing manual intervention to work your way through this.

In the next few installments, we’ll look at other uses of using “WITH TABLERESULTS” to automate DBCC output.
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**Automating DBCC PAGE, part 2 – determining object names on pages**

**FROM:** [**http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/**](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/)

In [my last post](http://bit.ly/1E7UhP4), I demonstrated how using DBCC PAGE can be automated by using the “WITH TABLERESULTS” option. In this post, we will continue with another look at how this can be done.

On a nice wintry day, your city ended up being covered in several feet of snow. During the course of the night, your own house had several power outages. Being concerned about your databases, you shoveled your way into your office, so that you could check on things. (Okay… actually you would just VPN in, but this is my story after all…)

Once you get into your server, you check the jobs and find that your job that runs DBCC CHECKDB has failed. Let’s assume that a power glitch has caused corruption in your database. In order to find out what all is affected, you run DBCC CHECKDB WITH NO\_INFOMSGS, ALL\_ERRORMSGS. But, this happens to be on your 2TB database, and it will take a while for CHECKDB to finish so that you can find the scope of corruption.

You’d really like to know what tables are affected without having to wait. Luckily(?), this corruption was recorded in msdb.dbo.suspect\_pages, and having just recently read Paul Randal’s post at [here](http://www.sqlskills.com/blogs/paul/finding-table-name-page-id/), we know we can use DBCC PAGE to determine this information. And, after having read my last blog post, you know that we can automate DBCC PAGE, so we can use our new friend “WITH TABLERESULTS” to find out what objects have been corrupted.

The suspect\_pages table, documented [here](http://technet.microsoft.com/en-us/library/ms174425%28v=sql.110%29.aspx), has three particular columns of interest: database\_id, file\_id and page\_id. These correspond nicely to the first three parameters needed for DBCC PAGE. To automate this, we need to know what information we need to return off of the page – and from Paul’s post, we know that this is the field “METADATA: ObjectId”. For this code example, let’s assume that this corruption is on page 11 of the master database (just change “master” to the name of your 2TB database).

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_1) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_1) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_1) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF OBJECT\_ID('tempdb.dbo.#DBCCPAGE') IS NOT NULL DROP TABLE #DBCCPAGE;

CREATE TABLE #DBCCPAGE (

ParentObject VARCHAR(255),

[Object] VARCHAR(255),

Field VARCHAR(255),

[VALUE] VARCHAR(255));

INSERT INTO #DBCCPAGE

EXECUTE ('DBCC PAGE (''master'', 1, 11, 3) WITH TABLERESULTS;');

SELECT schema\_name = OBJECT\_SCHEMA\_NAME(ca.object\_id),

object\_name = OBJECT\_NAME(ca.object\_id)

FROM #DBCCPAGE

CROSS APPLY (SELECT CONVERT(INTEGER, VALUE)) ca(object\_id)

WHERE Field = 'Metadata: ObjectId';

And there you go… you now know which object it is that has the corruption. Another interesting field that is returned is the IndexId – the Field value is “Metadata: IndexId”. It would be a similar exercise to grab that from this page also, an exercise that I’ll leave to you.

An automated method for getting the object from all suspect pages would entail encapsulating this logic into a cursor to spin through each row in the suspect\_pages table (and I’ll even throw in getting the index\_id also):

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_2) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_2) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_2) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF OBJECT\_ID('tempdb.dbo.#DBCCPAGE') IS NOT NULL DROP TABLE #DBCCPAGE;

IF OBJECT\_ID('tempdb.dbo.#SuspectObjects') IS NOT NULL DROP TABLE #SuspectObjects;

CREATE TABLE #DBCCPAGE (

ParentObject VARCHAR(255),

[Object] VARCHAR(255),

Field VARCHAR(255),

[VALUE] VARCHAR(255));

CREATE TABLE #SuspectObjects (

database\_id INTEGER,

file\_id INTEGER,

page\_id INTEGER,

object\_id INTEGER,

index\_id INTEGER);

DECLARE @database\_id INTEGER,

@file\_id INTEGER,

@page\_id INTEGER,

@SQLCMD NVARCHAR(MAX);

DECLARE cCrackSuspectPages CURSOR LOCAL FAST\_FORWARD FOR

SELECT 'EXECUTE (''DBCC PAGE (' +

CONVERT(VARCHAR(15), database\_id) + ', ' +

CONVERT(VARCHAR(15), file\_id) + ', ' +

CONVERT(VARCHAR(15), page\_id) + ') WITH TABLERESULTS;'');',

database\_id, file\_id, page\_id

FROM msdb.dbo.suspect\_pages;

OPEN cCrackSuspectPages;

FETCH NEXT FROM cCrackSuspectPages INTO @SQLCMD, @database\_id, @file\_id, @page\_id;

WHILE @@FETCH\_STATUS = 0

BEGIN

TRUNCATE TABLE #DBCCPAGE;

INSERT INTO #DBCCPAGE EXECUTE (@SQLCMD);

INSERT INTO #SuspectObjects

(database\_id,

file\_id,

page\_id,

object\_id,

index\_id

)

SELECT @database\_id, @file\_id, @page\_id,

(SELECT CONVERT(INTEGER, VALUE)

FROM #DBCCPAGE dp

WHERE dp.Field = 'Metadata: ObjectId'),

(SELECT CONVERT(INTEGER, VALUE)

FROM #DBCCPAGE dp

WHERE dp.Field = 'Metadata: IndexId');

FETCH NEXT FROM cCrackSuspectPages INTO @SQLCMD, @database\_id, @file\_id, @page\_id;

END

CLOSE cCrackSuspectPages;

DEALLOCATE cCrackSuspectPages;

SELECT database\_name = DB\_NAME(database\_id),

database\_id,

file\_id,

page\_id,

schema\_name = OBJECT\_SCHEMA\_NAME(object\_id, database\_id),

object\_name = OBJECT\_NAME(object\_id, database\_id),

index\_id

FROM #SuspectObjects;

If you happen to be on SQL 2012 or higher, this can be greatly simplified by using the new (undocumented) DMO function sys.dm\_db\_database\_page\_allocations (and it also takes away the need to crack the page using DBCC PAGE).

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_3) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_3) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-part-2/#codesyntax_3) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

SELECT database\_name = DB\_NAME(sp.database\_id),

sp.database\_id,

sp.FILE\_ID,

sp.page\_id,

schema\_name = OBJECT\_SCHEMA\_NAME(dpa.OBJECT\_ID, sp.database\_id),

OBJECT\_NAME = OBJECT\_NAME(dpa.OBJECT\_ID, sp.database\_id),

dpa.index\_id

FROM msdb.dbo.suspect\_pages sp

CROSS APPLY sys.dm\_db\_database\_page\_allocations(sp.database\_id, NULL, NULL, NULL, 'LIMITED') dpa

WHERE sp.FILE\_ID = dpa.allocated\_page\_file\_id

AND sp.page\_id = dpa.allocated\_page\_page\_id;

And there we go – yet another time when you might want to automate using DBCC PAGE. By now you should be able to see other uses for it – as long as you can get the database\_id, file\_id and page\_id, you can automate the usage of it to retrieve the information that you are looking for.

Previous related posts:
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**Automating DBCC PAGE – Part 3 (Is a Clustered Index physically sorted on disk?)**

**FROM:** [**http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts\_hit=1&relatedposts\_origin=1914&relatedposts\_position=1**](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1)

In my last few blog posts, I’ve shared several methods of getting internal information from a database by using the DBCC PAGE command and utilizing the “WITH TABLERESULTS” option to be allowed to automate this process for further processing.

This post will also do this, but in this case, we’ll be using it to bust a common myth—data in a clustered index is physically stored on disk in the order of the clustered index.

To bust this myth, we’ll create a database, put a table with a clustered index into this database, and then we’ll add some rows in random order. Next, we will show that the rows are stored on the pages in logical order, and then we’ll take a deeper look at the page internals to see that the rows are not stored in physical order.

To start off with, let’s create a database and a table, and add a few rows to this table:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_1) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_1) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_1) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

IF DB\_ID('CIPageTest') IS NULL

CREATE DATABASE CIPageTest;

GO

-- use the database

USE CIPageTest;

GO

-- if the PageTest table exists, then drop it to start all over

IF OBJECT\_ID('dbo.PageTest','U') IS NOT NULL DROP TABLE dbo.PageTest;

GO

-- create the dbo.PageTest table

CREATE TABLE dbo.PageTest (

RowID INTEGER PRIMARY KEY CLUSTERED,

Col1 VARCHAR(1000)

);

INSERT INTO dbo.PageTest (RowID, Col1) VALUES (1, REPLICATE('Row01', 100));

INSERT INTO dbo.PageTest (RowID, Col1) VALUES (3, REPLICATE('Row03', 100));

INSERT INTO dbo.PageTest (RowID, Col1) VALUES (5, REPLICATE('Row05', 100));

INSERT INTO dbo.PageTest (RowID, Col1) VALUES (2, REPLICATE('Row02', 100));

INSERT INTO dbo.PageTest (RowID, Col1) VALUES (4, REPLICATE('Row04', 100));

What we have is a table with 5 rows. The table’s clustered key is the RowID integer column. The rows are inserted so that the odd rows are inserted first, followed by the even rows.

At this point, let’s look at where the system reports these rows to be at. To do this, we’ll utilize two undocumented system commands. The first is %%physloc%%, which returns the physical location in a hexadecimal format. The second is fn\_PhysLocFormatter, which converts this into a format of FileID:PageID:SlotID. This is just simply added to the select clause, so the query is:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_2) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_2) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_2) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

SELECT RowID, Col1, [File:Page:Slot] = sys.fn\_PhysLocFormatter(%%physloc%%) FROM dbo.PageTest;

This query produces these results:
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From these results, you can see that the rows are all on the same page, and that the slot in the slot array on that page are incrementing for the appropriate RowID value. Remember also that the slot array is zero-based, where the first slot is slot #0. This is the logical order.

To see this changing around as the rows are inserted, just put the select statement (which I just introduced) after each of the prior insert commands and run the script to create the table and add the rows again. You will initially see RowID=1 put into Slot #0, RowID =3 into Slot #1 and RowID=5 into slot #2. When you then add RowID=2, this needs to be between RowID #s 1 and 3, so #2 is now in slot array #1, #3 moves to slot array #2, and #5 is moved to slot array #3. When you add RowID=4, it gets inserted into slot #3 and RowID#5 is again pushed down, to slot #4. The logical order follows what we are expecting:
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In order to show that these are not physically stored in this order, we will need to crack this page and look internally at where the data **is** actually stored. We will accomplish this with this code:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_3) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_3) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_3) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DECLARE @Page INTEGER,

@SQLCMD VARCHAR(MAX);

DECLARE @DBCCIND TABLE (

PageFID INTEGER,

PagePID INTEGER,

IAMFID INTEGER,

IAMPID INTEGER,

ObjectID INTEGER,

IndexID INTEGER,

PartitionNumber INTEGER,

PartitionID BIGINT,

iam\_chain\_type VARCHAR(100),

PageType INTEGER,

IndexLevel INTEGER,

NextPageFID INTEGER,

NextPagePID INTEGER,

PrevPageFID INTEGER,

PrevPagePID INTEGER

);

INSERT INTO @DBCCIND EXECUTE ('DBCC IND (CIPageTest, ''dbo.PageTest'', -1)');

SELECT @Page = PagePID

FROM @DBCCIND

WHERE PageType = 1;

SET @SQLCMD = 'DBCC PAGE (CIPageTest, 1, ' + CONVERT(VARCHAR(15), @Page) + ', 3) WITH TABLERESULTS';

DECLARE @DBCCPAGE TABLE (

RowID INTEGER IDENTITY,

ParentObject VARCHAR(255),

Object VARCHAR(255),

Field VARCHAR(255),

Value VARCHAR(255));

INSERT INTO @DBCCPAGE EXECUTE (@SQLCMD);

SELECT DISTINCT Page = @Page, ParentObject

FROM @DBCCPAGE

WHERE ParentObject LIKE 'Slot%Offset%';

Which produces these results:

[![Slot Offset](data:image/png;base64,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)](http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/uploads/2014/12/DBCCPage3-2..png)

As we look at these results, pay close attention to the Offset. This is where the page is physically located on the page. You can see how for RowID #2, that this offset is higher than the offset for RowID #3… and even RowID #5. When the row was added, the data was added to the end of the other existing rows on the page, and the offset where this data starts was entered into the slot array, after having the remaining slot array entries pushed down in order to maintain the logical order. We can see this happening once again when RowID #4 is inserted.

And, finally, let’s use DBCC PAGE to crack open this page and look at the raw data. For this, we want to use dump style 2:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_4) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_4) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/automating-dbcc-page-3/?relatedposts_hit=1&relatedposts_origin=1914&relatedposts_position=1#codesyntax_4) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

DECLARE @Page INTEGER;

SET @Page = xyz; --<< set to the appropriate page from above

DBCC PAGE (CIPageTest, 1, @Page, 2) WITH TABLERESULTS;

If you expand out the VALUE column, you can see it go from Row01 to Row03 to Row05, then to Row02 and Row04.

So there you go… the data is physically stored in the next available space on the disk; **however**, the slot array is in the clustered key order. Furthermore, we now know that we can look at the offset and determine the order on the page. And we also have yet another way to use DBCC PAGE in an automated manner to show this.

Previous related posts:

[Persisting DBCC Output](http://bit.ly/1x0awIS)  
[Automating DBCC Page](http://bit.ly/1E7UhP4)  
[Automating DBCC Page, Part 2](http://bit.ly/1E7VBkY)

**Automating DBCC DBTABLE – obtaining the disk Sector Size**

**FROM:** [**http://www.sqlsolutionsgroup.com/obtaining-the-disk-sector-size/?relatedposts\_hit=1&relatedposts\_origin=1935&relatedposts\_position=1**](http://www.sqlsolutionsgroup.com/obtaining-the-disk-sector-size/?relatedposts_hit=1&relatedposts_origin=1935&relatedposts_position=1)

I was recently reading [this msdn article](http://blogs.msdn.com/b/sqljourney/archive/2012/07/28/an-in-depth-look-at-ghost-records-in-sql-server.aspx) on Ghost Records, and it mentioned that you could get the number of ghost records on a page with DBCC DBTABLE… and it also mentioned that you need to be sure that you enable Trace Flag 3604 in order to see the results. So, two things immediately jumped out at me. First, I wanted to look at this to see where the ghost records were located. Secondly, I’ve just written a few articles ([here](http://bit.ly/1x0awIS), [here](http://bit.ly/1E7UhP4), [here](http://bit.ly/1E7VBkY) and [here](http://bit.ly/1xfm77y)) where I’ve been able to use the “WITH TABLERESULTS” option on the DBCC command to avoid using this trace flag and to provide automation for the process, and I wanted to see if that would work here also.

The good news is that “WITH TABLERESULTS” does indeed work with DBCC DBTABLE. The bad news is that I could not find the ghost record count in the results.

When I was looking for this information, I noted that the results meta-data are identical to the way DBCC PAGE has its output, so this means that the automation processes already developed will work for them. And as I was looking through the results, looking for a ghost record counter, I noticed two interesting fields:

|  |  |
| --- | --- |
| m\_FormattedSectorSize | 4096 |
| m\_ActualSectorSize | 512 |

Hmm, this is showing me the disk Sector Size of each database file. After checking things on a few different systems, it looks like the m\_ActualSectorSize is what the sector size is for the disk that the database file is currently on, and the m\_FormattedSectorSize appears to be the sector size for when the database was created – and it is copied from the model database, so it appears to be what the disk was like when Microsoft created the model database.

Since it’s a best practice to have the disk sector size (also known as the allocation unit size or block size) set to 64kb (see [this white paper](http://msdn.microsoft.com/en-us/library/dd758814%28v=sql.100%29.aspx)), I decided to programmatically get this information. After digging through the Object and ParentObject columns, this script to get the current allocation using size (Sector Size) for each drive was developed:

|  |  |
| --- | --- |
| [Source code](http://www.sqlsolutionsgroup.com/obtaining-the-disk-sector-size/?relatedposts_hit=1&relatedposts_origin=1935&relatedposts_position=1#codesyntax_1) | [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/code.png](http://www.sqlsolutionsgroup.com/obtaining-the-disk-sector-size/?relatedposts_hit=1&relatedposts_origin=1935&relatedposts_position=1#codesyntax_1) [http://i0.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/printer.png](http://www.sqlsolutionsgroup.com/obtaining-the-disk-sector-size/?relatedposts_hit=1&relatedposts_origin=1935&relatedposts_position=1#codesyntax_1) [http://i2.wp.com/www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/themes/default/images/info.gif](http://www.sqlsolutionsgroup.com/wp-content/plugins/wp-synhighlight/About.html) |

USE master;

GO

IF OBJECT\_ID('tempdb.dbo.#DBTABLE') IS NOT NULL DROP TABLE #DBTABLE

CREATE TABLE #DBTABLE (

ParentObject VARCHAR(255),

Object VARCHAR(255),

Field VARCHAR(255),

Value VARCHAR(255));

INSERT INTO #DBTABLE

EXECUTE ('DBCC DBTABLE WITH TABLERESULTS');

WITH cte1 AS

(

-- get the objects for the dbt\_dbid. Distinct to return only one per database

SELECT DISTINCT Object

FROM #DBTABLE

WHERE Field = 'dbt\_dbid'

), cte2 AS

(

-- get the objects related to the dbt\_dbid for the m\_Startup% field

-- SQL 2005/2008/2008R2 - looking for m\_StartupState

-- SQL 2012+ - Looking for m\_StartupPhase

-- So use m\_Startup%

SELECT DISTINCT t1.Object

FROM #DBTABLE t1

JOIN cte1 ON cte1.Object = t1.ParentObject

WHERE t1.Field LIKE 'm\_Startup%'

), cte3 AS

(

-- get the filepath and sector size for each file

SELECT fcb\_filepath = MAX(CASE WHEN Field = 'fcb\_filepath' THEN Value ELSE NULL END),

m\_ActualSectorSize = MAX(CASE WHEN Field = 'm\_ActualSectorSize' THEN Value ELSE NULL END)

FROM #DBTABLE t1

JOIN cte2 ON cte2.Object = t1.ParentObject

WHERE t1.Field IN ('fcb\_filepath', 'm\_ActualSectorSize')

GROUP BY cte2.Object, t1.Object

)

-- and now get the distinct list of drives and their sector sizes

SELECT DISTINCT Drive,

m\_ActualSectorSize,

is\_64kb = CASE WHEN m\_ActualSectorSize % 65535 = 0 THEN 1 ELSE 0 END

FROM cte3

CROSS APPLY (SELECT Drive = UPPER(LEFT(fcb\_filepath, 2))) ca

ORDER BY Drive;

And here we have yet another way for how a process can be automated by using “WITH TABLERESULTS” on a DBCC command. I think that this one is a particularly good one to show the possibilities – to get this information you have to hit multiple parts of the DBCC results, and repeat it for each file in each database. Doing this by using the 3604 trace flag, finding the appropriate piece and then proceeding on to the piece would be very time consuming to do manually.

Finally, a quick note here: there are better ways of getting the disk sector size – since you can get it with WMI calls, you can get it with PowerShell (or even dos), and there are also command line utilities that will also get you this information. This is just a way to do it from within SQL Server. Note also that this only gets the drives that contain database files on this SQL Server instance – if you are looking for other drives, then this won’t work for you.

Take a look at the other fields that are available in DBTABLE – you just might find another item that you’d like to be able to retrieve.

Previous related posts:

[Persisting DBCC Output](http://bit.ly/1x0awIS)  
[Automating DBCC Page](http://bit.ly/1E7UhP4)  
[Automating DBCC Page, Part 2](http://bit.ly/1E7VBkY)  
[Automating DBCC Page, Part 3](http://bit.ly/1xfm77y)