简单地说，虚函数是动态绑定的基础；动态绑定是实现运行时多态的基础。

要触发动态绑定，需满足两个条件：

(1)  只有虚函数才能进行动态绑定，非虚函数不进行动态绑定。

(2)  必须通过基类类型的引用或指针进行函数调用。

通过基类指针或基类引用做形参，当实参传入不同的派生类(或基类)的指针或引用，在函数内部触发动态绑定，从而来运行时实现多态的。

---------------------

动态类型与静态类型

静态类型

         是指不需要考虑表达式的执行期语义，仅分析程序文本而决定的表达式类型。静态类型仅依赖于包含表达式的程序文本的形式，而在程序运行时不会改变。通俗的讲，就是上下文无关，在编译时就可以确定其类型。

动态类型

        是指由一个左值表达式表示的左值所引用的最终派生对象的类型。例：如果一个静态类型为“类 B ”的指针p 指向一个继承于 B的类 D 的对象，则表达式 \*p 的动态类型为“D”。引用按照相似规则处理。一般地讲，基类的指针和基类引用有可能为动态类型，就是说在运行之前不能够确定其真实类型。通常我们说，“基类指针指向的对象的实际/真正类型”或“基类引用所引用的对象的实际/真正类型”，就是它们的动态类型。很显然，这个动态类型是  C++ 语言通过指针和引用实现运行时多态能力的核心概念。

动态绑定与静态绑定

静态绑定：编译时绑定，通过对象调用

动态绑定：运行时绑定，通过地址实现

只有采用“指针->函数()”或“引用变量.函数()”的方式调用C++类中的虚函数才会执行动态绑定。对于C++中的非虚函数，因为其不具备动态绑定的特征，所以不管采用什么样的方式调用，都不会执行动态绑定。

即所谓动态绑定，就是基类的指针或引用有可能指向不同的派生类对象，对于非虚函数，执行时实际调用该函数的对象类型即为该指针或引用的静态类型（基类类型）；而对于虚函数，执行时实际调用该函数的对象类型为该指针或引用所指对象的实际类型。比如下面代码：

class Base {

public:

void func() {

cout << "func() in Base." << endl;

}

virtual void test() {

cout << "test() in Base." << endl;

}

};

class Derived : public Base {

void func() {

cout << "func() in Derived." << endl;

}

virtual void test() {

cout << "test() in Derived." << endl;

}

};

int main() {

Base\* b;

b = new Derived();

b->func();

b->test();

}

由运行结果可以看到，b是一个基类指针，它指向了一个派生类对象，基类Base里面有两个函数，其中test为虚函数，func为非虚函数。因此，对于test就表现为动态绑定，实际调用的是派生类对象中的test，而func为非虚函数，因此它表现为静态绑定，也就是说指针类型是什么，就会调用该类型相应的函数。

虚函数、动态绑定、运行时多态之间的关系

简单地说，虚函数是动态绑定的基础；动态绑定是实现运行时多态的基础。

要触发动态绑定，需满足两个条件：

(1)  只有虚函数才能进行动态绑定，非虚函数不进行动态绑定。

(2)  必须通过基类类型的引用或指针进行函数调用。

通过基类指针或基类引用做形参，当实参传入不同的派生类(或基类)的指针或引用，在函数内部触发动态绑定，从而来运行时实现多态的。

下面通过实际例子才展示运行时多态的实现方式：

如下代码是一个Base基类和它的三个派生类Derived1，Derived2，Derived3。

class Base {

public:

void Print() {

cout << "Print() from Base." << endl;

}

virtual void Display() {

cout << "Display() from Base." << endl;

}

};

class Derived1 : public Base {

public:

void Print() {

cout << "Print() from Derived1." << endl;

}

void Display() {

cout << "Display() from Derived2." << endl;

}

};

class Derived2 : public Base {

public:

void Print() {

cout << "Print() from Derived2." << endl;

}

void Display() {

cout << "Display() from Derived2." << endl;

}

};

class Derived3 : public Base {

public:

void Print() {

cout << "Print() from Derived3." << endl;

}

void Display() {

cout << "Display() from Derived3." << endl;

}

};

下面两个全局函数分别以基类指针和基类引用作形参来实现运行时多态：

//通过基类引用作形参实现多态

void Polymorphic1(Base& b) {

b.Print();

b.Display();

}

//通过基类指针作形参实现多态

void Polymorphic2(Base\* b) {

b->Print();

b->Display();

}

下面是测试代码：

int main() {

Base b;

Derived1 d1;

Derived2 d2;

Derived3 d3;

vector<Base> base\_vec;

base\_vec.push\_back(b);

base\_vec.push\_back(d1);

base\_vec.push\_back(d2);

base\_vec.push\_back(d3);

vector<Base\*> base\_ptr\_vec;

base\_ptr\_vec.push\_back(&b);

base\_ptr\_vec.push\_back(&d1);

base\_ptr\_vec.push\_back(&d2);

base\_ptr\_vec.push\_back(&d3);

cout << endl << "对通过基类引用作形参实现多态进行测试" << endl;

//对通过基类引用作形参实现多态进行测试 （测试方式错误）

for (int i = 0; i != base\_vec.size(); ++i) {

Polymorphic1(base\_vec[i]);

}

cout << endl << "对通过基类指针作形参实现多态进行测试" << endl;

//对通过基类指针作形参实现多态进行测试

for (int i = 0; i != base\_vec.size(); ++i) {

Polymorphic2(base\_ptr\_vec[i]);

}

cout << endl << "对通过基类引用作形参实现多态进行测试" << endl;

//对通过基类引用作形参实现多态进行测试

Polymorphic1(b);

Polymorphic1(d1);

Polymorphic1(d2);

Polymorphic1(d3);

return 0;

}

测试结果如下图：

        我们看到第一组想对通过基类引用作形参实现多态进行测试，需要将不同派生类的对象作实参传过去。然而，把派生类放到基类的vector中存储的过程中，派生类对象被自动转换为基类对象了，因而实际存储的均为基类对象，所以再从vector中取出对象元素做实参传递的时候，传递的均为基类对象，所以测试失败。

        对这个比较挫的测试进行的分析和思考：由C++ STL的vector容器中存储的对象拷贝引起的对capacity属性 的理解

        而下面两组我们分别把不同派生类的指针和对象作实参进行测试，结果显示均实现了运行时多态：即传入不同的对象，就会调用该对象相应的Display函数，因为在基类中，Display为虚函数，所以这里它实现了对象的动态绑定，从而实现了运行时多态；与之做对比的Print函数在基类中为非虚构函数，因此对Print函数不会进行动态绑定，而是静态绑定：即基类指针只能调用基类中的Print函数。
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