Chapter # 3: Design
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3.4 Model Design

The design model used for the project was agile. The software was made in sprints and tested as it was made, new features were added one at a time and not until the old feature(s) were working properly.A workflow diagram is given below

# **Visio**

Microsoft Visio is a diagramming program that can help document and organize complex ideas, processes, and systems. Diagrams created in Visio enable you to visualize and communicate information clearly, concisely, and effectively in ways that text and numbers cannot. Visio also automates data visualization by synchronizing directly with data sources to provide up-to-date diagrams, and it can be customized to meet the needs of your organization.

Visio provides a powerful single platform for your custom visual solutions. Developers will gain greater flexibility in creating custom Visio applications through support for ActiveX controls, XML, .NET Framework, improved COM add-ins, and integration with other Office programs.

# A beginner's guide to Visio

There are many kinds of Visio diagrams, including organization charts, network diagrams, workflows, or home or office plans. But you use the same three basic steps to create nearly all of them:

1. Choose and open a template.
2. Drag and connect shapes.
3. Add text to shapes.

As an example, let’s create a flowchart diagram.

### Step 1: Choose and open a template

1. Start Visio.
2. Click the big **Flowchart** category button.
3. Click **Basic Flowchart**, and then click **Create**.

Each template includes shapes related to the type of drawing, in collections called stencils. Stencils are in the**Shapes** window beside the drawing page. For example, one of the stencils that opens with the **Basic Flowchart**template is **Basic Flowchart Shapes**.

### Step 2: Drag and connect shapes

To create your diagram, drag shapes from the stencil onto the blank page and connect them to one another. There are several ways to connect shapes, but for now use AutoConnect. For example, just a few clicks connects a flowchart Start/End shape to a new Process shape.

1. Drag the **Start/End** shape from the **Basic Flowchart Shapes** stencil onto the drawing page, and then release the mouse button.
2. Hold the pointer over the shape so that the blue AutoConnect arrows show.
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1. Move your pointer on top of the blue arrow that points toward where you want to place the second shape.

A mini toolbar appears that contains shapes from the top of the stencil.

![](data:image/jpeg;base64,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)

1. Click the square **Process** shape.

The **Process** shape is added to the diagram, automatically connected to the **Start/End** shape.

If the shape you want to add isn’t on the mini toolbar, you can drag the shape you want from the **Shapes**window and drop it on a blue arrow. The new shape is connected to the first shape as if you had clicked it on the mini toolbar.

Use the AutoConnect arrows also to connect two shapes already in your drawing. Drag an AutoConnect arrow from one shape and drop it on another shape. You get an arrow from the first shape to the second.

### Step 3: Add text to shapes

1. Click the shape and start typing. You don’t need to double-click to add text to a shape; when you type, text is added to whichever shape is selected.
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1. When you finish typing, click on a blank area of the drawing page or press ESC.

You can add text to almost any object – even connectors – by selecting it and typing.

## What are Visio shapes, stencils, and templates?

### Shapes

Visio shapes are ready-made objects that you drag onto your drawing page — they are the building blocks of your diagram.

When you drag a shape from the Shapes window onto your drawing page, the original shape remains on the stencil. That original is called a master shape. The shape that you put on your drawing is a copy — also called an instance — of that master. You can drag as many instances of the same shape onto your drawing as you want.

#### Rotating and resizing shapes

The most common things that people do with shapes involve features that are built right into the shapes. Visual cues help you find and use those features quickly.

* Rotation handles
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* Connection arrows for AutoConnect

The connection arrows ![](data:image/gif;base64,R0lGODlhFwAXAJEAAP///8zMzLnc/wAAACH5BAAAAAAALAAAAAAXABcAAAI/jI+pB+0Po4m0zordzXhz6n2QJ5TmaT4kygpqALXnCMeyVNsomOul1dN1grFMSKQhIgHHZRP5FEU/U87iii0AADs=) help you easily connect shapes to one another, as you saw in the previous section.

* Selection handles for resizing shapes

You can use the square selection handles to change the height and width of your shape. Click and drag a selection handle on the corner of a shape to enlarge the shape without changing its proportions, or click and drag a selection handle on the side of a shape to make the shape taller or wider.

#### Special features of Visio shapes

Visio shapes are much more than simple images or symbols.

##### Shapes can hold data

You can add data to each shape by typing it in the **Shape Data** window – on the **View** tab, in the **Show** group, click **Task Panes**, and then click **Shape Data**. With Visio Professional Edition, you can also import data from an external data source.

Data is not displayed in the drawing by default. To see the data for an individual shape, open the **Shape Data**window at **Data** > **Show/Hide** > **Shape Data Window**, then select the shape.

If you want to display the data for lots of shapes at once, you can use a feature called data graphics, also on the**Data** tab. The following illustration shows the data for two trees at once.
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##### Shapes with special behavior

Many Visio shapes have special behavior that you can find by stretching, right-clicking, or moving the yellow control handle on the shape.

For example, you can stretch a **People** shape to show more people, or stretch the **Growing flower** shape to indicate growth.
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 TIP    A great way to find out what a shape can do is to right-click it to see if there are any special commands on its shortcut menu.

If you’re building an organization chart, shapes can automatically build the reporting structure. Drag each person’s shape to the chart and drop it on top of their manager’s shape. The shapes automatically connect to show the hierarchy.

### Stencils

Visio stencils hold collections of shapes. The shapes in each stencil have something in common. The shapes can be a collection of shapes that you need to create a particular kind of diagram, or several different versions of the same shape.
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For example, the **Basic Flowchart Shapes** stencil contains only common flowchart shapes. More specialized flowchart shapes are in other stencils, such as the Work Flow Objects and TQM stencils.

Stencils appear in the **Shapes** window, with the title bars grouped together at the top of the window. To see the shapes on a particular stencil, click its title bar. If there are a lot of stencils in the template, the title bar area will have a scroll bar and some title bars will be hidden; scroll to find them all. You can also expand the title bar area by dragging the bottom divider bar down, so all the title bars are visible.

#### Open any Visio stencil

Each template opens with the stencils that you need to create a particular kind of drawing, but you can open other stencils any time you want.

* In the **Shapes** window, click **More Shapes**, point to the category that you want, and then click the name of the stencil that you want to use.

### Templates

When you want to create a diagram, start with a template for that type of diagram (or the nearest type if there isn’t an exact match – you can always change the settings to be what you want). Visio templates help you start with the right settings:

* Stencils full of the shapes that are needed to create a particular kind of drawing

The **Home Plan** template, for example, opens with stencils full of shapes such as walls, furniture, appliances, cabinets, and so on.

The **Organization Chart** template includes distinct shapes for executives, managers, assistants, positions, consultants, vacancies, and more.

* Appropriate grid size and ruler measurements

Some drawings require a special scale. For example, the **Site Plan** template opens with an engineering scale, where 1 inch represents 10 feet. Templates come ready with appropriate settings for the drawing type.

* Special tabs

Some templates have unique features that you can find on special tabs in the ribbon. For example, when you open the **Office Layout** template, a **Plan** tab appears. You can use the **Plan** tab to configure display options that are specific to office layout diagrams.

* Wizards to help you with special types of drawings

In some cases when you open a Visio template, a wizard helps you get started. For example, the **Space Plan**template opens with a wizard that helps you set up your space and room information.

#### View examples of templates

To find out what templates are available:

1. Click the **File** tab.
2. Click **New**.
3. Click the various template categories, and then click the template thumbnails to see short descriptions of the templates.

Chapter # 5 Testing

Testing is a very important practice and must be done before any real code is written thus proporting the so called Test driven development(TDD). Unit testing and integration testing are integral to determing the quality of applications.

## **Testing in Visual Studio 2012**

Let’s see how testing is supported by Visual Studio 2012 and its associated products, Visual Studio Team Foundation Server (TFS) and Microsoft Test Manager (MTM).

If your specialty is testing the whole application, you’ll be more interested in the support provided by MTM. If you’re a developer, you might take more interest in the support for automated testing in Visual Studio 2012. However, continuous development demands a closer relationship between these two roles, and some teams dispense with the distinction altogether. Therefore, the Visual Studio 2012 tools are designed to integrate the different styles of testing, and they support a broad spectrum of testing practices, from the more traditional approaches through continuous development.

## **Automated Testing with Visual Studio 2012**

Automated testing includes all types of tests that are defined by writing or generating program code. You create automated tests in Visual Studio 2012, where you initially run them for debugging.

When the test—and the application code that it tests—are correct, you check in the test, along with the application code. From the source code repository, it’s picked up by the build service and run regularly according to your team’s build definitions.

**Unit and Integration Tests** Unit testing is one of the most effective ways of maintaining a bug-free codebase through successive changes in an application.

A unit test is a method that tests a method, class or larger component of your application in isolation from other parts, external systems and resources. In practice, developers often write integration tests—that is, tests written in a similar way to unit tests but which might depend on external databases, Web sites or other resources. Either way, these tests use the same tools and infrastructure.

In Visual Studio 2012, you can write tests that use any of several test frameworks, such as NUnit, xUnit and the default VSTest. When you have coded tests in any of these frameworks, you simply open the Test Explorer window and choose Run All. The test results are summarized in the window.

Background testing is an option that efficiently runs your tests in the background every time you build your solution. The tests affected by your changes are performed first. This means that as you work, you can constantly see which tests are passing or failing.

**Isolate Units by Using Fakes** True unit testing means disconnecting the unit under test from the code on which it’s dependent. This has a number of advantages. If your unit is being developed or updated at the same time as other units on which it’s dependent, you can test it without waiting for the others to be complete. If you restructure the application to use this unit in a different way, or in a different application, the tests go with it and don’t need to change.

Visual Studio 2012 provides two mechanisms, collectively called fakes, for disconnecting a unit from its dependencies. Calls from your unit to methods outside its boundary can be handled by small pieces of code that you provide. For example, you can define a shim that intercepts calls to any external method such as DateTime.Now. Because it always receives the same response from the shim, your unit will demonstrate the same behavior every time it’s invoked. You can also define stubs, which provide placeholder implementations of methods in assemblies that haven’t been loaded.

**Performance and Load Tests** Visual Studio 2012 Ultimate provides specific test facilities for performance and stress testing. An application can be instrumented and driven so as to measure its performance under specified loads. Web applications can be driven with multiple requests, simulating many users.

**Coded UI Tests** Coded UI tests let you run your application and generate code that drives its UI. Visual Studio 2012 includes specialized tools for creating and editing coded UI tests, and you can also edit and add to the code yourself. For example, you might create a simple procedure to buy something at a Web site and then edit the code to add a loop that buys many items.

Coded UI tests are particularly useful where there’s validation or other logic in the UI—in a Web page, for example. You can use them either as unit tests for the UI or as integration tests for the whole application.

## **Manual Testing with Microsoft Test Manager**

Manual testing can be planned or exploratory. You perform manual tests with the help of MTM. Tests are normally performed on versions of your application that have been built from checked-in code.

Typically, manual tests are linked to user stories (or product backlog items or other requirements), and the results of the tests are displayed in reports on the project dashboard. This means that every­one can quickly see which stories have been successfully implemented.

**Exploratory Testing** Exploratory testing simply means running the application to try it out. However, why do you need MTM to help you run it?

MTM can record your actions, comments and screenshots while you work. If you decide to create a bug report, all this information is automatically added to it, making it unnecessary for you to add a precise description of how to reproduce the bug. **Figure 3** shows an example of the MTM exploratory testing window alongside a Web application that’s being tested.
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**Figure 3 Recording a Screenshot and Making Notes in the Exploratory Testing Window**

MTM can also instrument the application itself, both in the client and the server, and record event data that can be used to debug the application. This data is automatically attached to your bug report.

When the bug is fixed, you’ll want to repeat the steps you took in the exploration to verify the fix. To help with this, you can generate a test case from the exploratory session, in which you include the relevant steps.

**Planned Testing with Test Cases**

Test cases are manual tests that you define as a series of steps the tester should perform. **Figure 4** shows the steps defined in a test case.
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**Figure 4 Defining Steps and Expected Results in a Test Case**

Test cases provide a great way to clarify what the users need. At the start of the sprint, when you’re discussing stories or requirements with the users and other stakeholders, you can use the steps as a precise example of what the users will be able to do by the end of the sprint. Each test case is just one instance of the requirement, and so each requirement is usually associated with more than one test case. For example, if the requirement is to be able to buy ice cream, one test case will detail the steps to buy a particular flavor. You would create another test case to describe buying a mixture of flavors. The guiding principle of the discussion with stakeholders should be: “When you can successfully perform these test cases, then we’ll consider the story to be implemented.”

In TFS, both the stories or requirements and the test cases are represented by work items. You can link them together so the progress of a requirement can be tracked by the results of the tests.

When you run a test case, the steps are displayed at the side of the screen. You check off each step while you run the application. At the end, you check off whether the test has passed or failed.

Just as with exploratory testing, your actions, comments, screenshots and application data are recorded so you can create a detailed bug report very quickly.

A great advantage of using steps is that they help anyone repeat the test reliably, even if they aren’t familiar with the application. When a test is repeated, you can be confident that whether it passes or fails, it isn’t simply because the test was run differently from the last time.

You can also generate a planned test case from an exploratory session. Doing this helps ensure that you always run the test using the same actions.

## **Automating Manual Tests**

Automating a substantial portion of your manual tests is essential to minimize the time taken by testing in the DevOps cycle. Visual Studio 2012 supports this automation in several ways.

**Record/Playback** You can rerun a test case semiautomatically. On the second and subsequent times you run a test, MTM replays the keystrokes and gestures that you used on the first run. All you have to do is verify that the results you see conform to the expectations detailed in the steps.

Playback makes manual testing quicker and more reliable. It also makes it possible to distribute the testing load among colleagues who might not be completely familiar with the application.

Even if you don’t fully automate a test, rapid and reliable playback helps reduce the DevOps cycle time. This feature does not require Visual Studio 2012 to be installed and does not involve writing code.

**Generating Coded UI Tests** You can generate a fully automated coded UI test from a recorded manual test case run. The generated code performs the same actions as the manual test. By using a special editor in Visual Studio 2012, you can also extend the test to verify the results and generalize it to repeat the test for different input data.**Figure 5** shows the special editor.
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**Figure 5 Editing UI Actions in Visual Studio 2012**

**Linking Test Cases to Test Methods** You can link a test case to any test method, even if it hasn’t been generated from your test run. The result of running the test will be reported as if you had run the manual steps. Typically you would link the test case to an integration test that performs the same actions as the manual test but drives the business logic directly, rather than using the UI.

This approach has the benefit that changes in the UI layout don’t invalidate the test. It’s also useful when the development team has already created a suitable integration test.

## **Lab Management**

When you test an application, the first thing you need is a machine to run it on. In fact, most applications today need several machines. For a realistic test environment, you might, for example, need to install a Web server, a database server and a client browser all on separate computers.**Figure 6** illustrates such an environment.
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**Figure 6 A Sample Lab Environment for Testing a Sales Web Site**

In addition to the basic installation, you’ll also want to install agents that can collect the event data that was mentioned earlier in the “Exploratory Testing” section.

In MTM a feature named Lab Center makes all of this straightforward. Lab Center lets you define lab environments. A lab environment is a set of machines that will be used as a group for test purposes.

In addition to handling the assignment of the machines (so you don’t accidentally use a machine that’s running someone else’s tests), Lab Center also installs the necessary test agents. Lab Center provides a console where you can quickly log in to any of the machines in an environment.

Lab Center is also good at creating and managing virtual machines (VMs). You can create a virtual environment, install the relevant platform software and then store a library copy of it that you can use whenever you want to test your application. All you have to do is reinstantiate a clean copy of the environment and install the new versions of the application’s components. You can also automate this deployment process.

Using Lab Center—and, in particular, taking advantage of its facility with VMs—can significantly decrease lab setup time compared to more traditional approaches to maintaining a lab. Lab Center is a substantial contributor to reducing the time spent in each DevOps cycle.

## **Automated Testing on TFS**

Automated tests are initially performed in Visual Studio 2012 on a developer’s computer. After the code has been checked in to the source repository, there are a number of ways in which tests on the integrated code can be run by the build service.

**Periodic Builds** The build service compiles the code and runs the tests. You can create build definitions to specify which tests should be run, and you can specify when they should run. For example, you might run a core set of tests on a continuous basis and run a more extensive set every night.

Build results can be viewed in Visual Studio 2012 and are also available from your project’s TFS Web service. E-mails can notify you of failures.

**Lab Deployment** As we previously described, you can assign a group of lab machines to a test by using Lab Center. By defining a lab build, you can automate this process. When your build is triggered—for example, when code is checked in, or at a particular time of day—the build starts by compiling all the application and test code. If this is successful, a lab environment is assigned, and if it’s a virtual environment, it can be set back to a fresh state. Your application components are then deployed to the correct machines, and the tests are installed on the designated client machine from where they drive the application.

The tests can be automated tests of any kind, but typically you use this type of build to perform large integration tests or tests of the whole application.

If your tests are linked to test cases, the results will be recorded against the related user stories or requirements and displayed in the project progress reports.

## **Reports**

TFS provides a number of charts and tables that show the progress of a project. You can view them either individually or in project dashboards. Among the reports are several related to testing.

For example, the User Story Test Status report, illustrated in **Figure 7**, shows the list of stories you’re working on in the current sprint. In addition to the development work performed for each story, the chart shows the success or failure of its associated tests. If failures were discovered while running the tests, the resulting bug reports are also linked to the requirements.

**Figure 7 User Story Test Status Report**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Work Progress | Test Status | | | | | | | | | | | | | | | | |
| Title | % Hours Completed |  | Hours  Remaining | Test  Points | Test Results | Bugs | | | | | | | | | | | | |
| Customers can buy ice cream. | 60% |  |  |  |  | 16 | 3 | 67% | 33% | 3 | | | | | | | | |
| Customers can select flavor from catalog. | 60% |  |  |  |  | 10 | 3 | 67% | 33% |  | | | | | | | | |
| Vendor can vary flavor catalog. | 25% |  |  |  |  |  |  |  |  | 15 | 2 | 100% |  | | | | | |
| Vendor can set different prices for flavors. | 39% |  |  |  |  |  |  | 23 | 2 | 100% | 4 | | | | | | | |
| Customers can set favorite flavors. | 100% | 0 | 1 | 100% | 4 | | | | | | | | | | | | | |
| Users can choose U.K. spelling of favourite flavour. | 100% | 0 | 6 | 50% | 33% |  |  |  | | | | | | | | | | |
| Customers can select different types of cones. | 75% |  |  |  | 5 | 22 | 63% | 26% |  |  | 2 | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

The results on the chart come from both the most recently run manual tests and the automated test runs.

The Test Plan Progress report, illustrated in **Figure 8**, shows how many test cases were created for the current sprint and how many have been run.
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**Figure 8 Test Plan Progress Report for a Sprint**

Some teams like to create test cases at the start of each sprint, as a target for the team. All the tests should be green at the end of the sprint.

## **Visual Studio 2012 and Continuous Development**

You now have some familiarity with the range of the Visual Studio 2012 testing features, from unit tests to whole-application manual tests.

The DevOps cycle views development as just one half of a process that also incorporates feedback from operations. Depending on the context, the DevOps cycle will be short or long. If you’re developing a nuclear power station, hopefully you’ll go around the loop very slowly. If you’re running a Web application, you might go around it every few days. Slow and fast cycles are equally valid and appropriate for different types of systems. Both incorporate the need for testing, to different degrees. If the fast cycle of continuous development is appropriate for your project, it’s important to reduce the time it takes to perform every action in the loop. You’ll probably also make less distinction between the roles of developer and tester than in projects that work at a more measured pace.

The tools available in Visual Studio 2012 can substantially reduce the amount of time it takes to test your application. Here are some points to remember:

* Clean lab environments can be set up quickly and automatically, especially by using VMs. Take advantage of the Lab Center.
* Recording actions during exploratory and planned testing lets you create bug reports quickly and reliably, reducing the chance that a bug will disappear when someone tries to reproduce it.
* You can implement a gradual transition from manual tests to automated tests. The automated tests handle the bulk of regression testing while manual tests focus on new and updated stories.
  + From exploratory tests, you can generate repeatable manual test cases.
  + You can record test runs and play them back rapidly and reliably.
  + You can generate coded UI tests from test runs.Alternatively, you can link separately coded integration tests to test cases.

**Figure 9**shows the progression from exploratory tests to automated tests.
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**Figure 9 Test Progression**

* Test cases can help you describe your user stories precisely. You can work with your stakeholders to write the steps to reduce any misunderstandings about what the stories do.
* Tests are linked to requirements (or user stories or product backlog items) so you can see comprehensive reports on how far the users’ needs have been implemented—not simply in terms of the work done on them, but in terms of whether they’re successful. The tests provide the goal for the development team in each sprint.
* Test cases and requirements can be linked to storyboards in PowerPoint, requirements documents or Unified Modeling Language models. When you make changes in the storyboard, you can trace the necessary changes to the tests.
* A test plan links together test cases, code, requirements, test environments and test settings, and the team project. If the team spends a few months working on something else before returning to enhance a product, it’s easy to reconstruct everything required for testing.

Test Driven Development

## Introduction

Although developers have been unit testing their code for years, it was typically performed after the code was designed and written. As a great number of developers can attest, writing tests after the fact is difficult to do and often gets omitted when time runs out. Test-driven development (TDD) attempts to resolve this problem and produce higher quality, well-tested code by putting the cart before the horse and writing the tests before we write the code. One of the core practices of Extreme Programming (XP), TDD is acquiring a strong following in the Java community, but very little has been written about doing it in .NET.

## What Are Unit Tests?

According to Ron Jeffries, Unit Tests are "programs written to run in batches and test classes. Each typically sends a class a fixed message and verifies it returns the predicted answer." In practical terms this means that you write programs that test the public interfaces of all of the classes in your application. This is not requirements testing or acceptance testing. Rather it is testing to ensure the methods you write are doing what you expect them to do. This can be very challenging to do well. First of all, you have to decide what tools you will use to build your tests. In the past we had large testing engines with complicated scripting languages that were great for dedicated QA teams, but weren't very good for unit testing. What journeyman programmers need is a toolkit that lets them develop tests using the same language and IDE that they are using to develop the application. Most modern Unit Testing frameworks are derived from the framework created by Kent Beck for the first XP project, the Chrysler C3 Project. It was written in Smalltalk and still exists today, although it has gone through many revisions. Later, Kent and Erich Gamma (of Patterns fame) ported it to Java and called it jUnit. Since then, it has been ported to many different languages, including C++, VB, Python, Perl and more.

## The NUnit Testing Framwork

NUnit 2.0 is a radical departure from its ancestors. Those systems provided base classes from which you derived your test classes. There simply was no other way to do it. Unfortunately, they also imposed certain restrictions on the development of test code because many languages (like Java and C#) only allow single inheritance. This meant that refactoring test code was difficult without introducing complicated inheritance hierarchies. .NET introduced a new concept to programming that solves this problem: attributes. Attributes allow you to add metadata to your code. They typically don't affect the running code itself, but instead provide extra information about the code you write. Attributes are most often used to document your code, but they can also be used to provide information about a .NET assembly to a program that has never seen the assembly before. This is exactly how NUnit 2.0 works. The Test Runner application scans your compiled code looking for attributes that tell it which classes and methods are tests. It then uses reflection to execute those methods. You don't have to derive your test classes from a common base class. You just have to use the right attributes. NUNit provides a variety of attributes that you use when creating unit tests. They are used to define test fixtures, test methods, setup and teardown methods. There are also attributes for indicating expected exceptions or to cause a test to be skipped.

### TestFixture Attribute

The TestFixture attribute is used to indicate that a class contains test methods. When you attach this attribute to a class in your project, the Test Runner application will scan it for test methods. The following code illustrates the usage of this attribute. (All of the code in this article is in C#, but NUnit will work with any .NET language, including VB.NET. See the NUnit documentation for additional information.)

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

}

}

The only restrictions on classes that use the TestFixture attribute are that they must have a public default constructor (or no constructor which is the same thing).

### Test Attribute

The Test attribute is used to indicate that a method within a test fixture should be run by the Test Runner application. The method must be public, return void, and take no parameters or it will not be shown in the Test Runner GUI and will not be run when the Test Fixture is run. The following code illustrates the use of this attribute:

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

[Test]

public void TestOne()

{

*//* *Do something...*

}

}

}

### SetUp & Teardown Attributes

Sometimes when you are putting together Unit Tests, you have to do a number of things, before or after each test. You could create a private method and call it from each and every test method, or you could just use the Setup and Teardown attributes. These attributes indicate that a method should be executed before (SetUp) or after (Teardown) every test method in the Test Fixture. The most common use for these attributes is when you need to create dependent objects (e.g., database connections, etc.). This example shows the usage of these attributes:

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

private int \_someValue;

[SetUp]

public void Setup()

{

\_someValue = 5;

}

[TearDown]

public void TearDown()

{

\_someValue = 0;

}

[Test]

public void TestOne()

{

*//* *Do something...*

}

}

}

### ExpectedException Attribute

It is also not uncommon to have a situation where you actually want to ensure that an exception occurs. You could, of course, create a big try..catch statement to set a boolean, but that is a bit hack-ish. Instead, you should use theExpectedException attribute, as shown in the following example:

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

[Test]

[ExpectedException(typeof(InvalidOperationException))]

public void TestOne()

{

*//* *Do something that throws an InvalidOperationException*

}

}

}

When this code runs, the test will pass only if an exception of type InvalidOperationException is thrown. You can stack these attributes up if you need to expect more than one kinds of exception, but you probably should it when possible. A test should test only one thing. Also, be aware that this attribute is not aware of inheritance. In other words, if in the example above the code had thrown an exception that derived from InvalidOperationException, the test would have failed. You must be very explicit when you use this attribute.

### Ignore Attribute

You probably won't use this attribute very often, but when you need it, you'll be glad it's there. If you need to indicate that a test should not be run, use the Ignore attribute as follows:

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

[Test]

[Ignore("We're skipping this one for now.")]

public void TestOne()

{

*//* *Do something...*

}

}

}

If you feel the need to temporarily comment out a test, use this instead. It lets you keep the test in your arsenal and it will continually remind you in the test runner output.

### The NUnit Assertion Class

In addition to the attributes used to identify the tests in your code, NUnit also provides you a very important class you need to know about. The Assertion class provides a variety of static methods you can use in your test methods to actually test that what has happened is what you wanted to happen. The following sample shows what I mean:

namespace UnitTestingExamples

{

using System;

using NUnit.Framework;

[TestFixture]

public class SomeTests

{

[Test]

public void TestOne()

{

int i = 4;

Assertion.AssertEquals( 4, i );

}

}

}

(I know that isn't the most relevant bit of code, but it shows what I mean.)

### Running Your Tests

Now that we have covered the basics of the code, lets talk about how to run your tests. It is really quite simple. NUnit comes with two different Test Runner applications: a Windows GUI app and a console XML app. Which one you use is a matter of personal preference. To use the GUI app, just run the application and tell it where your test assembly resides. The test assembly is the class library (or executable) that contains the Test Fixtures. The app will then show you a graphical view of each class and test that is in that assembly. To run the entire suite of tests, simple click theRun button. If you want to run only one Test Fixture or even just a single test, you can double-click it in the tree. The following screenshot shows the GUI app:
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There are situations, particularly when you want to have an automated build script run your tests, when the GUI app isn't appropriate. In these automated builds, you typically want to have the output posted to a website or another place where it can be publicly reviewed by the development team, management or the customer. The NUnit 2.0 console application takes the assembly as a command-line argument and produces XML output. You can then use XSLT or CSS to convert the XML into HTML or any other format. For more information about the console application, check out the NUnit documentation.

## Doing Test-Driven Development

So now you know how to write unit tests, right? Unfortunately just like programming, knowing the syntax isn't enough. You need to have a toolbox of skills and techniques before you can build professional software systems. Here are a few techniques that you can use to get you started. Remember, however, that these tools are just a start. To really improve your unit testing skills, you must practice, practice, practice. If you are unfamiliar with TDD, what I'm about to say may sound a little strange to you. A lot of people have spent a lot of time telling us that we should carefully design our classes, code them up and then test them. What I'm going to suggest is a completely different approach. Instead of designing a module, then coding it and then testing it, you turn the process around and do the testing first. To put it another way, you don't write a single line of production code until you have a test that fails. The typical programming sequence is something like this:

1. Write a test.
2. Run the test. It fails to compile because the code you're trying to test doesn't even exist yet! (This is the same thing as failing.)
3. Write a bare-bones stub to make the test compile.
4. Run the test. It should fail. (If it doesn't, then the test wasn't very good.)
5. Implement the code to make the test pass.
6. Run the test. It should pass. (If it doesn't, back up one step and try again.)
7. Start over with a new test!

While you are doing step #5, you create your code using a process called Coding by Intention. When you practice Coding by Intention you write your code top-down instead of bottom up. Instead of thinking, "I'm going to need this class with these methods," you just write the code that you want... before the class you need actually exists. If you try to compile your code, it fails because the compiler can't find the missing class. This is a good thing, because as I said above, failing to compile counts as a failing test. What you are doing here is expressing the intention of the code that you are writing. Not only does this help produce well-tested code, it also results in code that is easier to read, easier to debug and has a better design. In traditional software development, tests were thought to verify that an existing bit of code was written correctly. When you do TDD, however, your tests are used to define the behavior of a class before you write it. I won't suggest that this is easier than the old ways, but in my experience it is vastly better. If you have read about Extreme Programming, then this is primarity a review. However, if this is new to you, here is a sample. Suppose the application that I'm writing has to allow the user to make a deposit in a bank account. Before creating aBankAccount class, I create a class in my testing library called BankAccountTests. The first thing I need my bank account class to do is be able to take a deposit and show the correct balance. So I write the following code:

namespace UnitTestingExamples.Tests

{

using System;

using NUnit.Framework;

[TestFixture]

public class BankAccountTests

{

[Test]

public void TestDeposit()

{

BankAccount account = new BankAccount();

account.Deposit( 125.0 );

account.Deposit( 25.0 );

Assertion.AssertEquals( 150.0, account.Balance );

}

}

}

Once this is written, I compile my code. It fails of course because the BankAccount class doesn't exist. This illustrates the primary principle of Test-Driven Development: don't write any code unless you have a test that fails. Remember, when your test code won't compile, that counts as a failing test. Now I create my BankAccount class and I write just enough code to make the tests compile:

namespace UnitTestingExamples.Library

{

using System;

public class BankAccount

{

public void Deposit( double amount )

{

}

public double Balance

{

get { return 0.0; }

}

}

}

This time everything compiles just fine, so I go ahead and run the test. My test fails with the message "TestDeposit: expected: <150> but was <0>". So the next thing we do it write just enough code to make this test pass:

namespace UnitTestingExamples.Library

{

using System;

public class BankAccount

{

private double \_balance = 0.0;

public void Deposit( double amount )

{

\_balance += amount;

}

public double Balance

{

get { return \_balance; }

}

}

}

This time our tests pass.

### Using Mock Objects - DotNetMock

One of the biggest challenges you will face when writing units tests is to make sure that each test is only testing one thing. It is very common to have a situation where the method you are testing uses other objects to do its work. If you write a test for this method you end up testing not only the code in that method, but also code in the other classes. This is a problem. Instead we use mock objects to ensure that we are only testing the code we intend to test. A mock object emulates a real class and helps test expectations about how that class is used. Most importantly, mock objects are:

1. Easy to make
2. Easy to set up
3. Fast
4. Deterministic (produce predictable results)
5. Allow easy verification the correct calls were made, perhaps in the right order

The following example shows a typical mock object usage scenario. Notice that the test code is clean, easy to understand and not dependent on anything except the code being tested.

namespace UnitTestingExamples.Tests

{

using DotNetMock;

using System;

[TestFixture]

public class ModelTests

{

[Test]

public void TestSave()

{

MockDatabase db = new MockDatabase();

db.SetExpectedUpdates(2);

ModelClass model = new ModelClass();

model.Save( db );

db.Verify();

}

}

}

As you can see, the MockDatabase was easy to setup and allowed us to confirm that the Save method made certain calls on it. Also notice that the mock object prevents us from having to worry about real databases. We know that when the ModelClass saves itself, it should call the database's Update method twice. So we tell the MockDatabaseto expect two updates calls, call Save and the confirm that what we expected really happened. Because theMockDatabase doesn't really connect to a database, we don't have to worry about keeping "test data" around. We only test that the Save code causes two updates.

"When Mock Objects are used, only the unit test and the target domain code are real." -- Endo-Testing: Unit Testing with Mock Objects by Tim Mackinnon, Steve Freeman and Philip Craig.

### Testing the Business Layer

Testing the business layer is where most developers feel comfortable talking about unit testing. Well designed business layer classes are loosely coupled and highly cohesive. In practical terms, coupling described the level of dependence that classes have with one another. If a class is loosely coupled, then making a change to one class should not have an impact on another class. On the other hand, a highly cohesive class is a class that does the one thing is was designed to do and nothing else. If you create your business layer class library so that the classes are loosely coupled and highly cohesive, then creating useful unit tests is easy. You should be able to create a single test class for each business class. You should be able to test each of its public methods with a minimal amount of effort. By the way, if you are having a difficult time creating unit tests for your business layer classes, then you probably need to do some significant refactoring. Of course, if you have been writing your tests first, you shouldn't have this problem.

### Testing the User Interface

When you start to write the user interface for your application, a number of different problems arise. Although you can create user interface classes that are loosely coupled with respect to other classes, a user interface class is by definition highly coupled to the user! So how can we create a automated unit test to test this? The answer is that we separate the logic of our user interface from the actual presentation of the view. Various patterns exist in the literature under a variety of different names: Model-View-Controller, Model-View-Presenter, Doc-View, etc. The creators of these patterns recognized that decoupling the logic of what the view does (i.e., controller) from the view is a Good Thing. So how do we use this? The technique I use comes from Michael Feathers' paper [The Humble Dialog Box](http://www.objectmentor.com/resources/articles/TheHumbleDialogBox.pdf). The idea is to make the view class support a simple interface used for getting and setting the values displayed by the view. There is basically no code in the view except for code related to the painting of the screen. The event handlers in the view for each interactive user interface element (e.g., a button) contain nothing more than a pass-thru to a method in the controller. The best way to illustrate this concept is with an example. Assume our application needs a screen that asks the user for their name and social security number. Both fields are required, so we need to make sure that a name is entered and the SSN has the correct format. Since we are writing our unit tests first, we write the following test:

[TestFixture]

public class VitalsControllerTests

{

[Test]

public void TestSuccessful()

{

MockVitalsView view = new MockVitalsView();

VitalsController controller = new VitalsController(view);

view.Name = "Peter Provost";

view.SSN = "123-45-6789";

Assertion.Assert( controller.OnOk() == true );

}

[Test]

public void TestFailed()

{

MockVitalsView view = new MockVitalsView();

VitalsController controller = new VitalsController(view);

view.Name = "";

view.SSN = "123-45-6789";

view.SetExpectedErrorMessage( controller.ERROR\_MESSAGE\_BAD\_NAME );

Assertion.Assert( controller.OnOk() == false );

view.Verify();

view.Name = "Peter Provost";

view.SSN = "";

view.SetExpectedErrorMessage( controller.ERROR\_MESSAGE\_BAD\_SSN );

Assertion.Assert( controller.OnOk() == false );

view.Verify();

}

}

When we build this we receive a lot of compiler errors because we don't have either a MockVitalsView or aVitalsController. So let's write skeletons of those classes. Remember, we only want to write enough to make this code compile.

public class MockVitalsView

{

public string Name

{

get { return null; }

set { }

}

public string SSN

{

get { return null; }

set { }

}

public void SetExpectedErrorMessage( string message )

{

}

public void Verify()

{

throw new NotImplementedException();

}

}

public class VitalsController

{

public const string ERROR\_MESSAGE\_BAD\_SSN = "Bad SSN.";

public const string ERROR\_MESSAGE\_BAD\_NAME = "Bad name.";

public VitalsController( MockVitalsView view )

{

}

public bool OnOk()

{

return false;

}

}

Now our test assembly compiles and when we run the tests, the test runner reports two failures. The first occurs whenTestSuccessful calls controller.OnOk, because the result is false rather than the expected true value. The second failure occurs when TestFailed calls view.Verify. Continuing on with our test-first paradigm, we now need to make these tests pass. It is relatively simple to make TestSuccessful pass, but to make TestFailed pass, we actually have to write some real code, such as:

public class MockVitalsView : MockObject

{

public string Name

{

get { return \_name; }

set { \_name = value; }

}

public string SSN

{

get { return \_ssn; }

set { \_ssn = value; }

}

public string ErrorMessage

{

get { return \_expectedErrorMessage.Actual; }

set { \_expectedErrorMessage.Actual = value; }

}

public void SetExpectedErrorMessage( string message )

{

\_expectedErrorMessage.Expected = message;

}

private string \_name;

private string \_ssn;

private ExpectationString \_expectedErrorMessage =

new ExpectationString("expected error message");

}

public class VitalsController

{

public const string ERROR\_MESSAGE\_BAD\_SSN = "Bad SSN.";

public const string ERROR\_MESSAGE\_BAD\_NAME = "Bad name.";

public VitalsController( MockVitalsView view )

{

\_view = view;

}

public bool OnOk()

{

if( IsValidName() == false )

{

\_view.ErrorMessage = ERROR\_MESSAGE\_BAD\_NAME;

return false;

}

if( IsValidSSN() == false )

{

\_view.ErrorMessage = ERROR\_MESSAGE\_BAD\_SSN;

return false;

}

*//* *All is well, do something...*

return true;

}

private bool IsValidName()

{

return \_view.Name.Length > 0;

}

private bool IsValidSSN()

{

string pattern = @"^\d{3}-\d{2}-\d{4}$";

return Regex.IsMatch( \_view.SSN, pattern );

}

private MockVitalsView \_view;

}

Let's briefly review this code before proceeding. The first thing to notice is that we haven't changed the tests at all (which is why I didn't even bother to show them). We did, however, make significant changes to bothMockVitalsView and VitalsController. Let's begin with the MockVitalsView. In our previous example,MockVitalsView didn't derive from any base class. To make our lives easier, we changed it to derive fromDotNetMock.MockObject. The MockObject class gives us a stock implementation of Verify that does all the work for us. It does this by using expectation classes through which we indicate what we expect to happen to our mock object. In this case our tests are expecting specific values for the ErrorMessage property. This property is a string, so we add an ExpectationString member to our mock object. Then we implement the SetExpectedErrorMessagemethod and the ErrorMessage property to use this object. When we call Verify in our test code, the MockObjectbase class will check this expectation and identify anything that doesn't happen as expected. Pretty cool, eh? The other class that changed was our VitalsController class. Because this is where all the working code resides, we expected there to be quite a few changes here. Basically, we implemented the core logic of the view in the OnOk method. We use the accessor methods defined in the view to read the input values, and if an error occurs, we use theErrorMessage property to write out an appropriate message. So we're done, right? Not quite. At this point, all we have is a working test of a controller using a mock view. We don't have anything to show the customer! What we need to do is use this controller with a real implementation of a view. How do we do that? The first thing we need to do is extract an interface from MockVitalsView. A quick look at VitalsController andVitalsControllerTests shows us that the following interface will work.

public interface IVitalsView

{

string Name { get; set; }

string SSN { get; set; }

string ErrorMessage { get; set; }

}

After creating the new interface, we change all references to MockVitalsView to IVitalsView in the controller and we add IVitalsView to the inheritance chain of MockVitalsView. And, of course, after performing this refactoring job we run our tests again. Assuming everything is fine, we can create our new view. For this example I will be creating an ASP.NET page to act as the view, but you could just as easily create a Windows Form. Here is the .ASPX file:

<%@ Page language="c#" Codebehind="VitalsView.aspx.cs"

AutoEventWireup="false"

Inherits="UnitTestingExamples.VitalsView" %>

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.0 Transitional//EN" >

<html>

<head>

<title>VitalsView</title>

<meta name="GENERATOR" Content="Microsoft Visual Studio 7.0">

<meta name="CODE\_LANGUAGE" Content="C#">

<meta name=vs\_defaultClientScript content="JavaScript">

<meta name=vs\_targetSchema

content="http://schemas.microsoft.com/intellisense/ie5">

</head>

<body MS\_POSITIONING="GridLayout">

<form id="VitalsView" method="post" runat="server">

<table border="0">

<tr>

<td>Name:</td>

<td><asp:Textbox runat="server" id=nameTextbox /></td>

</tr>

<tr>

<td>SSN:</td>

<td><asp:Textbox runat="server" id=ssnTextbox /></td>

</tr>

<tr>

<td> </td>

<td><asp:Label runat="server" id=errorMessageLabel /></td>

</tr>

<tr>

<td> </td>

<td><asp:Button runat="server" id=okButton Text="OK" /></td>

</tr>

</table>

</form>

</body>

</html>

And here is the code-behind file:

using System;

using System.Web.UI.WebControls;

using UnitTestingExamples.Library;

namespace UnitTestingExamples

{

/// *<span class="code-SummaryComment"><summary></span>*

/// *Summary description for VitalsView.*

/// *<span class="code-SummaryComment"></summary></span>*

public class VitalsView : System.Web.UI.Page, IVitalsView

{

protected TextBox nameTextbox;

protected TextBox ssnTextbox;

protected Label errorMessageLabel;

protected Button okButton;

private VitalsController \_controller;

private void Page\_Load(object sender, System.EventArgs e)

{

\_controller = new VitalsController(this);

}

private void OkButton\_Click( object sender, System.EventArgs e )

{

if( \_controller.OnOk() == true )

Response.Redirect("ThankYou.aspx");

}

#region IVitalsView Implementation

public string Name

{

get { return nameTextbox.Text; }

set { nameTextbox.Text = value; }

}

public string SSN

{

get { return ssnTextbox.Text; }

set { ssnTextbox.Text = value; }

}

public string ErrorMessage

{

get { return errorMessageLabel.Text; }

set { errorMessageLabel.Text = value; }

}

#endregion

#region Web Form Designer generated code

override protected void OnInit(EventArgs e)

{

*//*

*//* *CODEGEN: This call is required by the ASP.NET Web Form Designer.*

*//*

InitializeComponent();

base.OnInit(e);

}

/// *<span class="code-SummaryComment"><summary></span>*

/// *Required method for Designer support - do not modify*

/// *the contents of this method with the code editor.*

/// *<span class="code-SummaryComment"></summary></span>*

private void InitializeComponent()

{

this.Load += new System.EventHandler(this.Page\_Load);

okButton.Click += new System.EventHandler( this.OkButton\_Click );

}

#endregion

}

}

As you can see, the only code in the view is code that ties the IVitalsView interface to the ASP.NET Web Controls and a couple of lines to create the controller and call its methods. Views like this are easy to implement. Also, because all of the real code is in the controller, we can feel confident that we are rigorously testing our code.

## Conclusion

Test-driven development is a powerful technique that you can use today to improve the quality of your code. It forces you to think carefully about the design of your code, and is ensures that all of your code is tested. Without adequate unit tests, refactoring existing code is next to impossible. Very few people who take the plunge into TDD later decide to stop doing it. Try and you will see that it is a Good Thing