## **一、引言**

在上一专题中介绍了[工厂方法模式](http://www.cnblogs.com/zhili/p/FactoryMethod.html" \t "http://www.cnblogs.com/zhili/p/_blank)，工厂方法模式是为了克服简单工厂模式的缺点而设计出来的,简单工厂模式的工厂类随着产品类的增加需要增加额外的代码），而工厂方法模式每个具体工厂类只完成单个实例的创建,所以它具有很好的可扩展性。但是在现实生活中，一个工厂只创建单个产品这样的例子很少，因为现在的工厂都多元化了，一个工厂创建一系列的产品，如果我们要设计这样的系统时，工厂方法模式显然在这里不适用，然后抽象工厂模式却可以很好地解决一系列产品创建的问题,这是本专题所要介绍的内容。

## **二、抽象工厂详细介绍**

这里首先以一个生活中抽象工厂的例子来实现一个抽象工厂，然后再给出抽象工厂的定义和UML图来帮助大家更好地掌握抽象工厂模式，同时大家在理解的时候，可以对照抽象工厂生活中例子的实现和它的定义来加深抽象工厂的UML图理解。

### **2.1 抽象工厂的具体实现**

下面就以生活中 “**绝味**” 连锁店的例子来实现一个抽象工厂模式。例如，绝味鸭脖想在江西南昌和上海开分店，但是由于当地人的口味不一样，在南昌的所有绝味的东西会做的辣一点，而上海不喜欢吃辣的，所以上海的所有绝味的东西都不会做的像南昌的那样辣，然而这点不同导致南昌绝味工厂和上海的绝味工厂生成所有绝味的产品都不同，也就是某个具体工厂需要负责一系列产品(指的是绝味所有食物)的创建工作，下面就具体看看如何使用抽象工厂模式来实现这种情况。

/// <summary>

/// 下面以绝味鸭脖连锁店为例子演示下抽象工厂模式

/// 因为每个地方的喜欢的口味不一样，有些地方喜欢辣点的，有些地方喜欢吃不辣点

/// 客户端调用

/// </summary>

class Client

{

static void Main(string[] args)

{

// 南昌工厂制作南昌的鸭脖和鸭架

AbstractFactory nanChangFactory = new NanChangFactory();

YaBo nanChangYabo = nanChangFactory.CreateYaBo();

nanChangYabo.Print();

YaJia nanChangYajia= nanChangFactory.CreateYaJia();

nanChangYajia.Print();

// 上海工厂制作上海的鸭脖和鸭架

AbstractFactory shangHaiFactory = new ShangHaiFactory();

shangHaiFactory.CreateYaBo().Print();

shangHaiFactory.CreateYaJia().Print();

Console.Read();

}

}

/// <summary>

/// 抽象工厂类，提供创建两个不同地方的鸭架和鸭脖的接口

/// </summary>

public abstract class AbstractFactory

{

// 抽象工厂提供创建一系列产品的接口，这里作为例子，只给出了绝味中鸭脖和鸭架的创建接口

public abstract YaBo CreateYaBo();

public abstract YaJia CreateYaJia();

}

/// <summary>

/// 南昌绝味工厂负责制作南昌的鸭脖和鸭架

/// </summary>

public class NanChangFactory : AbstractFactory

{

// 制作南昌鸭脖

public override YaBo CreateYaBo()

{

return new NanChangYaBo();

}

// 制作南昌鸭架

public override YaJia CreateYaJia()

{

return new NanChangYaJia();

}

}

/// <summary>

/// 上海绝味工厂负责制作上海的鸭脖和鸭架

/// </summary>

public class ShangHaiFactory : AbstractFactory

{

// 制作上海鸭脖

public override YaBo CreateYaBo()

{

return new ShangHaiYaBo();

}

// 制作上海鸭架

public override YaJia CreateYaJia()

{

return new ShangHaiYaJia();

}

}

/// <summary>

/// 鸭脖抽象类，供每个地方的鸭脖类继承

/// </summary>

public abstract class YaBo

{

/// <summary>

/// 打印方法，用于输出信息

/// </summary>

public abstract void Print();

}

/// <summary>

/// 鸭架抽象类，供每个地方的鸭架类继承

/// </summary>

public abstract class YaJia

{

/// <summary>

/// 打印方法，用于输出信息

/// </summary>

public abstract void Print();

}

/// <summary>

/// 南昌的鸭脖类，因为江西人喜欢吃辣的，所以南昌的鸭脖稍微会比上海做的辣

/// </summary>

public class NanChangYaBo : YaBo

{

public override void Print()

{

Console.WriteLine("南昌的鸭脖");

}

}

/// <summary>

/// 上海的鸭脖没有南昌的鸭脖做的辣

/// </summary>

public class ShangHaiYaBo : YaBo

{

public override void Print()

{

Console.WriteLine("上海的鸭脖");

}

}

/// <summary>

/// 南昌的鸭架

/// </summary>

public class NanChangYaJia : YaJia

{

public override void Print()

{

Console.WriteLine("南昌的鸭架子");

}

}

/// <summary>

/// 上海的鸭架

/// </summary>

public class ShangHaiYaJia : YaJia

{

public override void Print()

{

Console.WriteLine("上海的鸭架子");

}

}

### **2.2 抽象工厂模式的定义和类图**

上面代码中都有详细的注释，这里就不再解释上面的代码了，下面就具体看看抽象工厂模式的定义吧（理解定义可以参考上面的实现来加深理解）：

**抽象工厂模式：提供一个创建产品的接口来负责创建相关或依赖的对象，而不具体明确指定具体类**

抽象工厂允许客户使用抽象的接口来创建一组相关产品，而不需要知道或关心实际生产出的具体产品是什么。这样客户就可以从具体产品中被解耦。下面通过抽象工模式的类图来了解各个类中之间的关系：

![IMG_258](data:image/png;base64,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)

### **2.3 抽象工厂应对需求变更**

看完上面抽象工厂的实现之后，如果 “绝味”公司又想在湖南开一家分店怎么办呢？ 因为湖南人喜欢吃麻辣的，下面就具体看看应用了抽象工厂模式的系统是如何应对这种需求的。

/// <summary>

/// 如果绝味又想开一家湖南的分店时，因为湖南喜欢吃麻的

/// 所以这是有需要有一家湖南的工厂专门制作

/// </summary>

public class HuNanFactory : AbstractFactory

{

// 制作湖南鸭脖

public override YaBo CreateYaBo()

{

return new HuNanYaBo();

}

// 制作湖南鸭架

public override YaJia CreateYaJia()

{

return new HuNanYajia();

}

}

/// <summary>

/// 湖南的鸭脖

/// </summary>

public class HuNanYaBo : YaBo

{

public override void Print()

{

Console.WriteLine("湖南的鸭脖");

}

}

/// <summary>

/// 湖南的鸭架

/// </summary>

public class HuNanYajia : YaJia

{

public override void Print()

{

Console.WriteLine("湖南的鸭架子");

}

}

此时，只需要添加三个类：一个是湖南具体工厂类，负责创建湖南口味的鸭脖和鸭架，另外两个类是具有湖南口味的鸭脖类和鸭架类。从上面代码看出，抽象工厂对于系列产品的变化支持 “开放——封闭”原则（指的是要求系统对扩展开放，对修改封闭），扩展起来非常简便，但是，抽象工厂对于添加新产品这种情况就不支持”开放——封闭 “原则，这也是抽象工厂的缺点所在，这点会在第四部分详细介绍。

## **三、抽象工厂的分析**

抽象工厂模式将具体产品的创建延迟到具体工厂的子类中，这样将对象的创建封装起来，可以减少客户端与具体产品类之间的依赖，从而使系统耦合度低，这样更有利于后期的维护和扩展，这真是抽象工厂模式的优点所在，然后抽象模式同时也存在不足的地方。下面就具体看下抽象工厂的缺点（缺点其实在前面的介绍中以已经涉及了）：

**抽象工厂模式很难支持新种类产品的变化。这是因为抽象工厂接口中已经确定了可以被创建的产品集合，如果需要添加新产品，此时就必须去修改抽象工厂的接口，这样就涉及到抽象工厂类的以及所有子类的改变，这样也就违背了“开发——封闭”原则。**

知道了抽象工厂的优缺点之后，也就能很好地把握什么情况下考虑使用抽象工厂模式了，下面就具体看看使用抽象工厂模式的系统应该符合那几个前提：

* 一个系统不要求依赖产品类实例如何被创建、组合和表达的表达，这点也是所有工厂模式应用的前提。
* 这个系统有多个系列产品，而系统中只消费其中某一系列产品
* 系统要求提供一个产品类的库，所有产品以同样的接口出现，客户端不需要依赖具体实现。

## **四、.NET中抽象工厂模式实现**

抽象工厂模式在实际中的应用也是相当频繁的，然而在我们.NET类库中也存在应用抽象工厂模式的类，这个类就是**System.Data.Common.DbProviderFactory**，这个类位于System.Data.dll程序集中,该类扮演抽象工厂模式中抽象工厂的角色，我们可以用reflector反编译工具查看该类的实现：

/// 扮演抽象工厂的角色  
/// 创建连接数据库时所需要的对象集合，  
/// 这个对象集合包括有 DbConnection对象（这个是抽象产品类,如绝味例子中的YaBo类）、DbCommand类、DbDataAdapter类，针对不同的具体工厂都需要实现该抽象类中方法，  
public abstract class DbProviderFactory

{

// 提供了创建具体产品的接口方法

protected DbProviderFactory();

public virtual DbCommand CreateCommand();

public virtual DbCommandBuilder CreateCommandBuilder();

public virtual DbConnection CreateConnection();

public virtual DbConnectionStringBuilder CreateConnectionStringBuilder();

public virtual DbDataAdapter CreateDataAdapter();

public virtual DbDataSourceEnumerator CreateDataSourceEnumerator();

public virtual DbParameter CreateParameter();

public virtual CodeAccessPermission CreatePermission(PermissionState state);

}

**DbProviderFactory**类是一个抽象工厂类，该类提供了创建数据库连接时所需要的对象集合的接口，实际创建的工作在其子类工厂中进行，微软使用的是SQL Server数据库，因此提供了连接SQL Server数据的具体工厂实现，具体代码可以用反编译工具查看，具体代码如下：

/// 扮演着具体工厂的角色，用来创建连接SQL Server数据所需要的对象public sealed class SqlClientFactory : DbProviderFactory, IServiceProvider

{

// Fields

public static readonly SqlClientFactory Instance = new SqlClientFactory();

// 构造函数

private SqlClientFactory()

{

}

// 重写抽象工厂中的方法

public override DbCommand CreateCommand()

{ // 创建具体产品

return new SqlCommand();

}

public override DbCommandBuilder CreateCommandBuilder()

{

return new SqlCommandBuilder();

}

public override DbConnection CreateConnection()

{

return new SqlConnection();

}

public override DbConnectionStringBuilder CreateConnectionStringBuilder()

{

return new SqlConnectionStringBuilder();

}

public override DbDataAdapter CreateDataAdapter()

{

return new SqlDataAdapter();

}

public override DbDataSourceEnumerator CreateDataSourceEnumerator()

{

return SqlDataSourceEnumerator.Instance;

}

public override DbParameter CreateParameter()

{

return new SqlParameter();

}

public override CodeAccessPermission CreatePermission(PermissionState state)

{

return new SqlClientPermission(state);

}

}

因为微软只给出了连接SQL Server的具体工厂的实现，我们也可以自定义连接Oracle、MySql的具体工厂的实现。