# CS 2275 Note BitWise Boolean Operators

This tutorial is located at <http://www.cplusplus.com/doc/boolean/> and is included here in case there are server issues.

**Boolean Operations**

A *bit* is the minimum amount of information that we can imagine, since it only stores either value 1 or 0, which represents either YES or NO, activated or deactivated, true or false, etc... that is: two possible states each one opposite to the other, without possibility of any shades. We are going to consider that the two possible values of a bit are 0 and 1.  
  
Several operations can be performed with bits, either in conjunction with other bits or themselves alone. These operations receive the name of boolean operations, a word that comes from the name of one of the mathematicians who contributed the more to this field: George Boole (1815-1864).   
  
All these operations have an established behavior and all of them can be applied to any bit no matter which value they contain (either 0 or 1). Next you have a list of the basic boolean operations and a table with the behavior of that operation with every possible combination of bits.

**AND**

This operation is performed between two bits, which we will call a and b. The result of applying this AND operation is 1 if both a and b are equal to 1, and 0 in all other cases (i.e., if one or both of the variables is 0).  
  
**AND (&)**

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a&b** |
| 0 | 0 | 0 |
| 0 | 1 | 0 |
| 1 | 0 | 0 |
| 1 | 1 | 1 |

**OR**

This operation is performed between two bits (a and b). The result is 1 if either one of the two bits is 1, or if both are 1. If none is equal to 1 the result is 0.  
  
**OR (|)**

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a|b** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 1 |

**XOR (Exclusive Or)**

This operation is performed between two bits (a and b). The result is 1 if either one of the two bits is 1, but not in the case that both are. There for, if neither or both of them are equal to 1 the result is 0.  
  
**XOR (^)**

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a^b** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

**NOT**

This operation is performed on a single bit. Its result is the inversion of the actual value of the bit: if it was set to 1 it becomes 0, and if it was 0 it becomes 1:   
  
**NOT (~)**

|  |  |
| --- | --- |
| **a** | **~a** |
| 0 | 1 |
| 1 | 0 |

These are the 4 basic boolean operations (AND, OR, XOR and NOT). Combining these operations we can obtain any possible result from two bits.  
  
In C++, these operators can be used with variables of any integer data type; the boolean operation is performed to all of the bits of each variable involved. For example, supposing two variables: a and b, both of type unsigned char, where a contains 195 (11000011 in binary) and b contains 87 (or 01010111 in binary). If we write the following code:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | unsigned char a=195;  unsigned char b=87;  unsigned char c;  c=a&b; |  |

That means, that we conducted a bitwise AND operation between a and b. The operation is performed between the bits of the two variables that are located at the same position: The rightmost bit of c will contain the result of conducting the AND operation between the rightmost bits of a and b:  
  
![http://www.cplusplus.com/doc/boolean/bitwise_and.gif](data:image/gif;base64,R0lGODlh/ABWAJH/AMDAwMDAwAAAAAAAACH5BAEAAAAALAAAAAD8AFYAQAL/hI+py+0Po5y02ouz3rwLgX3XB1rkKJqp6gjBC8NfTJdTelJrd9vVLhEBIUJfpPgDDY/GhIsme0IDTZ71is1qtxnp9PsyLg9j7mZVbqQX6OpjrWizUC3w7Os26/f8vp8MFkj1R1hoeJiVh7jI2OjI9hgpOXmYQ9mH1GPZAwDnpKTIBprUGfq5yYR6RmIa14ql+sYaq+bp+nqKgmswS3s7exksPPwmaKdhS7ZrlfxJyosrF2STLK2j6FWTHbNM7P3NtW0cdtoNfo4eND7lc7K001xozXmtPEdfev/MIB7WP5guoEAt/wSZG4gwYRCFDBtu6XXQocSJBMUQmzdtXzVq/9E44ouXjw7FkSRLmjw5DaJKYChbgisYKGI6kNA0drSXsWbOkPXU2PnXrdfLg/EwtvC4cyPOnvx+HnMJdRjMp1GrTpqKBwFNq1x5YGVnL5YvYWOP6gphrmwttHXwAE1SoqjMeyDlLsWXNChRbE6zXou7bGuXUfoy0qxLeJ/iOH3Bdn286CuUuZArJ7KM2RvlzJwfdv4saTPo0YPVkj59GbVqhKw6LdZjlEhgpEzuyrJtVifT12y1XqSNt7Zu2bjXDr99XHjh1cybO38O/aTkGtGrA1pH3Xr16dxQstSEmKfh2eJrN/vOZjIrquD1GtpqN7nx8rnpzw/v0y375cHgk/+Xzw9wyNkXYHEDpqefXx+Jtod/Ni0IYV78XcfOW3CVsotguqB3lFCanKVCWnJ56IR6vUym3XbYZZfic9zJoBWDLZL0IjkGzphZjQBBkxiOOa7YnU4a+jiSjv+dk0lK4Z3XGilMmhbjWNvMsh9xUMb4R2wHKodfhLt9WWKCjuE1JGwCKichb/V1qSYvjaG4W5lmaFlfmmAOyOadFKpXZYcYTjjniBzKMhuJqcA1aICG7unPiSwSiZqRkK4m6aSRroSpnJZyJeOmOXo6aae/ZUpqqaaeimqqqq7KaquJgvoprD6KKmtXtNYa1au4MnflrqPd6muwwg7rlYMhgnjhsSJJAdoSnfPZSRyAotzoCrUFLsuBs9P6oe22XkZLoLdKSfusnsxe0m21TI0brrrtOkPuteeueyQmPQZnHnl27Stib8T+C3DAAlNUAAA7)  
The same operation is also performed between the second bits of both variables, and the third, and so on, until the operation is performed between all bits of both variables (each one only with the same bit of the other variable).  
  
The final binary value of c is 01000011, that is 67 in decimal numbers. So 195&87 is equal to 67