#### 无向图的深度和广度优先遍历 - C++

需要解决的问题：

一个无向图，怎么从深度和广度来遍历这个图，也就是怎么个走法

需要了解和学习的点：

图的邻接矩阵存储法（就是一个二维数组）

回溯 (这里要理解循环能给递归产生回溯的效果）

图的生成树

代码

深度优先遍历

#include <iostream>

#include <climits>

using namespace std;

int book[101] = {0}, sum, n, m, e[101][101] = {0};

void dfs(int cur) {

cout << cur << " ";

sum++;

if (sum == n)return;

for (int i = 1; i <= n; i++) { //循环达到回溯的效果

if (book[i] == 0 && e[cur][i] == 1) {

book[i] = 1;

dfs(i);

}

}

return;

}

int main(int argc, const char \*argv[]) {

cin >> n >> m; //n个节点，m条边

for (int i = 1; i <= n; i++) //初始化

for (int j = 1; j <= n; j++) {

if (i == j)

e[i][j] = 0;

else

e[i][j] = INT\_MAX;

}

int a, b;

for (int k = 1; k <= m; k++) { //矩阵表示

cin >> a >> b;

e[a][b] = 1;

e[b][a] = 1;

}

book[1] = 1;

dfs(1);

return 0;

}

运行结果：

![](data:image/png;base64,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)

广度优先遍历：

#include <iostream>

#include <climits>

using namespace std;

int main() {

int n, m, a, b, cur, book[101] = {0}, e[101][101] = {0};

int que[101], head = 1, tail = 1;

cin >> n >> m; //n个节点，m条边

for (int i = 1; i <= n; i++) //初始化

for (int j = 1; j <= n; j++) {

if (i == j)

e[i][j] = 0;

else

e[i][j] = INT\_MAX;

}

for (int i = 1; i <= m; i++) { //图的矩阵表示

cin >> a >> b;

e[a][b] = 1;

e[b][a] = 1;

}

que[1] = 1;

tail++;

book[1] = 1; //走过的标记为1

while (head < tail) {

cur = que[head];

for (int i = 1; i <= n; i++) { //当前顶点往下的所有可能都存到队列中去

if (book[i] == 0 && e[cur][i] == 1) {

que[tail] = i;

tail++;

}

if (tail > n)

break;

}

head++; //表示当前点遍历结束，下个点

}

for (int i = 1; i <= n; i++) {

cout << que[i] << " ";

}

return 0;

}

运行结果：
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