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# Topic:Diabetes Prediction

### Import csv data

# 設定檔案的路徑  
file\_path = "C:/Users/USER/Documents/diabetes.csv"  
  
# 載入 readr 套件  
library(readr)

## Warning: 套件 'readr' 是用 R 版本 4.4.2 來建造的

# 使用 read\_csv 匯入資料  
Diabetes\_data = read\_csv(file\_path)

## Rows: 768 Columns: 9  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## dbl (9): Pregnancies, Glucose, BloodPressure, SkinThickness, Insulin, BMI, D...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

# 檢查資料  
print("Original dimesions")

## [1] "Original dimesions"

dim(Diabetes\_data)

## [1] 768 9

names(Diabetes\_data)

## [1] "Pregnancies" "Glucose"   
## [3] "BloodPressure" "SkinThickness"   
## [5] "Insulin" "BMI"   
## [7] "DiabetesPedigreeFunction" "Age"   
## [9] "Outcome"

summary(Diabetes\_data)

## Pregnancies Glucose BloodPressure SkinThickness   
## Min. : 0.000 Min. : 0.0 Min. : 0.00 Min. : 0.00   
## 1st Qu.: 1.000 1st Qu.: 99.0 1st Qu.: 62.00 1st Qu.: 0.00   
## Median : 3.000 Median :117.0 Median : 72.00 Median :23.00   
## Mean : 3.845 Mean :120.9 Mean : 69.11 Mean :20.54   
## 3rd Qu.: 6.000 3rd Qu.:140.2 3rd Qu.: 80.00 3rd Qu.:32.00   
## Max. :17.000 Max. :199.0 Max. :122.00 Max. :99.00   
## Insulin BMI DiabetesPedigreeFunction Age   
## Min. : 0.0 Min. : 0.00 Min. :0.0780 Min. :21.00   
## 1st Qu.: 0.0 1st Qu.:27.30 1st Qu.:0.2437 1st Qu.:24.00   
## Median : 30.5 Median :32.00 Median :0.3725 Median :29.00   
## Mean : 79.8 Mean :31.99 Mean :0.4719 Mean :33.24   
## 3rd Qu.:127.2 3rd Qu.:36.60 3rd Qu.:0.6262 3rd Qu.:41.00   
## Max. :846.0 Max. :67.10 Max. :2.4200 Max. :81.00   
## Outcome   
## Min. :0.000   
## 1st Qu.:0.000   
## Median :0.000   
## Mean :0.349   
## 3rd Qu.:1.000   
## Max. :1.000

# 觀察資料之間的關係  
pairs(Diabetes\_data)
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cor(Diabetes\_data)

## Pregnancies Glucose BloodPressure SkinThickness  
## Pregnancies 1.00000000 0.12945867 0.14128198 -0.08167177  
## Glucose 0.12945867 1.00000000 0.15258959 0.05732789  
## BloodPressure 0.14128198 0.15258959 1.00000000 0.20737054  
## SkinThickness -0.08167177 0.05732789 0.20737054 1.00000000  
## Insulin -0.07353461 0.33135711 0.08893338 0.43678257  
## BMI 0.01768309 0.22107107 0.28180529 0.39257320  
## DiabetesPedigreeFunction -0.03352267 0.13733730 0.04126495 0.18392757  
## Age 0.54434123 0.26351432 0.23952795 -0.11397026  
## Outcome 0.22189815 0.46658140 0.06506836 0.07475223  
## Insulin BMI DiabetesPedigreeFunction  
## Pregnancies -0.07353461 0.01768309 -0.03352267  
## Glucose 0.33135711 0.22107107 0.13733730  
## BloodPressure 0.08893338 0.28180529 0.04126495  
## SkinThickness 0.43678257 0.39257320 0.18392757  
## Insulin 1.00000000 0.19785906 0.18507093  
## BMI 0.19785906 1.00000000 0.14064695  
## DiabetesPedigreeFunction 0.18507093 0.14064695 1.00000000  
## Age -0.04216295 0.03624187 0.03356131  
## Outcome 0.13054795 0.29269466 0.17384407  
## Age Outcome  
## Pregnancies 0.54434123 0.22189815  
## Glucose 0.26351432 0.46658140  
## BloodPressure 0.23952795 0.06506836  
## SkinThickness -0.11397026 0.07475223  
## Insulin -0.04216295 0.13054795  
## BMI 0.03624187 0.29269466  
## DiabetesPedigreeFunction 0.03356131 0.17384407  
## Age 1.00000000 0.23835598  
## Outcome 0.23835598 1.00000000

# 資料前處理(刪除等於0的欄位，但不包含懷孕變數中的0以及判斷結果的0)  
Diabetes\_data = Diabetes\_data[rowSums(Diabetes\_data[, -c(1,9)] == 0)==0,]  
print("dimesions after delete rows which has 0\n")

## [1] "dimesions after delete rows which has 0\n"

dim(Diabetes\_data)

## [1] 392 9

# 處理完後，再引入資料   
attach(Diabetes\_data)  
knitr::opts\_chunk$set(echo = TRUE)

### Spilt half data into training set & testing set

set.seed(1)  
train = sample(1:nrow(Diabetes\_data), nrow(Diabetes\_data)/2)  
test = rep(1:nrow(Diabetes\_data))  
test = test[-train]

### Lec1.Linear Regression

lm.fit = lm(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction + Age + SkinThickness + Insulin, data = Diabetes\_data)  
summary(lm.fit)

##   
## Call:  
## lm(formula = Outcome ~ Pregnancies + Glucose + BloodPressure +   
## BMI + DiabetesPedigreeFunction + Age + SkinThickness + Insulin,   
## data = Diabetes\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.07966 -0.25711 -0.06177 0.25851 1.03750   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.103e+00 1.436e-01 -7.681 1.34e-13 \*\*\*  
## Pregnancies 1.295e-02 8.364e-03 1.549 0.12230   
## Glucose 6.409e-03 8.159e-04 7.855 4.07e-14 \*\*\*  
## BloodPressure 5.465e-05 1.730e-03 0.032 0.97482   
## BMI 9.325e-03 3.901e-03 2.391 0.01730 \*   
## DiabetesPedigreeFunction 1.572e-01 5.804e-02 2.708 0.00707 \*\*   
## Age 5.878e-03 2.787e-03 2.109 0.03559 \*   
## SkinThickness 1.678e-03 2.522e-03 0.665 0.50631   
## Insulin -1.233e-04 2.045e-04 -0.603 0.54681   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3853 on 383 degrees of freedom  
## Multiple R-squared: 0.3458, Adjusted R-squared: 0.3321   
## F-statistic: 25.3 on 8 and 383 DF, p-value: < 2.2e-16

lm.fit = lm(Outcome ~ Pregnancies + Glucose + BMI +DiabetesPedigreeFunction, data = Diabetes\_data)  
summary(lm.fit)

##   
## Call:  
## lm(formula = Outcome ~ Pregnancies + Glucose + BMI + DiabetesPedigreeFunction,   
## data = Diabetes\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.17701 -0.25751 -0.07474 0.26297 1.03755   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.0109077 0.1120866 -9.019 < 2e-16 \*\*\*  
## Pregnancies 0.0256428 0.0062174 4.124 4.55e-05 \*\*\*  
## Glucose 0.0065590 0.0006655 9.856 < 2e-16 \*\*\*  
## BMI 0.0110866 0.0028731 3.859 0.000133 \*\*\*  
## DiabetesPedigreeFunction 0.1658826 0.0575870 2.881 0.004191 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.386 on 387 degrees of freedom  
## Multiple R-squared: 0.3364, Adjusted R-squared: 0.3295   
## F-statistic: 49.04 on 4 and 387 DF, p-value: < 2.2e-16

lm.fit = lm(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction + Insulin, data = Diabetes\_data)  
summary(lm.fit)

##   
## Call:  
## lm(formula = Outcome ~ Pregnancies + Glucose + BloodPressure +   
## BMI + DiabetesPedigreeFunction + Insulin, data = Diabetes\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.13946 -0.26093 -0.07272 0.25821 1.05359   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.059e+00 1.405e-01 -7.539 3.42e-13 \*\*\*  
## Pregnancies 2.499e-02 6.369e-03 3.924 0.000103 \*\*\*  
## Glucose 6.723e-03 8.068e-04 8.333 1.41e-15 \*\*\*  
## BloodPressure 7.110e-04 1.710e-03 0.416 0.677814   
## BMI 1.087e-02 3.044e-03 3.571 0.000401 \*\*\*  
## DiabetesPedigreeFunction 1.693e-01 5.798e-02 2.920 0.003711 \*\*   
## Insulin -9.223e-05 2.048e-04 -0.450 0.652722   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3868 on 385 degrees of freedom  
## Multiple R-squared: 0.337, Adjusted R-squared: 0.3267   
## F-statistic: 32.62 on 6 and 385 DF, p-value: < 2.2e-16

lm.fit = lm(Outcome ~ Age + Glucose + BMI + DiabetesPedigreeFunction, data = Diabetes\_data)  
 summary(lm.fit)

##   
## Call:  
## lm(formula = Outcome ~ Age + Glucose + BMI + DiabetesPedigreeFunction,   
## data = Diabetes\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.11846 -0.26145 -0.07393 0.27717 1.04901   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.1183739 0.1164806 -9.601 < 2e-16 \*\*\*  
## Age 0.0088972 0.0020341 4.374 1.57e-05 \*\*\*  
## Glucose 0.0061314 0.0006882 8.909 < 2e-16 \*\*\*  
## BMI 0.0103822 0.0028591 3.631 0.00032 \*\*\*  
## DiabetesPedigreeFunction 0.1529780 0.0574792 2.661 0.00810 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.385 on 387 degrees of freedom  
## Multiple R-squared: 0.3398, Adjusted R-squared: 0.333   
## F-statistic: 49.8 on 4 and 387 DF, p-value: < 2.2e-16

knitr::opts\_chunk$set(echo = TRUE)

### Lec2.use logistic regression

# fitting glm model with all parameters  
glm.fit = glm(Outcome~Pregnancies + Glucose + BloodPressure + SkinThickness + Insulin + BMI + DiabetesPedigreeFunction + Age, data=Diabetes\_data, subset=train, family=binomial)  
summary(glm.fit)

##   
## Call:  
## glm(formula = Outcome ~ Pregnancies + Glucose + BloodPressure +   
## SkinThickness + Insulin + BMI + DiabetesPedigreeFunction +   
## Age, family = binomial, data = Diabetes\_data, subset = train)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.104e+01 1.844e+00 -5.985 2.17e-09 \*\*\*  
## Pregnancies -6.846e-02 7.533e-02 -0.909 0.3635   
## Glucose 3.261e-02 7.669e-03 4.253 2.11e-05 \*\*\*  
## BloodPressure 1.397e-02 1.868e-02 0.748 0.4546   
## SkinThickness 1.429e-02 2.526e-02 0.565 0.5717   
## Insulin -2.441e-04 2.089e-03 -0.117 0.9070   
## BMI 8.917e-02 4.124e-02 2.162 0.0306 \*   
## DiabetesPedigreeFunction 7.012e-01 6.649e-01 1.055 0.2916   
## Age 4.730e-02 2.594e-02 1.823 0.0683 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 243.07 on 195 degrees of freedom  
## Residual deviance: 171.41 on 187 degrees of freedom  
## AIC: 189.41  
##   
## Number of Fisher Scoring iterations: 5

# fitting again with selected important parameters  
glm.fit.1 = glm(Outcome~ Glucose + BMI + Age, data=Diabetes\_data, subset=train, family=binomial)  
summary(glm.fit.1)

##   
## Call:  
## glm(formula = Outcome ~ Glucose + BMI + Age, family = binomial,   
## data = Diabetes\_data, subset = train)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -10.082459 1.529839 -6.591 4.38e-11 \*\*\*  
## Glucose 0.033218 0.006333 5.246 1.56e-07 \*\*\*  
## BMI 0.111617 0.031846 3.505 0.000457 \*\*\*  
## Age 0.038158 0.018840 2.025 0.042830 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 243.07 on 195 degrees of freedom  
## Residual deviance: 174.06 on 192 degrees of freedom  
## AIC: 182.06  
##   
## Number of Fisher Scoring iterations: 5

# show result model coefficient  
summary(glm.fit.1)$coef

## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -10.08245946 1.529838981 -6.590536 4.382404e-11  
## Glucose 0.03321775 0.006332572 5.245539 1.558262e-07  
## BMI 0.11161699 0.031845680 3.504934 4.567211e-04  
## Age 0.03815754 0.018839859 2.025362 4.283016e-02

# predict testing data  
glm.probs = predict(glm.fit.1,Diabetes\_data[test,],type="response")  
glm.pred = rep(0,nrow(Diabetes\_data)/2)  
glm.pred[glm.probs>0.5] = 1  
  
# show result of prediction & accuracy  
table(glm.pred, Outcome[test])

##   
## glm.pred 0 1  
## 0 117 31  
## 1 10 38

mean(glm.pred==Outcome[test])

## [1] 0.7908163

knitr::opts\_chunk$set(echo = TRUE)

### Lec3.LDA

library(MASS)  
lda1.fit = lda(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction, data = Diabetes\_data, subset = train)  
lda1.fit

## Call:  
## lda(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction,   
## data = Diabetes\_data, subset = train)  
##   
## Prior probabilities of groups:  
## 0 1   
## 0.6887755 0.3112245   
##   
## Group means:  
## Pregnancies Glucose BloodPressure BMI DiabetesPedigreeFunction  
## 0 3.066667 112.4296 69.34815 31.49556 0.4506741  
## 1 4.163934 147.6066 75.54098 36.00820 0.5709180  
##   
## Coefficients of linear discriminants:  
## LD1  
## Pregnancies 0.01984221  
## Glucose 0.02788976  
## BloodPressure 0.01419150  
## BMI 0.06666257  
## DiabetesPedigreeFunction 0.50711705

plot(lda1.fit)

![](data:image/png;base64,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)

lda1.pred = predict(lda1.fit,Diabetes\_data[test,])  
lda1.class = lda1.pred$class  
  
# show result of prediction & accuracy   
table(lda1.class, Outcome[test])

##   
## lda1.class 0 1  
## 0 117 32  
## 1 10 37

mean(lda1.class == Outcome[test])

## [1] 0.7857143

lda2.fit = lda(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction + Insulin, data = Diabetes\_data, subset = train)  
lda2.fit

## Call:  
## lda(Outcome ~ Pregnancies + Glucose + BloodPressure + BMI + DiabetesPedigreeFunction +   
## Insulin, data = Diabetes\_data, subset = train)  
##   
## Prior probabilities of groups:  
## 0 1   
## 0.6887755 0.3112245   
##   
## Group means:  
## Pregnancies Glucose BloodPressure BMI DiabetesPedigreeFunction Insulin  
## 0 3.066667 112.4296 69.34815 31.49556 0.4506741 128.5111  
## 1 4.163934 147.6066 75.54098 36.00820 0.5709180 213.0164  
##   
## Coefficients of linear discriminants:  
## LD1  
## Pregnancies 0.0192794919  
## Glucose 0.0283883702  
## BloodPressure 0.0140799340  
## BMI 0.0672568521  
## DiabetesPedigreeFunction 0.5198510234  
## Insulin -0.0002382696

plot(lda2.fit)
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lda2.pred = predict(lda2.fit,Diabetes\_data[test,])  
lda2.class = lda2.pred$class  
  
# show result of prediction & accuracy  
table(lda2.class, Outcome[test])

##   
## lda2.class 0 1  
## 0 117 33  
## 1 10 36

mean(lda2.class == Outcome[test])

## [1] 0.7806122

lda3.fit = lda(Outcome ~ Age + Glucose + BMI + DiabetesPedigreeFunction, data = Diabetes\_data, subset = train)  
lda3.fit

## Call:  
## lda(Outcome ~ Age + Glucose + BMI + DiabetesPedigreeFunction,   
## data = Diabetes\_data, subset = train)  
##   
## Prior probabilities of groups:  
## 0 1   
## 0.6887755 0.3112245   
##   
## Group means:  
## Age Glucose BMI DiabetesPedigreeFunction  
## 0 28.97037 112.4296 31.49556 0.4506741  
## 1 35.13115 147.6066 36.00820 0.5709180  
##   
## Coefficients of linear discriminants:  
## LD1  
## Age 0.02786757  
## Glucose 0.02601238  
## BMI 0.07485925  
## DiabetesPedigreeFunction 0.46170142

plot(lda3.fit)
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lda3.pred = predict(lda3.fit,Diabetes\_data[test,])  
lda3.class = lda3.pred$class  
  
# show result of prediction & accuracy  
table(lda3.class, Outcome[test])

##   
## lda3.class 0 1  
## 0 115 31  
## 1 12 38

mean(lda3.class == Outcome[test])

## [1] 0.7806122

knitr::opts\_chunk$set(echo = TRUE)

### Lec4.use k-nearest neighbor(KNN)

#### 跑迴圈k = 1~100，找出最佳的k

# import function  
library(class)  
  
# 設定訓練資料和測試資料 (a:全部的參數 / b:重要的參數 / c:再刪除BMI)  
train\_a = Diabetes\_data[train,-9]   
test\_a = Diabetes\_data[test,-9]  
  
train\_b = cbind(Glucose, BMI, DiabetesPedigreeFunction, Age)[train,]   
test\_b = cbind(Glucose, BMI, DiabetesPedigreeFunction, Age)[test,]  
  
train\_c = cbind(Glucose, DiabetesPedigreeFunction, Age)[train,]   
test\_c = cbind(Glucose, DiabetesPedigreeFunction, Age)[test,]  
   
# 初始化   
train\_a.err = rep(0,100)   
train\_b.err = rep(0,100)   
train\_c.err = rep(0,100)   
little\_train\_a = 1   
little\_train\_b = 1   
little\_train\_c = 1   
best\_train\_a\_k = 0   
best\_train\_b\_k = 0   
best\_train\_c\_k = 0   
  
# 計算預測及誤差，還有找出最佳k   
for(x in 1:100){   
 set.seed(1)  
 train\_a.pred = knn(train\_a , test\_a , Outcome[train] , k=x)   
 train\_b.pred = knn(train\_b , test\_b , Outcome[train] , k=x)   
 train\_c.pred = knn(train\_c , test\_c , Outcome[train] , k=x)   
 train\_a.err[x] = mean(train\_a.pred != Outcome[test])   
 train\_b.err[x] = mean(train\_b.pred != Outcome[test])   
 train\_c.err[x] = mean(train\_c.pred != Outcome[test])   
 if(little\_train\_a>train\_a.err[x]){   
 little\_train\_a = train\_a.err[x]   
 best\_train\_a\_k = x   
 }   
 if(little\_train\_b>train\_b.err[x]){   
 little\_train\_b = train\_b.err[x]   
 best\_train\_b\_k = x   
 }  
 if(little\_train\_c>train\_c.err[x]){   
 little\_train\_c = train\_c.err[x]   
 best\_train\_c\_k = x   
 }  
}   
# 畫圖   
plot(1:100 , train\_a.err , type="b" , col="blue" ,main="KNN error rate with different k" , xlab="k" , ylab="Error Rate" , pch=20)   
points(1:100 , train\_b.err , type="b" , col="orange" , pch=20)   
points(1:100 , train\_c.err , type="b" , col="green" , pch=20)   
points(best\_train\_a\_k, little\_train\_a , type="b" , col="red" , pch="x")   
points(best\_train\_b\_k , little\_train\_b , type="b" , col="red" , pch="x")   
points(best\_train\_c\_k , little\_train\_c , type="b" , col="red" , pch="x")   
legend("topright" , legend = c("Train\_a Errors","Train\_b Errors","Train\_c Errors") , col=c("blue","orange","green") , pch=20 , lty=1)
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# 輸出最佳的train k和test k，以及其所對應的正確率   
c(best\_train\_a\_k,best\_train\_b\_k,best\_train\_c\_k)

## [1] 9 10 11

c(round(1-little\_train\_a,digits=5),round(1-little\_train\_b,digits=5),round(1-little\_train\_c,digits=5))

## [1] 0.75000 0.78571 0.80102

knitr::opts\_chunk$set(echo = TRUE)

### Lec5.PCA

pr.out=prcomp(Diabetes\_data,scale=TRUE)  
names(pr.out)

## [1] "sdev" "rotation" "center" "scale" "x"

pr.out$rotation

## PC1 PC2 PC3 PC4  
## Pregnancies 0.2861619 -0.54048074 0.2600234 -0.18854762  
## Glucose 0.4174054 -0.04390767 -0.4194181 0.25906169  
## BloodPressure 0.2822264 -0.01607912 0.4345492 0.29956591  
## SkinThickness 0.3333287 0.42666496 0.3323389 -0.08920747  
## Insulin 0.3375709 0.07236187 -0.4916387 0.31711763  
## BMI 0.3234157 0.51692606 0.2817824 0.03002165  
## DiabetesPedigreeFunction 0.1672021 0.18723663 -0.2575468 -0.81903172  
## Age 0.3773315 -0.46387809 0.1739967 -0.13893589  
## Outcome 0.4052615 -0.03101504 -0.1986934 -0.08976693  
## PC5 PC6 PC7 PC8  
## Pregnancies 0.24955642 0.11832785 -0.09735567 -0.21736288  
## Glucose -0.06139077 -0.06728382 0.69533182 -0.29050231  
## BloodPressure -0.77534260 0.07799010 -0.02984687 0.14738893  
## SkinThickness 0.38349232 0.06377869 0.32248505 0.56208037  
## Insulin 0.09000243 0.50275840 -0.47226034 0.21963675  
## BMI 0.14166125 0.01500220 -0.25337161 -0.66619419  
## DiabetesPedigreeFunction -0.37873608 0.22789381 0.03650428 -0.01968351  
## Age 0.11553573 0.16504285 0.02644896 0.06421974  
## Outcome -0.02779195 -0.79947196 -0.33598956 0.18476289  
## PC9  
## Pregnancies 0.62435959  
## Glucose 0.06816477  
## BloodPressure 0.10800026  
## SkinThickness 0.13182123  
## Insulin 0.08000558  
## BMI -0.13993679  
## DiabetesPedigreeFunction 0.05240235  
## Age -0.73989772  
## Outcome 0.01760479

biplot(pr.out, scale=0)
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pr.out$scale

## Pregnancies Glucose BloodPressure   
## 3.2114245 30.8607806 12.4960916   
## SkinThickness Insulin BMI   
## 10.5164239 118.8416898 7.0276592   
## DiabetesPedigreeFunction Age Outcome   
## 0.3454880 10.2007765 0.4714014

pr.out$sdev

## [1] 1.7136649 1.2481719 1.1091720 0.9796174 0.8486866 0.7996861 0.5963075  
## [8] 0.5510200 0.5445494

pr.var = pr.out$sdev^2  
pve = pr.var/sum(pr.var)  
pve

## [1] 0.32629417 0.17310368 0.13669583 0.10662782 0.08002989 0.07105532 0.03950918  
## [8] 0.03373589 0.03294822

plot(cumsum(pve), xlab="Principal Component", ylab="Cumulative Proporti on of Variance Explained", ylim=c(0,1),type='b')
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# 將PC1,PC2 作為要被分群的資料  
train\_pca = pr.out$x[,1:3]  
km.out = kmeans(train\_pca,2,nstart=30)  
plot(train\_pca , col=(km.out$cluster+1) , main="K-Means Clustering Result with K=2" , xlab="" , ylab="" , pch=20 , cex=1)
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result = rep(1,length(km.out$cluster))  
result[km.out$cluster==2] = 0  
  
# show the result and accuracy  
table(result, t(Diabetes\_data["Outcome"]))

##   
## result 0 1  
## 0 214 15  
## 1 48 115

mean(result == t(Diabetes\_data["Outcome"]))

## [1] 0.8392857

knitr::opts\_chunk$set(echo = TRUE)

### Lec11.Dicision tree (Classification tree)

library(tree)

## Warning: 套件 'tree' 是用 R 版本 4.4.2 來建造的

Diabetes\_data$Outcome = as.factor(Diabetes\_data$Outcome)  
tree.d = tree(Outcome~.-Outcome, Diabetes\_data)  
summary(tree.d)

##   
## Classification tree:  
## tree(formula = Outcome ~ . - Outcome, data = Diabetes\_data)  
## Variables actually used in tree construction:  
## [1] "Glucose" "Insulin"   
## [3] "DiabetesPedigreeFunction" "BMI"   
## [5] "Age" "BloodPressure"   
## [7] "Pregnancies"   
## Number of terminal nodes: 17   
## Residual mean deviance: 0.6294 = 236 / 375   
## Misclassification error rate: 0.148 = 58 / 392

plot(tree.d)  
text(tree.d,pretty=0)
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knitr::opts\_chunk$set(echo = TRUE)

### Lec11.Random Forest

# import functions  
library(randomForest)

## Warning: 套件 'randomForest' 是用 R 版本 4.4.2 來建造的

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

Diabetes\_data$Outcome = as.factor(Diabetes\_data$Outcome)  
  
best\_x = 0  
best\_forest = 0  
best\_forest\_pred = 0  
best\_forest\_acc = 0  
  
# build a forest with training set  
for(x in 1:8){  
 Diabete\_forest = randomForest(Outcome~., data=Diabetes\_data, subset = train, mtry=x, importance=TRUE)  
 # predict testing data  
 Diabete\_forest\_pred = predict(Diabete\_forest, newdata=Diabetes\_data[test, ])  
 accur\_forest = mean(Outcome[test]==Diabete\_forest\_pred)  
 if(accur\_forest > best\_forest\_acc){  
 best\_x = x  
 best\_forest = Diabete\_forest  
 best\_forest\_pred = Diabete\_forest\_pred  
 best\_forest\_acc = accur\_forest  
 }  
}  
best\_forest

##   
## Call:  
## randomForest(formula = Outcome ~ ., data = Diabetes\_data, mtry = x, importance = TRUE, subset = train)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 5  
##   
## OOB estimate of error rate: 22.45%  
## Confusion matrix:  
## 0 1 class.error  
## 0 120 15 0.1111111  
## 1 29 32 0.4754098

best\_x

## [1] 5

importance(best\_forest)

## 0 1 MeanDecreaseAccuracy  
## Pregnancies 5.209779 -3.9645770 2.5510697  
## Glucose 13.930817 18.0659369 22.4067909  
## BloodPressure -1.548222 2.6431990 0.2360875  
## SkinThickness 3.736586 2.9358896 4.6014575  
## Insulin 4.532332 11.7465439 10.9214549  
## BMI 6.720604 4.3479663 7.7778515  
## DiabetesPedigreeFunction 2.292963 0.5420898 1.9294765  
## Age 5.805903 2.2142898 6.2447697  
## MeanDecreaseGini  
## Pregnancies 4.543178  
## Glucose 24.617193  
## BloodPressure 5.939702  
## SkinThickness 6.961102  
## Insulin 13.453945  
## BMI 10.707598  
## DiabetesPedigreeFunction 9.548912  
## Age 7.700717

varImpPlot(best\_forest)
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# show the predict result  
confusion\_matrix = table(best\_forest\_pred, Outcome[test])  
confusion\_matrix

##   
## best\_forest\_pred 0 1  
## 0 116 33  
## 1 11 36

best\_forest\_acc

## [1] 0.7755102

knitr::opts\_chunk$set(echo = TRUE)

### Lec14.SVM

# import function  
library(e1071)

## Warning: 套件 'e1071' 是用 R 版本 4.4.2 來建造的

Diabetes\_data$Outcome = as.factor(Diabetes\_data$Outcome)  
  
tune.out = tune(svm, Outcome~.,data=Diabetes\_data[train,], kernel="radial", ranges=list(cost=c(0.1,1,10,100,1000), gamma=c(0.5,1,2,3,4)))  
summary(tune.out)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost gamma  
## 1 0.5  
##   
## - best performance: 0.2713158   
##   
## - Detailed performance results:  
## cost gamma error dispersion  
## 1 1e-01 0.5 0.3126316 0.1158944  
## 2 1e+00 0.5 0.2713158 0.1154664  
## 3 1e+01 0.5 0.3078947 0.1433453  
## 4 1e+02 0.5 0.3078947 0.1433453  
## 5 1e+03 0.5 0.3078947 0.1433453  
## 6 1e-01 1.0 0.3126316 0.1158944  
## 7 1e+00 1.0 0.3071053 0.1000389  
## 8 1e+01 1.0 0.3073684 0.1372452  
## 9 1e+02 1.0 0.3073684 0.1372452  
## 10 1e+03 1.0 0.3073684 0.1372452  
## 11 1e-01 2.0 0.3126316 0.1158944  
## 12 1e+00 2.0 0.3126316 0.1158944  
## 13 1e+01 2.0 0.3073684 0.1115367  
## 14 1e+02 2.0 0.3073684 0.1115367  
## 15 1e+03 2.0 0.3073684 0.1115367  
## 16 1e-01 3.0 0.3126316 0.1158944  
## 17 1e+00 3.0 0.3126316 0.1158944  
## 18 1e+01 3.0 0.3126316 0.1158944  
## 19 1e+02 3.0 0.3126316 0.1158944  
## 20 1e+03 3.0 0.3126316 0.1158944  
## 21 1e-01 4.0 0.3126316 0.1158944  
## 22 1e+00 4.0 0.3126316 0.1158944  
## 23 1e+01 4.0 0.3126316 0.1158944  
## 24 1e+02 4.0 0.3126316 0.1158944  
## 25 1e+03 4.0 0.3126316 0.1158944

true=Outcome[test]  
pred=predict(tune.out$best.model, newx=Diabetes\_data[test,])  
  
table(true, pred)

## pred  
## true 0 1  
## 0 96 31  
## 1 48 21

mean(pred == true)

## [1] 0.5969388

knitr::opts\_chunk$set(echo = TRUE)