# Lab\_3 基于监督学习的表情识别

## 一、实习目的与要求

1、结合实际应用理解监督学习分类过程；

2、理论结合实践，采用至少一种分类方法实现EmotionNet 自发表情数据预测；

3、通过进一步查阅文献，了解相关研究方向的最新研究进展。

## 二、实习题目

基于\*\*分类方法的人脸表情识别。

#### 【实验数据】

2479张人脸表情图像，要求能够预测人脸的七类表情：happy， angry， sad, disgust, surprise, fear, neutral

#### 【过程描述】

1. 数据预处理，清洗，提取特征（至少选一种颜色直方图、sift、hog、lbp等）
2. 要求采用至少一种分类器（决策树、贝叶斯、SVM、神经网络等），自动识别人脸自发表情
3. 要求采用5-折交叉验证
4. 要求绘出混淆矩阵、计算准确率、召回率和F1.

#### 【源代码】

数据预处理：去除xlsx中不存在的图片以及错误的图片：

对存在的图像：

1：针对LBP特征：先压缩成（200，200，3），在转化成灰度图像。从xlsx中提取图像对应的标签：

dataSet=[];dataLabel=[];  
info=xlrd.open\_workbook(**"URLsWithEmotionCat.xlsx"**);  
info\_sheet1=info.sheet\_by\_index(0);  
*#print(info\_sheet1.cell\_value(1,0));  
#print(info\_sheet1);*rows,columns=info\_sheet1.nrows,info\_sheet1.ncols;  
*#count=0;  
#print(rows,columns);***for** i **in** range(1,rows):  
 *#根据xlsx中第一列的数据获取图像名称,为字符串中最后一个/后面的字符串* url=info\_sheet1.cell\_value(i,0);  
 temp=re.split(**'/'**,url);  
 imageName=temp[len(temp)-1];  
  
 *#读取图像* **try**:  
 *#获取初始图像* init\_image=mpimg.imread(**"urlf/"**+imageName);  
 *#缩放减少计算量* image=transform.resize(init\_image,(200,200));  
 *#灰度化* gravity = np.array([0.299, 0.587, 0.114])  
 data=np.array(image);  
 data=np.dot(data,gravity.T)  
 *#将其转为一维数组  
 #data=data.flatten()* **for** j **in** range(1,columns):  
 **if**(int(info\_sheet1.cell\_value(i,j))!=-1):  
 dataLabel.append(j-1);  
 **break**;  
  
 dataSet.append(data);  
  
 *#判断图像是否缩放成功  
 #plt.figure('resize')  
 #plt.subplot(111)  
 #plt.title('before resize')  
 #plt.imshow(image, plt.cm.gray)  
 #picture.reshape(48,48);  
 #print("he")* **except**:  
 **continue**;  
 print(i,imageName);  
 print(**"This picture isn't exist"**);  
print(len(dataSet));  
  
np.save(**"docData.npy"**,dataSet);  
np.save(**"docLabel.npy"**,dataLabel)

之后:

dataSet=np.load(**"docData.npy"**);

dataLabel=np.load(**"docLabel.npy"**);  
**return** dataSet,dataLabel;

2:提取LBP特征：对所有的图像特征直接取LBP特征，中的local\_binary\_pattern直接分析，因为值在0到255之间的整数，故用直方统计图将其划分为256份，进行归类统计：

radius=1;  
points=8;  
**def** LBP\_doc(docMat):  
 hist\_doc=np.zeros((len(docMat),256));  
 *#np.save("LBPData.npy",hist\_doc);* **for** i **in** range(len(docMat)):  
 *#print(np.array(trainMat[i]).shape)* lbp=skft.local\_binary\_pattern(docMat[i],points,radius,**"default"**);  
 *#print(np.array(lbp).shape);* max\_bin=int(lbp.max()+1);  
 hist\_doc[i],\_=np.histogram(lbp,normed=**True**,bins=max\_bin,range=(0,max\_bin));  
 **return** hist\_doc;

3：提取SIFT特征：先提取出有效图像后，做灰度处理（不压缩）,直接通过opencv中的xfeatures2d.SIFT\_creat提取创建SIFT的对象，通过对象的detectAndCompute获取特征点，每个特征点的维度为128，然后使用PCA降维降到15维，减少运算量。最后提取图像对应标签：

**def** SIFT():  
 dataSet = [];  
 dataLabel = [];  
  
 info = xlrd.open\_workbook(**"URLsWithEmotionCat.xlsx"**);  
 info\_sheet1 = info.sheet\_by\_index(0);  
  
 rows, columns = info\_sheet1.nrows, info\_sheet1.ncols;  
 Array\_des=[];  
 **for** i **in** range(1, rows):  
 *# 根据xlsx中第一列的数据获取图像名称,为字符串中最后一个/后面的字符串* url = info\_sheet1.cell\_value(i, 0);  
 temp = re.split(**'/'**, url);  
 imageName = temp[len(temp) - 1];  
  
 *# 读取图像* **try**:  
 *# 获取初始图像* init\_image = cv2.imread(**"urlf/"** + imageName);  
 *# 灰度化* gray=cv2.cvtColor(init\_image,cv2.COLOR\_RGB2GRAY);  
 *#siftDetector=cv2.xfeatures2d.SIFT\_create(100);* siftDetector =cv2.xfeatures2d.SIFT\_create(23);  
 kp,des=siftDetector.detectAndCompute(gray, **None**);  
 *#des=des[:24,:];* new\_des=pca(des,15);  
 new\_des=new\_des[:23,:];  
  
 print(np.array(new\_des).shape)  
 new\_des=np.array(new\_des).flatten();  
**for** j **in** range(1, columns):  
 **if** (int(info\_sheet1.cell\_value(i, j)) != -1):  
 dataLabel.append(j - 1);  
 **break**;  
 Array\_des.append(new\_des)  
 *#dataSet.append(data);* **except**:  
 **continue**;  
 print(len(Array\_des));  
 *#Array\_des=np.load("SIFT.npy");* np.save(**"docLabel.npy"**,dataLabel);  
 dataLabel=np.load(**"docLabel.npy"**);  
 print(len(dataLabel));  
 np.save(**"SIFT.npy"**,Array\_des);  
 print(np.array(Array\_des).shape);  
 **return** Array\_des,dataLabel;

4：混淆矩阵及其回归率，准确率，精确率的计算：使用sklearn.metrics中的confusion\_matrix求得混淆矩阵，然后依据混淆矩阵计算出回归率，准确率，精确率。

*#根据testLabel和predict来制作混淆矩阵***def** my\_confusion\_matrix(testLabel,predict):  
 labels=list(set(testLabel)); *#获得类别数* con\_mat=confusion\_matrix(testLabel,predict);  
 print(type(con\_mat))  
 print(len(con\_mat),len(con\_mat[0]))  
 print(**"confusion\_matrix:"**);  
 print(**"label:\t"**,end=**''**);  
 **for** i **in** range(len(labels)):  
 print(str(labels[i])+**"\t"**,end=**''**);  
 print();  
 **for** i **in** range(len(labels)):  
 print(str(i)+**"\t\t"**,end=**''**);  
 **for** j **in** range(len(con\_mat)):  
 print(str(con\_mat[i][j])+**"\t"**,end=**''**);  
 print();  
 print();  
  
 *#准确率计算* true\_num=0; *#预测正确的个数* **for** i **in** range(len(con\_mat)):  
 true\_num+=con\_mat[i,i];  
 Arrucate=float(true\_num)/float(np.array(con\_mat).sum());  
 print(**"准确率:"**+str(Arrucate));  
 *#召回率计算，所有值的召回率求平均* Recall=0.0;  
 **for** i **in** range(len(con\_mat)):  
 *#print(con\_mat[:,i])* **if** sum(con\_mat[:,i])!=0:  
 Recall+=float(con\_mat[i][i])/float(sum(con\_mat[:,i]));  
  
 Recall=Recall/float(len(con\_mat[0]));  
 print(**"召回率:"**+str(Recall));  
  
 *#求精确率，所有精确率求平均* Precise=0;  
 **for** i **in** range(len(con\_mat)):  
 *#print(con\_mat[i,:])* Precise+=float(con\_mat[i][i])/float(sum(con\_mat[i,:]));  
 Precise=Precise/float(len(con\_mat[0]));  
 print(**"精确率:"**+str(Precise))  
  
 **return** Arrucate;

5:k折交叉运算：

使用sklearn.model\_selection中的Kfold划分数据集和标签。分成K份，每次都进行决策树、贝叶斯、SVM、神经网络的计算。求出各种方法对应的混淆矩阵，回归率，准确率，精确率。最后在求出每种方法对应的平均准确率；

**def** K\_Cross\_Validation(k):  
 docLabel=np.load(**"docLabel.npy"**);  
 print(len(docLabel));  
 docLabel = np.array(docLabel);  
 kf=KFold(n\_splits=k);  
 Accurate\_NN=0.0;Accurate\_SVM=0.0;Accurate\_DTC=0.0;Accurate\_Bayes=0.0;  
 *#hist\_data=np.array(LBP\_doc(docData));  
 #np.save("LBPData.npy",hist\_data);* hist\_data=np.load(**"LBPData.npy"**);  
 *#hist\_data=np.load("SIFT.npy");* print(np.array(hist\_data).shape)  
 **for** trainIdex,testIndex **in** kf.split(hist\_data):  
  
 *#hist\_data,docLabel必须为np.array型* trainData,testData=hist\_data[trainIdex],hist\_data[testIndex];  
 trainLabel,testLabel=docLabel[trainIdex],docLabel[testIndex];  
  
 *#神经网络* print(**"NeuralNet\_Method:"**)  
 predict=NeuralNet\_Method(trainData,trainLabel,testData,testLabel);  
 Ac=my\_confusion\_matrix(testLabel,predict);  
 Accurate\_NN+=Ac;  
  
 *#SVM* print(**"SVM\_Method:"**);  
 predict=SVM\_Method(trainData,trainLabel,testData,testLabel);  
 Ac=my\_confusion\_matrix(testLabel,predict);  
 Accurate\_SVM+=Ac;  
 *#决策树* print(**"DTC\_Method:"**);  
 predict=DTC\_Method(trainData,trainLabel,testData,testLabel);  
 Ac=my\_confusion\_matrix(testLabel,predict);  
 Accurate\_DTC+=Ac;  
  
 *#贝叶斯方法* print(**"Bayes\_Method"**);  
 predict=Bayes\_Method(trainData,trainLabel,testData,testLabel);  
 Ac=my\_confusion\_matrix(testLabel,predict)  
 Accurate\_Bayes+=Ac;  
 *#n\_jobs是多线程,-1代表全部cpu资源都用上  
 # result = OneVsRestClassifier(dtc, -1).fit(trainData, trainLabel).score(testData, testLabel)  
  
 # dtc = DecisionTreeClassifier();  
 # dtc.fit(trainData,trainLabel);  
 # result=dtc.score(testData,testLabel);  
  
 #Accurate+=result;* print(**"NeuralNet\_Method:"**+str(float(Accurate\_NN/float(k))));  
 print(**"SVM\_Method:"** + str(float(Accurate\_SVM / float(k))));  
 print(**"DTC\_Method:"** + str(float(Accurate\_DTC / float(k))));  
 print(**"Bayes\_Method:"** + str(float(Accurate\_Bayes / float(k))));

关于神经网络，自己尝试基于Keras编写了一个3层网络，迭代400次，相比于sklearn中的库函数，计算出的准确率相差不大，但时间复杂度很大。下面附上自己编写的神经网络（其实也是调用别人的东西，嘻嘻）：

**from** keras.models **import** Sequential  
**from** keras.layers.core **import** Dense  
**from** keras.utils.np\_utils **import** to\_categorical  
**import** numpy **as** np  
  
*#构建神经网络,训练模型***def** NueralNet(trainData,trainLabel,testData,testLabel):  
 *#将三位矩阵转化为2维，每一组值由灰度图像变为一维向量* trainData=trainData.reshape(trainData.shape[0],-1);  
 testData=testData.reshape(testData.shape[0],-1);  
 *#需要转化为维矩阵* col=np.array(trainData).shape[1];  
 model=Sequential();  
 model.add(Dense(100,input\_dim=col,activation=**"relu"**));  
 model.add(Dense(50,activation=**"relu"**));  
 model.add(Dense(16,activation=**"softmax"**));  
  
 model.compile(optimizer=**"sgd"**,loss=**"categorical\_crossentropy"**,metrics=[**'accuracy'**]);  
 categorical\_train\_labels = to\_categorical(trainLabel, num\_classes=**None**);  
 categorical\_test\_labels=to\_categorical(testLabel, num\_classes=**None**);  
 model.fit(trainData,categorical\_train\_labels,batch\_size=20,epochs=400);  
  
 predict=model.predict(testData);  
 **return** predict;

结果：

LBP特征：

![](data:image/png;base64,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)

SIFT特征：
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可以看到：SVM效果最好（单次测试有时可以达到0.34）神经网络次之（单次测试有时可以达到0.33）其次巨册书，贝叶斯效果最差。LBP五折一般为

某一次的（神经网络方法：LBP特征提取）
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（附上源代码）

#### 【改进设想】

1：关于Hog:此特征提取多用于与SVM结合的行人监测，sklearn库有封装，但自己没看懂该方法，就没敢乱尝试。后面可以使用该方法测试。

2：SIFT与LBP的结合：要转化成两个一维向量，之后与对应方法做分类处理，但结合的方法自己一直不理解。后面可以继续尝试。

（或查阅文献提出改进设想；或考虑与第三方机器学习库分类结果的比较；或与采用其他分类算法实现的结果比较等）。

## 三、本次实习小结

通过本次实习，能够有机会小小尝试一下神经网络的编写，原来也不是太过复杂\*当然我是基于Keras,TensorFlow自己还无法理解)。然后时图像中的处理方法，hog,lbp,sift，每种方法都有自己的特点。最后发现sklearn十分强大，从降维到各种分类如果再结合skimage，几乎完成了所有的工作，并且效率很高，时间复杂度也很低。只有你想不到，没有做不到的。富有趣味。但是使用别人的东西，也让自己对于这些模型没有真正的理解。自己无法真正理解轮子的原理，而冒然使用轮子。可能终会翻车。这是自己有待改进的。
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