# Django

# 目录结构

Cat——— **version2.X**

├── beetle **#功能目录**

│ ├── admin.py **#控制台目录，类似phpadmin**

│ ├── apps.py

│ ├── \_\_init\_\_.py

│ ├── migrations #迁移目录

│ ├── models.py **#模型目录**

│ ├── urls.py **#路由目录**

│ ├── tests.py #测试目录

│ └── views.py **#视图目录**

├── cat #系统配置目录

│ ├── \_\_init\_\_.py

│ ├── settings.py #**配置**

│ ├── urls.py #**路由**

│ └── wsgi.py #框架协议

├── temple **#模板文件夹**

├── db.sqlite3 #数据库

└── manage.py #主控

# 开发流程

1. 创建虚拟环境
2. 安装django
3. 创建项目
4. 创建应用

-------------------**以上查看 配置->命令** -------------

1. 在models.定义模型类
2. 迁移
3. 视图
4. 路由
5. 模板
6. Setting.py设置模板路径

View：接受请求，逻辑处理，调用数据，响应请求

Model：负责与数据库交互

Temple：模板

# MVT

## 配置

**cat/setting.py**

INSTALLED\_APPS 中添加模块

### 路由、模板

**cat/setting.py**

ROOT\_URLCONF 指定了url配置文件

'DIRS': [os.path.join(BASE\_DIR, 'templates')], #配置模板目录

**cat/urls.py**

**path需要导入**

**Path(“”,include(...)) #空字符串=^$，django2填写方法**

《《根据内容提示添加url解析，django2与之前版本不同

Url适用于django1.X

Path适用于django2.x》》

这里也可以将url分离开，分离出多个url文件,每个模块处理自己url文件

From django.urls import path,include

path('', include('beetle.urls'))

**Cat/beetle/urls.py**

from . import views

path('', views.index)

Path(“index/”, views.index)#这里是二级域名

### 迁移

1. 迁移目的主要是生成表的结构！！！
2. 前置条件：配置model.py类；
3. **如果以后要修改数据库结构，应直接修改表结构，再修改models中表的映射结构。不应再次迁移**

2、Python manage.py makemigrations

3、python manage.py migrations

### 配置admin.py

**手册--->django--->高级--->admin站点**

1. 前置条件：model.py映射，迁移成功
2. 注册admin类
3. Admin.py上填写：

from django.contrib import admin

from models import BookInfo

admin.site.register(BookInfo)

1. 定义显示效果

from django.contrib import admin

from models import BookInfo

Class BookInfoAdmin(admin.Admin):

List\_display = [pk, ‘key’] #这里定义效果,显示字段

admin.site.register(BookInfo, BookInfoAdmin)#添加第2个参数

### 定义template

### 命令

创建：mkvirtualenv [虚拟环境名称]

删除：rmvirtualenv [虚拟环境名称]

进入：workon [虚拟环境名称]

退出：deactivate

python manage.py createsuperuser

创建项目：django-admin startproject 项目名 #这个命令需要ln 到系统目录

创建应用：python manage.py startapp ***pack\_name***

创建迁移：python manage.py makemigrations

生成迁移：python manage.py migrate

开启：Python manage.py runserver 0.0.0.0：8000

### 配置mysql数据库

**/setting.py**

DATABASES = {

'default': {

**'ENGINE': 'django.db.backends.mysql',**

'NAME': 'TakePicture',

'USER': 'root',

'PASSWORD': 'humingfei212697~',

'HOST': '127.0.0.1',

'PORT': '3306'

}

}

### （7）参数

通过view函数传递过来的 reuqest，使用request.META.get("header key")来获取

注意：

header key必须大写，前缀必须是"HTTP",后面如果连接符是横线“-”，要改成下划线“\_”。例如你的header的key为api\_auth，那在Django中应该使用request.META.get("HTTP\_API\_AUTH")来获取请求头的数据。

### ****（8）request对象的属性****

request.scheme

代表请求的方案,http或者https

request.path

请求的路径,比如请求127.0.0.1/org/list,那这个值就是/org/list

request.method

表示请求使用的http方法,GET或者POST请求

request.encoding

表示提交数据的编码方式

request.GET

<QueryDict: **{'aaa': ['123']**}> #加粗的是携带的参数

获取GET请求

request.POST

获取post的请求,比如前端提交的用户密码,可以通过request.POST.get()来获取

另外：如果使用 POST 上传文件的话，文件信息将包含在 FILES 属性中

request.COOKIES

包含所有的cookie

request.META

一个标准的Python 字典，包含所有的HTTP 首部。具体的头部信息取决于客户端和服务器，下面是一些示例：

* CONTENT\_LENGTH —— 请求的正文的长度（是一个字符串）。
* CONTENT\_TYPE —— 请求的正文的MIME 类型。
* HTTP\_ACCEPT —— 响应可接收的Content-Type。
* HTTP\_ACCEPT\_ENCODING —— 响应可接收的编码。
* HTTP\_ACCEPT\_LANGUAGE —— 响应可接收的语言。
* HTTP\_HOST —— 客服端发送的HTTP Host 头部。
* HTTP\_REFERER —— Referring 页面。
* HTTP\_USER\_AGENT —— 客户端的user-agent 字符串。
* QUERY\_STRING —— 单个字符串形式的查询字符串（未解析过的形式）。
* REMOTE\_ADDR—— 客户端的IP 地址。
* REMOTE\_HOST—— 客户端的主机名。
* REMOTE\_USER—— 服务器认证后的用户。
* REQUEST\_METHOD —— 一个字符串，例如"GET" 或"POST"。
* SERVER\_NAME —— 服务器的主机名。
* SERVER\_PORT —— 服务器的端口（是一个字符串）

request.user

一个 AUTH\_USER\_MODEL 类型的对象，表示当前登录的用户。

如果用户当前没有登录，user 将设置为 django.contrib.auth.models.AnonymousUser 的一个实例。你可以通过 is\_authenticated() 区分它们

把request传给前端的时候,前端可以通过 {%  if request.user.is\_authenticated  %}判断用户时候登录

request.session

一个既可读又**可写**的类似于字典的对象，表示当前的会话

## view视图配置

类比TP模块中的contronal

**Cat/beetle/views.py**

**----使用模板必须配置模板路径-----**

**-------------------**

1. 编写视图（1,3,4）
2. 配置url（2）
3. 创建模板
4. 技巧（5,6,7,8）

**-------------------**

### 基础使用方法

Request对象由django自动创建（全局），使用函数第一个参数接收

Request不用定义，不用引入

Request可以被重命名

-----------

Httpresponse对象需要引入

方法1：

from django.http import HttpResponse

def index(resquest):

return HttpResponse("hello world")

方法2：

from django.shortcuts import render

from django.http import HttpResponse

def index(resquest):

return render(resquest, 'beetle/index.html', {})

方法3：

from django.template import RequestContext, loader

from django.http import HttpResponse

Def index(request):

Template = loader.get\_template(“beetle/index.html”)

Context = RequestContext(request, {‘list’:value})

Return HttpResponse(Template.render())

### 获取路由参数

一般用法

Path(‘admin/<ad>/’,view.index) #最后一个 / 必须加

Path(‘’,view.index) #url不加地址时的访问路径

Def index(request, ad): #使用<>获取参数，且必须与获取名一致

--------------转换器 <int:ad>---------------

str,匹配除了路径分隔符（/）之外的非空字符串，这是默认的形式

int,匹配正整数，包含0。

slug,匹配字母、数字以及横杠、下划线组成的字符串。

uuid,匹配格式化的uuid，如 075194d3-6885-417e-a8a8-6c931e272f00。

path,匹配任何非空字符串，包含了路径分隔符

----------------

反向解析：

Name字段用于反向解析

path("admin/", view.index, name="index")

path("", include("Ex.url"), namespace="Ex")

### GET

from django.http import HttpResponse

def get(request):

a = request.GET['value\_key'] #接收一个值

A = request.GET.get('value\_key',defind) #接收一个值,默认值defind

b = request.GET.getlist('key') #接受一key多个值

### POST

**Csrf如果没配置会报错（权限不够）**

**/setting.py -->注释csrf项**

def get(request):

a = request.POST['value\_key'] # 接收一个值

A = request.POST.get('value\_key',defind) #接收一个值,默认值defind

b = request.POST.getlist('key') # 接受一key多个值

### Cookies

---->游览器会自动生成带Cookie信息

---->夸域名不能共享cookie，由浏览器确定

def cookieTest(request):

response = HttpResponse() # 对象

cookie = ***request***.COOKIES # 请求cookie对象

if cookie.has\_key("t1"):

response.write(cookie['t1']) # 返回给游览器信息

# response.set\_cookie('t1','abc') #设置cookie，会自动写入客户端游览器

### 重定向

**手册-->django-->视图-->Response-->HttpResponseRedirect**

### （7）返回json

**手册-->django-->视图-->Response-->JsonResponse**

### Session

**手册-->django-->视图-->状态保持**

启动SESSION

/setting.py

项INSTALLED\_APPS列表中添加：

'django.contrib.sessions',

项MIDDLEWARE\_CLASSES列表中添加：

'django.contrib.sessions.middleware.SessionMiddleware',

状态保持：

#django默认保存至数据库，必须迁移

#可修改默认存放位置，redis

服务器保存session，就自动状态保持，要设置过期时间等

def session(request):

name = request.POST['name'] # 保存session

request.session['name'] = name # 保存session

return redirect('index/') # 重定向至其他页

def session(request):

name = request.session.get('name','默认参数') # 得到session,这个方法会返回Null

## model模型配置

连接数据库-->在cat/setting.py中配置

必须继承django.db.models

--------------------------------------

1. 根据表填写映射关系、表结构（1,2,3,4）
2. 数据迁移
3. 自定义管理器（5）
4. 6,7查询技巧

----------------------------------

### 方法详解

**1、all() **--> 查询所有，返回一个集合****

**2、filter(‘key’=value,’key’=value) **--> 返回符合条件的的集合****

**3、exclude([条件]) **--> 返回满足条件外的所有数据****

**4、order\_by() **--> 根据条件排序，并返回  （可以用'-'实现倒序）****

**5、values(‘key’) **--> 返回指定字段的值****

****------------一下返回单个数据****

****例：objects.filter().get()/exists()/count()/first()/last()/exists()****

**6、get(id=2) **--> 查询只能返回一个对象，多了少了都会引发DoesNotExist 异常，如果找到的是多条将抛出异常：MultipleObjectsReturned****

**7、exists() **-->  判断查询集中是否有数据，有为True****

**8、count() --> **返回当前查询的总条数****

**9、first() --> **返回第一个对象****

**10、last() --> **返回最后一个对象****

**11、exists() --> **判断查询集中是否有数据，如果有则返回True****

### （1）字段说明：

查看手册

id = models.IntegerField(primary\_key=True) #自增主键

### 实例

1、创建model类

from django.db import models

Class Ex(models.Model): #Ex表名 Model必须大写

#最长20字节，可以为空，

One = models.CharField(max\_length=20,null=True)

Two = models.IntertField(null = False)

2、使用管理器----->**查询**

可以更改默认查询集；**管理器可以后期添加代码**

**当自定义管理器后，默认管理器object就会没有**

**---------------------**

**管理器可以有多个**

from django.db import models

class MyManage(models.Manager):

def get\_info(self):

“””

这是一个自定一个的方法

”””

...

#查看手册，filter/count/all等方法

return self.filter(title\_\_icontains=keyword).count()

def get\_queryset(self):

“”“

使用Ex.objects.all()将调用我

”“”

return super(Ex, self).get\_queryset().filter(isDelete=False)

class Ex(models.Model):

#类属性

objects = models.Manager() # 自定义管理器时要设置，不然程序中默认的objects将不能使用

two = MyManage() # 自定义管理器

**在view中调用**：

from models import Ex

**Ex.objdects.all()** #调用默认的管理器方法

Ex.two.get\_info() #调用自定义的管理器方法

3、使用管理器--->**添加**

from django.db import models

class MyManage(models.Manager):

#函数名可以自定义

Def create(self,value\_one,value\_two):

B = Ex() #必须项获取模型类

B.value\_one = ‘one’ #模型中的属性

B.save() #保存方法-->添加到数据库

Return B #必须返回

class Ex(models.Model):

value\_one = models.CharField(max\_length=20,null=True)

### limit

4、模型查询

**手册-》模型-》模型查询**

**其他模块使用类**

------------------------

from beetle.models import Entry #从models包中导入类

querylist=Entry.objects.all() ***#这里查到的是一个对象集合，需要根据数据库中的字段进行读取***

Query[0,10] #切片

Query[11,20] #不会缓存，用子集不会缓存

使用缓存

querylist=Entry.objects.all() #直接保存

print([e.title for e in querylist])

print([e.title for e in querylist])

根据Id查询

Querylist.objects.get(pk=1) #pk代表主键

修改

book = BookInfo.objects.get(btitle='雪山飞狐')

book.bisDelete = 1

book.save()

### （3）关系相互访问

BookInfo():

Pass:

HeroInfo():

Book = models.ForeignKey(BookInfo)

BookInfo.heroinfo\_set #获取所有对应的HeroInfo

heroInfo.book\_id #获取书的Id

### （4）元选项

自定义表名；默认为 （应用名\_模型名）

from django.db import models

Class Ex(models.Model):

One = models.CharFile(max=length=20)

Class Meta:

Db\_table=”name”

Ordering = [‘id’] #默认排序，物理磁盘会变大

### （7）F对象，Q对象

**F对象2个字段进行比较**

BookInfo.object.filter(bread\_\_gt=F(‘bcommet’)) #查询bcommet字段大于bread字段的值

对不同表字段进行关联

--------------

**Q对象体现：逻辑或关系**

**Ex.object.filter(Q(id\_\_lt=4) | Q(name\_\_contains=’a’) #id大于4,name 包含a**

## temple模板配置

类比TP模块中的view

--------------

1. 配置模板（1）
2. 编写模板（2,5）
3. 其他功能（3,4,6）

------------

### 配置

DIRS定义了一个目录列表，模板引擎按列表顺序搜索这些目录以查找模板源文件

APP\_DIRS告诉模板引擎是否应该在每个已安装的应用中查找模板

### 模板继承

**手册-->django-->模板-->定义模板**

**路径基于templates开始找模板位置**

![](data:image/png;base64,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)

### 过滤器

**手册-->django-->模板-->定义模板**

实现加减乘除等运算方式等其他运算，关键词 | 管道符

### 反向解析

在模板中根据路由自动生成url

#组成www.11.com/111/222/333

#使用参数，url必须获取参数

{% url ‘namespace:name’ 参数1 参数2 %}

### 模板语言

**手册-->django-->模板-->定义模板**

### HTML转义

django会自动转义部分html标签

不适用转义使用safe

### 富文本

### Csrf跨站请求伪造

只有post请求才有csrf验证

1. 启用csrf模块
2. 在form表单中添加：

<from action=”1.html”/>

{% csrf\_token %}

</from>

1. 或取消验证csrf

@csrf\_exempt

def csrf2(request):

原理：

1. 客户端第一次访问服务器，模板中{% csrf\_token %}标签会转义成input标签value是csrf cookie
2. 服务器view会要求客户端服务设置一个cookie

-----以上完成首页（第一次）请求--------

1. 当提交表单时会将客户端cookie与input标签的csrf值提交服务器
2. 服务器会对比两个值是否一致

# 安装流程

1. 应先安装sqlite数据库，因为django默认支持sqlite

Yum install sqlite3

1. 安装python3

ln -s /python3目录 /usr/bin/python 替换系统中默认的python2

1. 使用python3安装pip

如果使用pip -V 查看版本，确定是使用想要的版本python安装

替换默认pip位置:

Ln -s /pip位置 /usr/bin/pip

-----------------------------安装virtualenv-------------------------------

1. Pip install virtualenv
2. Pip install virtualenvwrapper 安装python虚拟环境
3. 修改~/.bashrc文件,**没有创建文件**

**添加:**

#virtualenvwrapper存放虚拟环境目录，可自定义目录

export WORKON\_HOME=/home/virtualenvwrapper

# 查找virtualenvwrapper.sh文件

# find / -name virtualenvwrapper.sh

source /目录/virtualenvwrapper.sh

1. source ~/.bashrc # 执行

---------------------------------------------------------------------------------

8、修复yum

Find / -name yum

修改yum文件开头的python注释为#! python2.7

9、Mkvirtualenv 环境名

10、Workon 环境名

11、Pip install django 在虚拟环境中安装django

12、Django-admin startproject 项目名 #创建项目

13、Python manage.py startapp pack\_name #创建包名

14、-----修改配置----填写代码----------

15、Python manage.py runserver 开启服务

# 其他

## 静态文件

**注意：**

**使用nginx时，请求静态文件找不到，需要设置nginx请求路由**

**这个配置是在开发过程中的配置方法，部署查看部署文件**

**--------------------------**

**更多内容从手册查找**

### 配置：

#路径路径与磁盘路径可以不一样

/setting.py

#url请求路径；决定请求位置，确保这个路径与html文件中的url路径一致

#不定义此项，django会出错

STATIC\_URL = ‘/static/’

#物理路径，决定文件在哪里

STATICFILES\_DIRS = [

os.path.join(BASE\_DIR, 'static'),

]

### 位置

Static目录与template目录同级（配置决定）

模板：从template位置开始

### 动态生成路径

**模板中添加**

{% load static from staticfiles %}

{% static ‘book/ad.png’ %}

## 中间件

/Setting.py MIDDLEWARE\_CLASSES中间件选项

插件系统；干预不同的执行流程6个方法

---面向切面编程--

## 上传图片

1、图片类需要pillow类支持

2、直接在setting.py添加MEDIA\_ROOT路径

**#这是为了确定上传文件保存位置**

3、Html需要上传插件

**<Html>**

<form method=”post” action=”upload/” enctype=”multipart/form-data”>

<input type=”file” name=”key” / >

</form>

1. view接受上传的文件

接收request对象中的files，将文件写入本地（就是文件读写过程）

From django.conf import settings

Import os

Def up(request):

Pic = request.FILES[‘key’] #**接收**文件

picName = os.path.join(settings.MEDIA\_ROOT,pic.name) #拼接路径

With open(picName, ‘w’) as pic:

For c in pic.chuncks():

Pic.write(c)

1. .Files[‘key’] 打印文件名

.content\_type #文件类型

.name#文件名

.size#文件大小（以字节为单位）

.read#文件内容

## 分页

1. 获取需要分页的所有数据
2. 使用paginator类对数据进行分类
3. 获取第n页的数据

from django.core.paginator import Paginator

def paginator(request, pageNum): # 请求对象，请求的第几页，设置默认值为1

# 判断页面是否为空,如果为空，则给1

if pageNum == "":

pageNum = 1

list = HeroInfo.object.all() # 使用数据查询，查找所有数据，惰性加载

pageObject = paginator(list, 5) # 获取数据，5条

page = pageObject.page(int(pageNum)) # 获取某一页的数据

context = {'page': page} # 当前分页的数据（内容）

return render(request, 'book/herolist.html', context)

# 1、路由要给一个参数

# 2、路由可以强制给一参数，只要统一口径，就可没有问题

# herolist.html

<html >

<!--这里是调用通过page调回pagintor对象，获取pagintor对象中的属性-->

{% for index in page.paginator.page\_range % }

<a href = "/herolist/{{ index }}" > {{index}} < /a >

< % endfor % >

</html >

## 5、Ajax

Jquery

## 6、全文索引

## 7、缓存

## 8、celery

## 9、跨域

**使django能接收跨域请求**

1、安装django-cors-headers

pip install django-cors-headers

2、修改settings.py

INSTALLED\_APPS = [

'corsheaders', #添加模块

]

MIDDLEWARE = [

......

'corsheaders.middleware.CorsMiddleware', #注册中间件

'django.middleware.common.CommonMiddleware', #要在这个模块上面

......

]

CORS\_ORIGIN\_ALLOW\_ALL = True #允许所有请求

CORS\_ALLOW\_CREDENTIALS = True

## 10、下载

1、在setting.py中设置下载目录

2、view：

from django.http import FileResponse

from django.conf import settings

def download(request, filename):

"""

下载功能

filename:下载的文件名

"""

downpath = settings.MEDIA\_ROOT + "/down/" + filename

#核心（读取文件，返回给浏览器）

file = open(downpath, 'rb')

response = FileResponse(file)

response['Content-Type'] = 'application/octet-stream'

response['Content-Disposition'] = 'attachment;filename="' + filename + '"

return response

3、html代码中从新打开一页

## 11、设置cookie/记住我

HttpReponse中有设置cookie方法

re =HttpReponseRedirect(“/usr/info”) #跳转的页面

re.set\_cookie(“name”, value) #设置cookie ，name的值为value

re.set\_cookie(“name”, “” ,max\_age=-1) #设置cookie立即过期

*request.session[‘name’]=name #服务器保存session，非必需*

return re #返回cookie，必须

#登陆方法--记录cookie

name=request.COOKIES.get(“name”, “”) #取得客户端cookie

context = {‘name’:name} #页面中使用{{name}}

return render(request, “login/index”,context)