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**Abstract**

We study the algebraic structure of a programming language with higher-order store, in the style of ML references. Instead of working directly on the operational semantics of the language, we consider its fully abstract game semantics defined by Abramsky, Honda and McCusker one decade ago. This alternative description of the language is nice and conceptual, except on one significant point: the interactive behavior of the higher-order memory cell is reflected in the model by a strategy cell whose definition remains slightly enigmatic. The purpose of our work is precisely to clarify this point, by providing a neat algebraic definition of the strategy. This conceptual reconstruction of the memory cell is based on the idea that a general reference behaves essentially as a linear feedback (or trace operator) in an ambient category of Conway games and strategies. This analysis leads to a purely axiomatic proof of soundness of the model, based on a natural refinement of the replication modality of tensor logic.

*Keywords:* game semantics, general references, tensor logic, replication modality, compact-closed categories, trace operator, memory access.

# Introduction

## Game semantics as an idealized compilation

The purpose of game semantics is to interpret programs as interactive strategies playing against their environment. It is nice to think that game semantics provides in this way an idealized compilation scheme, where the programs written in a high-level language are translated as strategies expressed in the low-level language of automata theory. This line of thought motivated already Berry and Curien to define their model of the purely functional language PCF based on concrete data structures and sequential algorithms – an early precursor of game semantics [[7](#_bookmark17)]. From that point of view, it is important to investigate what features of (high-level) programming languages can be compiled in game semantics, and what expressive power of the
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target (low-level) language is necessary in order to perform the translation. A typical question is:

Does one need to equip the target language (seen as a game or as an automa- ton) with a notion of state, in order to compile a programming language admitting itself a notion of state?

In their seminal work on ground-type references in Idealized Algol, Abramsky and McCusker answered to this question in the most unexpected way, see [[4](#_bookmark14)]. In order to understand properly the unexpected nature of their answer, one needs to start from the beginning – that is, the interactive description of the purely functional programs discovered by Hyland and Ong a few years earlier. They established that the functional programs written in the language PCF translate precisely as *innocent* and *well-bracketed* strategies – where innocence and well-bracketedness are conditions on strategies formulated in the framework of arena games [[10](#_bookmark20)].

Idealized Algol is an imperative extension of the language PCF with ground- type memory cells, where boolean and integer values can be stored. In their work, Abramsky and McCusker established that the imperative programs written in Ide- alized Algol translate precisely as *visible* and *well-bracketed* strategies – where the notion of visibility is formulated in the framework of arena games, and weakens the notion of innocence defined by Hyland and Ong.

This result is remarkable because it demonstrates that one does not need to refine the target language of functional languages (arena games) in order to translate imperative programs: it it is sufficient to relax the original constraint (innocence) into a weaker one (visibility.) In particular, the framework of arena games does not carry any explicit notion of state. This “stateless approach” is inspired by the “object-based” semantics of Idealized Algol developed in [[24](#_bookmark34)]. One main benefit of the approach is to clarify in what sense a given programming feature is more expressive than another one. In particular, the same type in PCF and in Idealized Algol is interpreted as the same arena game in each interpretation: the only difference between the two languages is the class of strategies playing on the arena game.

## General references and game semantics

Abramsky, Honda and McCusker carried on in this line and established a similar result for a call-by-value language with higher-order store, in the style of ML general references. Recall that general references can store not only values of ground types (i.e. integers, booleans) but also those of higher types (procedures, higher-order functions, or references themselves). They provide a useful and powerful program- ming construct: the ability to write, to read and to transmit higher-order informa- tion through the store is essential not only for efficiency but also for clarity of the program structures involving states. Thus, the definition of a fully abstract model characterizing the programs written in this paradigm was an important achievement of game semantics. The interested reader will find in [[22](#_bookmark32)] a recent application of the model to an investigation of aspect-oriented programming.

Developing on their previous work, Abramsky, Honda and McCusker established

that the imperative programs written with general references define precisely the *thread-independent* and *well-bracketed* strategies of arena game. So, just as visibil- ity weakens innocence and characterizes programs written with ground-type refer- ences, thread-independence weakens visibility and characterizes programs written with general references, see [[2](#_bookmark12)] for details.

This nice sequence of characterization theorems may be summarized in the fol- lowing table:

purely functional programs innocent and well-bracketed strategies

imperative programs with ground-type references

imperative programs with general references

visible and

well-bracketed strategies

thread-independent and well-bracketed strategies

where we are careful to indicate with the signthat the definability result holds in all rigor for the compact (that is, finite) strategies of a given class.

## Investigating the algebraic structure of general references

The purpose of this paper is to uncover a series of elementary algebraic structures hidden in the arena game model of general references designed by Abramsky, Honda and McCusker. Each ingredient is simple and conceptually clear, and we review them in turn:

* first of all, one needs to relax linear logic into tensor logic in order to study arena games, and to define the right kind of replication modality,
* then, the most primitive notion of general reference – called *linear memory* cell – may be constructed by *feedback* using a trace operator,
* here, one recalls that there exists a canonical notion of trace operator in any compact-closed category,
* so, we will work inside a compact-closed category of Conway games and well- bracketed strategies,
* linear memory cells are much too primitive: hence, we will need the *replication modality* ! of tensor logic in order to replicate them an infinite number of time, and a notion of *memory access* in order to bundle this infinite number of linear memory cells into the familiar notion of memory cell for general references.

Put all together, these five ingredients induce a purely axiomatic proof of soundness for the model of general references defined by Abramsky, Honda and McCusker. We review below these ingredients in turn.

## Tensor logic and replication modalities in game semantics

Tensor logic was introduced in [[19](#_bookmark25)] in order to regenerate the fruitful connection between linear logic and game semantics. Tensor logic is simply obtained by relaxing the involutive negation of linear logic into a general notion of *tensorial negation*. The shortest way to describe the logic is to start from its categorical semantics. A dialogue category is defined as a symmetric monoidal category *C* equipped with an exponentiable object *⊥*, called the *tensorial pole* of the dialogue category. Recall that an object *⊥* is exponentiable when every functor

*A '→ C*(*A ⊗ B, ⊥*) : *Cop −→ Set*

is representable by an object *B* *⊥* and a bijection

*φA,B* : *C*(*A ⊗ B, ⊥*) *∼*= *C*(*A, B* *⊥*)

natural in *A*. The tensorial negation of the dialogue category *C* is then defined as the functor

induced by the tensorial pole

*¬* : *C −→ Cop*

*¬A* = *A* *⊥.*

Every such tensorial negation induces a self-adjunction, whose monad is called the *linear continuation* monad of the dialogue category. Note that the dialogue category is *∗*-autonomous precisely when the unit of the monad

*ηA* : *A −→ ¬¬A*

is an isomorphism. One main reason for relaxing linear logic into tensor logic is that this enables to define a general notion of *replication modality* for categories of games and strategies. Indeed, such a category of games and strategies typically defines a dialogue category *C*. A replication modality is then defined as a monoidal adjunction between the dialogue category *C* and a cartesian category *M*

*U*

z

*M* ,*¸ ⊥ C*

*F*

this generalizing the usual notion of a replication modality in a model of linear logic, see [[6](#_bookmark16)]. This notion of replication modality on tensor logic will become the key ingredient of our algebraic account of general references. The reason is that an explicit description of resources is necessary in order to describe how the memory cell manages the various copies induced by the sequence of write and read operations.

## References as feedback in traced monoidal categories

Traced monoidal categories were introduced by Joyal, Street and Verity as a uni- form account for several constructions dealing with *cyclic behaviours* in mathematics

and computer science – most notably braid closure in knot theory, trace operators in linear algebra, and feedback in computer science, see [[12](#_bookmark22)] for details. Recall that a *traced symmetric monoidal category* is a symmetric monoidal category (*C, ⊗,I, c*) equipped with a natural family of functions, called a *trace operator*,

*X A,B*

Tr

: *C*(*X ⊗ A, X ⊗ B*) *→ C*(*A, B*)

which is nicely depicted in string diagrams

which satisfies a series of coherence axioms reflecting topological properties of the diagrammatic notation.

As far as we know, Milner was the first one to observe that linear feedback could be used in order to interpret *restriction* in process calculi. Milner describes this basic construction in the framework of action calculi, where he calls *reflection* the linear feedback operator. This feedback operator enables him to describe the restriction operator of arity

as the trace of the diagonal along the arity *p*, see [[20](#_bookmark30)].

*ν* : *ϵ → p δp* : *p → p ⊗ p*

Of course, we are interested in general references rather than channels, but the mechanism transforming a global variable into a local one works in a very similar way. In the usual monadic approach to effects, one interprets a programming language in a category by distinguishing between the objects *A* describing a value, and the objects *TA* describing computation of type *A*, where *T* is a given monad reflecting the particular notion of effect considered. In the case of references, the relevant monad is the state monad *X '→ S* (*S⊗X*) which enables to interpret a program *P* of type *A → B* as a morphism

*A −→ S* (*S ⊗ B*)

taking a value of type *A* as input and producing a computation of type *S* (*S ⊗ B*) as output. It follows from the definition of linear implication in a symmetric monoidal category that this morphism may be seen alternatively as a morphism

*f* : *S ⊗ A −→ S ⊗ B*

This reformulation enables to see the monadic interpretation as the description of an input/output system with a store accessible by the user. Now, imagine that the trace of the morphism *f* along the object *S* is defined. In that case, we obtain a

morphism

*g* : *A −→ B*

which behaves exactly like the original program *P* in which the state *S* is not global anymore, but local. This is precisely the analogous to the restriction (or localization) of Milner, where the channels are replaced by memory addresses.

## Feedback in compact closed categories

We want to reconstruct the notion of general reference from the existence of a linear feedback, or trace operator, in a symmetric monoidal category of interest. One most natural way to obtain such a trace operator is to start from a compact closed category.

Recall that a *compact closed category* [[13](#_bookmark23)] is a symmetric monoidal category *C* in which every object *A* has a dual object. This means that for every object *A*, there exists an associated object *A∗* and two morphisms called *unit ηA* : *I → A∗ ⊗ A* and *counit εA* : *A ⊗ A∗ → I*, depicted in the language of string diagrams as

*ηA* : ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAQCAYAAADAvYV+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA/UlEQVQokY3QT2qFMBAG8C/Sla6lqdRIoUI3vYEbBT1GwZMVPEYLz40ncCNUEP9QDN3rzkxXPp6aSgcCycwsfl8YEWGtcRwf0jR9B4CiKIJpmqw4jj/neTYty5pARNojhOgAUNd1Yu1pF9u29QCQ4zjfSim29g1oKs/zEADCMMwZY1fn6XIURZfNYE9QSjHXdXsA1DTN0+3ssFzX9TMA8jyv3c8OjD8JOvNtuEOYvZdzPgKgYRge94zNo6qqFwDk+/6X7v+NfxP25rNwG/OyLIZt2z8ASEp5r2NcL2VZvp55iQh3SZJ8AICUkgNA3/ciCILCNM05y7I3zrlcFb/i0h+kBtpp/wAAAABJRU5ErkJggg==) ![](data:image/png;base64,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) and *εA* : ![](data:image/png;base64,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) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAQCAYAAADAvYV+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABAElEQVQokY3QQWqEMBgF4BfpSrfCpKK1hQrd9ALFjSIeo56tHmModTN4ADdCBRWlGOg63Zm/K6UTbaeBQPK/B/kIIyIsa5qm6yzLXgCgLMsnKaWVJMmrlNKyLEuCiHa353kDAOr73l9mu8Wu624BkOM4H0optswN7KyiKCIAiKKoYIytzovls0AnKKWY67ojAGrb9u5ntik3TXMPgHzf7/Vsw1gIcRy/6dmv5Y1XNyulGOd8AkDjOLo64+xS1/UDAAqC4H3v/41/E3TzpfL6xDzPhm3bnwBICHHYY6yHqqoe//ISEa7SND0CgBCCA8AwDDdhGJ5M0/zK8/yZcy4WxTe/QB+SO7UFgwAAAABJRU5ErkJggg==)*,*

satisfying the two zigzag identities
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Every such compact closed category is equipped with a canonical trace operator defined in the expected diagrammatic way.

So the second ingredient of our reconstruction of general references will be to work in a compact closed category. More precisely, we will consider the full subcat- egory **Conway***−* of games starting by an Opponent move inside a compact closed category **Conway** of Conway games. This subcategory is symmetric monoidal closed and inherits a trace operator from the ambient compact closed category. In fact, the category **Conway***−* inherits its closed structure from an adjunction

*J*
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*⊥* **Conway**

*Neg*

where *Neg* removes all the initial Player’s moves in the general Conway game. It is worth mentioning that early discussions with Masahito Hasegawa on this specific example enabled him to clarify the general categorical situation: he showed indeed that every traced symmetric monoidal *closed* category embeds as a full co-reflective subcategory in a compact closed category – typically defined by the Int construction, see [[9](#_bookmark18)].

## Conway games and well-bracketed strategies

Since we are interested in defining a compact closed category of games and strate- gies, it is natural to start from the first category of games and strategies ever consid- ered in the literature: the category of Conway games defined in [[11](#_bookmark21)] which is indeed compact closed. In fact, the starting point of our work is precisely the observation that this category is very deeply related to the game model of general references introduced by Abramsky, Honda and McCusker.

One missing ingredient in Conway games (however) is a notion of *well-bracketing* which enables to constraint the strategies of arena games. Hence, we take advantage of our recent construction of a compact closed category of Conway games and *well- bracketed* strategies, see [[19](#_bookmark25)]. In fact, our construction goes much further than this, since we are able to see the very notion of *well-bracketing* as an effect of *linearity conditions* on games and strategies. Although this logical aspect of the construction is fundamental, its role is very limited here. So, we will avoid discussing the details of the construction. Let us simply mention that in order to define a notion of bracketing on Conway games, while keeping the self-dual nature of Conway games, one needs to replace the traditional notions of *question* and *answer* by the more conceptual (and expressive) notions of *query* and *response* attached to the moves. See [[19](#_bookmark25)] and [[26](#_bookmark36)] for details.

## Memory access modality

It appears that the category of call-by-value games defined by Abramsky, Honda and McCusker is isomorphic to a well-understood subcategory of the Kleisli category induced by the replication modality on our category of bracketed games. In fact, we could easily use their full abstraction result directly in order to obtain a full abstraction result for our model. But this is not really our point, here. The only novelty of our work is that the strategy cell*A* interpreting a memory cell of type *A* is obtained in a nice and conceptual way in our formulation.

The existence of a trace operator and a tensorial negation on the category **Conway***−* enables to construct a very primitive notion of memory cell – called *linear memory* cell because it can be written and read only once. The replication modality of tensor logic enables then to replicate this linear memory cell in order to transform it into a *constant memory* cell, where one may write only once, but may then read as many times as desired.

The very last step is thus to construct a general memory cell. Here, we take advantage of the presence of linearity in our model, which enables to capture the difference between the copy management performed by a usual memory cell and by a constant memory cell. This difference is nicely axiomatized by the existence of two particular natural transformations

*ξA,B* : !(*A ⊗* !*B*) *−→* !*A ⊗* !*B αA* : *A ⊗* !*A −→* !*A*

defining what we call a memory access modality. These two maps will enable us to construct in basic little steps the familiar notion of memory cell:

* the *linear memory cell* which can be written and read only once – its construction requires the negation of tensor logic, and the compact closed structure of Conway games,
* the *constant memory cell* which can be written only once, but read an infinite number of times – this construction requires the replication modality of tensor logic,
* the familiar *memory cell* which can be written and read an infinite number of times – this construction requires the assumption that that the replication modality is equipped with a memory access map.

Moreover, the resulting notion of memory cell coincides with the strategy cell*A*

defined by Abramsky, Honda and McCusker in the model of general references.

## Bad variables in game semantics of states

One embarrassing point about this game-theoretic approach on references is that one needs to extend the programming language with a *bad variable constructor* in order to achieve the expected full abstraction result, characterizing programs as visible (or thread-independent) well-bracketed strategies. This particular problem is nicely explained and corrected in [[18](#_bookmark26)] and [[21](#_bookmark31)] for ground type references, by refining the notion of arena game. The main idea is to constrain the use of read and write moves by introducing new relations on plays and strategies to express an aspect of uniformity characterizing the interaction of every memory cell strategy. The main idea is that in absence of bad variables, each variable operation, whether a Read or a Write, produces the same side-effects while it is being completed.

Confronted to this difficulty, and the wish to extend the original notion of refer- ence with the ability to compare names, the temptation is high to escape from the original framework. This may be done in two directions:

* shift to a monadic approach, where the strategies interpreting the imperative programs are innocent, rather than visible or thread-independent. This is the solution recently explored in [[27](#_bookmark37)] in a nominal setting,
* shift to a game model with an explicit notion of state in the game. This is the solution recently advocated in [[16](#_bookmark27)] and [[15](#_bookmark28)].

We hope that our algebraic approach to general references will enable to regulate the field, and to relate these apparently diverging approaches to game semantics.

## Related works

There are not so many axiomatic approaches to programming languages based on game semantics. Let us mention three of them however. Abramsky gave a purely axiomatic proof of definability for PCF [[1](#_bookmark11)] followed by an axiomatic proof of full completeness for models of ML polymorphic types, in collaboration with Lenisa [[3](#_bookmark13)]. A few years later, Laird worked out an axiomatic proof of definability for a language with higher-order store [[14](#_bookmark24)]. His construction starts from the definition of an asymmetric tensor product on games, discussed with the first author a few years

[*V ar*]
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Γ*,x* : *A ▶ x* : *A*

Γ *▶ b* : Bool

[*Nat*]

Γ *▶ n* : Nat

[*Unit*]

Γ *▶* skip : Unit

Γ*,x* : *α ▶ M* : *β* Γ *▶ M* : *α → β* Γ *▶ N* : *α*

[*Abs*] (*x ∈/* Γ) [*App*]

Γ *▶ λx.M* : *α → β* Γ *▶ MN* : *β*

Γ *▶ M* : Nat Γ *▶ M* : Nat Γ *▶ M* : Bool Γ *▶ Mi* : *α*(*i* = 1*,* 2) [*Succ*] [*Prec*] [*If* ]

Γ *▶* succ *M* : Nat Γ *▶* prec *M* : Nat Γ *▶* ifzero *M* then *M*1 else *M*2 : *α*

Γ *▶ Mi* : *αi*(*i* = 1*,* 2) Γ *▶ M* : *α*1 *× α*2

[*Pair*] [*Proj*]

Γ *▶ ⟨M*1*, M*2*⟩* : *α*1 *× α*2 Γ *▶ πi*(*M* ): *αi*(*i* = 1*,* 2)

Γ *▶ M* : *A →* Unit Γ *▶ M* : Unit *→ A*

[*New*] [*MkV ar*]

Γ *▶* new*A* : ref[*A*] Γ *▶* mkvar *MN* : ref[*A*]

Γ *▶ M* : ref[*A*] Γ *▶ N* : *A* Γ *▶ M* : ref[*A*] [*Assign*] [*Deref* ]

Γ *▶ M* := *N* : Unit Γ *▶* deref(*M* ): *A*

Fig. 1. Typing rules of **IdeaML**

before. This asymmetry is indeed an important ingredient underlying the interactive behavior of higher-order store. In this paper, we prefer to derive the asymmetry from the existence of a pair of left-to-right and right-to-left coercion strategies

*¬¬A ⊗ ¬¬B*

*¬¬*(*A ⊗ B*)

reflecting the fact that the continuation monad *¬¬* is strong but not commutative. Accordingly, the existence of a retraction

!*A* !*B* Œ !(!*A* *B*)

mentioned in [[14](#_bookmark24)] is very similar to our notion of memory access. It will be interesting to understand how the logical and algebraic framework developed in this paper enables to clarify these axiomatic approaches to higher order store.

# A language with general references

## Types and terms

In this section, we recall the call-by-value language with higher-order store con- sidered by Abramsky, Honda and McCusker. We call this language **IdeaML** for clarity’s sake. Its types are defined by the grammar below

*A, B* ::= Unit *|* Nat *| A → B | A × B |* ref[*A*]

The terms and typing rules of **IdeaML** are recalled in Figure [1](#_bookmark1), where Γ is a typing context which associates a type to every variable. Note that the constructor mkvar is here to compensate for the presence of *bad variables*. This problem, first identified by John Reynolds [[25](#_bookmark35)], comes from terms of type ref[*A*] which do not have a memory

*M*1 *⇓ V*1 *M*2 *⇓ V*2 *M ⇓ ⟨V*1*, V*2*⟩*

(*V, L, σ*) *⇓* (*V, L, σ*) *⟨M*1*, M*2*⟩ ⇓ ⟨V*1*, V*2*⟩ πi*(*M* ) *⇓ Vi*(*i* = 1*,* 2)

*N ⇓ V M ⇓ λx.V ' M*1 *⇓ V*1 *M*2 *⇓ V*2

*MN ⇓ V '*[*V/x*] mkvar *M*1 *M*2 *⇓* mkvar *V*1 *V*2

*M ⇓* 0 *M*1 *⇓ V*

ifzero *M* then *M*1 else *M*2 *⇓ V*

*M ⇓ n M*2 *⇓ V* (*n /*= 0)

ifzero *M* then *M*1 else *M*2 *⇓ V*

*M ⇓ V*

succ *M ⇓ V* +1

*M ⇓ V*

prec *M ⇓ V −* 1

*l /∈ L*

(new*A, L, σ*) *⇓* (*l, L ∪* (*l* : *A*)*, σ*)

(*M, L, σ*) *⇓* (*l, L', σ'*) (*N, L', σ'*) *⇓* (*V, L'', σ''*) (*M, L, σ*) *⇓* (*l, L', σ'*) *σ'*(*l*)= *V*

(*M* := *N, L, σ*) *⇓* (skip*, L'', σ''*(*x '→ V* )) (deref(*M* )*, L, σ*) *⇓* (*V, L', σ'*)

*M ⇓* mkvar *V*1 *V*2 *N ⇓ V V*1(*V* ) *⇓* skip *M ⇓* mkvar *V*1 *V*2 *V*2(skip) *⇓ V M* := *N ⇓* skip deref(*M* ) *⇓ V*

Fig. 2. Operational semantics of **IdeaML**

interpretation. The constructor mkvar allows to create bad variables from a term of type *A →* Unit (the writing method) and from a term of type Unit *→ A* (the reading method).

## Operational semantics

We also recall the operational semantics of the language. A *configuration* is defined as a triple (*M, L, σ*) where *M* is a term, *L* is a set of memory locations, and *σ* is a partial function, called memory state, which goes from locations to values of the appropriate type. As in the original paper by Abramsky, Honda and McCusker, we choose here a *big step* semantics. We thus need a notion of value, which are terms of the form:

*V* ::= *n | b | x |* skip *| λx.V | ⟨V*1*, V*2*⟩*

When a configuration (*M, L, σ*) reduces to a value (*V, L', σ'*), we note

(*M, L, σ*) *⇓* (*V, L', σ'*)

For a more convenient notation, when the evolution of the memory state can be left implicit, we adopt the convention that

*M ⇓ V M' ⇓ V '*

*M'' ⇓ V ''*

is an abbreviation for

(*M, L, σ*) *⇓* (*V, L', σ'*) (*M', L', σ'*) *⇓* (*V ', L'', σ''*) (*M'', L, σ*) *⇓* (*V '', L'', σ''*)

Figure [2](#_bookmark2) describes inductively the operational semantics of our language.

# Bracketed Conway games

The category **Conway** of bracketed Conway games was introduced in [[19](#_bookmark25)]. As we will see, it is compact-closed, and its full subcategory **Conway***−* of Opponent-starting games is symmetric monoidal closed and traced – this providing the appropriate model of tensor logic in order to perform our algebraic reconstruction of the arena game model of **IdeaML**.

* 1. *Conway games.*

A *Conway game A* is an oriented rooted graph (*VA, EA, λA*) consisting of (1) a set *VA* of vertices called the *positions* of the game; (2) a set *EA ⊂ VA × VA* of edges called the *moves* of the game; (3) a function *λA* : *EA → {−*1*,* +1*}* indicating whether a move belongs to Opponent (*−*1) or Proponent (+1). We note *A* the root of the underlying graph. A Conway game is said to be *negative* (resp. *positive*) when all its move starting from the root belongs to Opponent (resp. Proponent).

A *play s* = *m*1 *· m*2 *· ... · mk−*1 *· mk* of a Conway game *A* is a path *s* : *A* → *xk*

starting from the root *A*

*s* :

*−m−→*1 *x*

*−m−→*2

*mk−*1 *m*

*... x* *x*

*k*

*A* 1 *−−−→*

*k−*1 *−−→ k*

Two paths are parallel when they have the same initial and final positions. A play is *alternating* when

*∀i ∈ {*1*,...,k −* 1*}, λA*(*mi*+1) = *−λA*(*mi*)*.*

We note Play*A* the set of plays of a game *A*.

* 1. *Bracketed Conway games.*

A bracketed Conway game is defined as a Conway game equipped with

* + - a finite set *QA*(*x*) of *queries* for each position *x ∈ VA* of the game,
    - a function *λA*(*x*) : *QA*(*x*) *−→ {−*1*,* +1*}* which assigns to every query in *QA*(*x*) a po- larity which indicates whether the query is made by Opponent (*−*1) or Proponent (+1),
    - for each move *x −m→ y*, a *residual* relation

[*m*] *⊂ QA*(*x*) *× QA*(*y*)

satisfying:

*r*[*m*]*r*1 and *r*[*m*]*r*2 =*⇒ r*1 = *r*2 *r*1[*m*]*r* and *r*2[*m*]*r* =*⇒ r*1 = *r*2

The definition of residuals is then extended to paths *s* : *x* → *y* in the usual way – by composition of relations. We then define

*r*[*s*] d=ef *{r' | r*[*s*]*r'}* and [*s*]*r* d=ef *{r' | r'*[*s*]*r}.*

We say that a path *s* : *x* → *y*:

* *complies with a query r ∈ QA*(*x*) when *r* has no residual after *s* — that is, *r*[*s*] = *∅*,
* *initiates a query r ∈ QA*(*y*) when *r* has no ancestor before *s* — that is, [*s*]*r* = *∅*.

We require that a move *m* only initiates queries of its own polarity, and only complies with queries of the opposite polarity. In order to formalize that a residual of a query is intuitively the query itself, we also require that two parallel paths *s* and *t* induce the same residual relation: [*s*] = [*t*]. Finally, we require that there are no queries at the root: *QA*() = *∅*.

* 1. *Resource function.*

Extending Conway games with queries enables the definition of a resource function

*κA* = (*κ*+*, κ−*)

*A A*

which counts, for every path *s* : *x* → *y*, the number *κ*+(*s*) (respectively *κ−*(*s*)) of

*A A*

Proponent (respectively Opponent) queries in *r ∈ QA*(*y*) initiated by the path *s* — that is, such that [*s*]*r* = *∅*.

* 1. *Dual.*

Every bracketed Conway game *A* induces a *dual* game *A∗* obtained simply by re- versing the polarity of moves and queries.

* 1. *Tensor product.*

The tensor product *A ⊗ B* of two bracketed Conway games *A* and *B* is essentially the asynchronous product of the two underlying graphs. More formally, it is defined as:

* + - *VA⊗B* = *VA × VB,*
    - its moves are of two kinds :

*x ⊗ y →* ⎧⎨ *z ⊗ y* if *x → z* in the game *A*

⎩ *x ⊗ z* if *y → z* in the game *B,*

* + - *QA⊗B*(*x ⊗ y*) = *QA*(*x*) *QB*(*y*)*,*

the polarities of moves and queries in the game *A ⊗ B* is inherited from games *A*

and *B* and the *residual relation* is defined pointwise.

The unique bracketed Conway game 1 whose underlying Conway game is the game with a unique positionand no move is the neutral element of the tensor product. As usual in game semantics, every play *s* of the game *A ⊗ B* can be seen as the interleaving of a play *s|A* of the game *A* and a play *s|B* of the game *B*.

* 1. *Strategies.*

A *strategy σ* of a bracketed Conway game *A* is defined as a non empty set of *al-* *ternating plays* of even length such that (1) every non empty play starts with an Opponent move; (2) *σ* is closed by even length prefix; (3) *σ* is *deterministic*, i.e. for all plays *s*, and for all moves *m, n, n'*,

*s · m · n ∈ σ ∧ s · m · n' ∈ σ ⇒ n* = *n'.*

We write *σ* : *A → B* to indicate that *σ* is strategy over the game *A∗ ⊗ B*.

* 1. *Well-bracketed plays.*

An alternating play *s* is well-bracketed (from the Player’s point of view) in the game *A* when for every factorization *s* = *s*1 *· m · t · n · s*2 with *m* an Opponent move and *n* a Player move, one has

*κ*+(*m · t · n*) = 0 implies *κ−*(*m · t · n*) = 0

*A A*

An alternating play *s* is well-bracketed (from the Opponent’s point of view) in the game *A* when it is well-bracketed from the Player’s point of view in the dual game *A∗*. An alternating play *s* is well-bracketed in the game *A* when it is well-bracketed from the Player and the Opponent’s point of view.

* 1. *Well-bracketed strategies.*

A strategy *σ* is *well-bracketed* when all its plays *s ∈ σ* are well-bracketed (from Player’s point of view).

* 1. *Composition.*

We define the composite of two strategies *σ* : *A → B* and *τ* : *B → C* in the usual fashion based on “parallel composition plus hiding”. The proof that the composite of two well-bracketed strategies is well-bracketed is far from immediate: the interested reader will find in [[19](#_bookmark25)].

* 1. *Identity morphism.*

We define the identity morphism id*A* on a game *A* by the expected copycat strategy on the game *A∗ ⊗ A*, in the same way as André Joyal defined it in [[11](#_bookmark21)]. The copycat strategy replies to any Opponent move in one of the component *A∗* or *A* by the dual move in the other component.

* 1. *The category of bracketed Conway games.*

The category **Conway** has bracketed Conway games as objects, and well-bracketed strategies *σ* of *A∗ ⊗ B* as morphisms *σ* : *A → B*. The resulting category **Conway** is compact-closed in the sense of [[13](#_bookmark23)]. The unit *ηA* : 1 *→ A ⊗ A∗* and counit *εA* : *A∗ ⊗ A →* 1 are defined as the expected copycat strategies.

From now on, we will consider the full subcategory **Conway***−* of negative brack- eted Conway games. By negative game *A*, we mean a game where Opponent starts. This category **Conway***−* is symmetric monoidal, and inherits a trace operator from the ambient category of bracketed Conway games. Not only that: the category **Conway***−* is symmetric monoidal closed. As such, it defines a model of tensor logic for every object *⊥* selected as tensorial pole in the category **Conway***−*. The tenso- rial negation below is induced by defining *⊥* as the game with a unique move, which is played by Opponent, and initiates no query.

* 1. *Tensorial negation.*

The negation *¬A* of a negative game is the pointed game obtained by lifting the dual game *A∗* with a unique Opponent move that does not initiate any query.

* 1. *Replication modality.*

Every negative Conway game *A* induces a duplicable game !*A* which should be seen as some kind of infinite tensor product of the game *A*. We define !*A* as follows

* + - its positions are finite words *w* = *x*1 *··· xk* whose letters are positions *xi* of the game *A* which are different from the root; the intuition is that a letter *xi* describes the current position in the *i*th copy of *A*;
    - its root is the empty word!*A* = *ε*;
    - a move *w → w'* is either a move played in one copy:

*w*1 *y w*2 *→ w*1 *y' w*2

where *y → y'* is a move of the game *A* and *y /*= *A*; or an opening of a new copy:

*w → w · y*

where *A → y* is a move of the game *A* strating from the root *A*.

* + - its queries at the position *w* = *x*1 *··· xn* are the pairs (*i, r*) composed by an index 1 *≤ i ≤ n* and a query *r* at the position *xi* of the game *A*. In particular, there is no query at the empty position *ε*.

The polarities of moves and queries are inherited from those of the game *A* in the obvious way; and the residual relation is defined as for the tensor product. Using the limit construction of free exponentials described in [[23](#_bookmark33),[26](#_bookmark36)], we are able to show that the game !*A* is the free commutative comonoid generated by the game *A*. In this way, we have just defined a model of tensor logic (without coproducts) in a traced monoidal category equipped with a notion of well-bracketing.

* 1. *Accommodating the additives.*

At this point, there remains to define a notion of finite coproduct in the category **Conway***−*. Unfortunately, the category **Conway***−* does not have coproducts. In- stead, it has all products, noted &*iAi*, defined as the direct sum of the underlying graphs. So, we apply the *family construction*, described in [[5](#_bookmark15)], in order to freely add the coproducts to our category. One extremely pleasant aspect of tensor logic is that the category *Fam*(**Conway***−*) defines a model of tensor logic with sums and a repli- cation modality inherited from the category **Conway***−*. Namely, the exponential modality on the category *Fam*(**Conway***−*) is defined pointwise, and thus transports an object (*Ai*)*i∈I* of the category *Fam*(**Conway***−*) to the object !(*Ai*)*i∈I* = (!*Ai*)*i∈I* .

* 1. *Notation.*

Before interpreting the language **IdeaML** in our game semantics, we find use- ful to polarize formulas, so that *negative* formulas are interpreted in the category **Conway***−* of Opponent-starting Conway games, whereas the *positive* formulas are interpreted in the category

**Conway**+ d=ef (**Conway***−*)op

of Player-starting Conway games. In order to distinguish between a positive and a negative formula, one has to clone every connective of tensor logic. Typically, the tensorial negation *¬* is cloned as two functor

*P* : **Conway***− −→* **Conway**+ *O* : **Conway**+ *−→* **Conway***−*

ˆ ´

This leads us to draw the mnemonic table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Conway***−* | *O*  ´ *A*+ | *A− ⊗ B−* | *A−* & *B−* | !*A−* |
| **Conway**+ | *P*  ˆ *A−* | *A*+ ` *B*+ | *A*+ *⊕ B*+ | ?*A*+ |

Note in particular that the replication modality ! does not alter the polarity of the negative formula, in contrast to what happens in usual polarized logic. This point is not only a key aspect of tensor logic: it is also necessary in order to achieve our reconstruction the memory cell in the next section.

# Full abstraction by comparison

In this section, we establish a full abstraction theorem for our game semantics of the language **IdeaML**. We achieve this by reformulating the game model designed by Abramsky, Honda and McCusker as a subcategory of the Kleisli category **Conway***−* induced by the replication comonad ! on the category **Conway***−* of negative brack- eted Conway games.

!

Recall that Abramsky, Honda and McCusker construct a category **AHM** with arena games as objects, and well-bracketed strategies on the game *A ⇒ B* as mor-

phisms from *A* to *B*, see [[2](#_bookmark12)] for details. An arena is a triple *A* = (*MA, λA, ▶A*)

where *MA* is a set of *moves*, *λA* = (*λOP , λQA*) : *MA → {O, P}×{Q, A}* is a *labelling*

*A A*

function and *▶A* is a justification relation between the moves. A strategy of such an

arena is then defined as a set of justified, alternating and well-bracketed plays, in the tradition of [[10](#_bookmark20)].

The three authors declare that a strategy *σ* is *thread-independent* when it plays according each “thread” or “connected component” of the game independently. In other words, a thread-independent strategy *σ* plays according to all the moves of the game which are hereditarily justified by the same initial move. A more conceptual way to think of these strategies is to observe that they are precisely the comonoid morphisms between arenas, seen as commutative comonoids in the category **AHM**, see [[8](#_bookmark19)] for details.

Our point is that every such thread-independent strategy *σ* from *A* to *B* in the category **AHM** may be seen as a strategy of the form !*A* *B* in the category **Conway***−* of negative Conway games. We formalize this intuition below. Let us define **AHMthread** the category whose objects are arenas and whose morphisms from *A* to *B* are well-bracketed and thread-independent strategies on the game *A ⇒ B*. It is by definition a subcategory of **AHM**.

We define a faithful (but not full) functor

*U* : **AHM** *−→* **Conway***−*

which transports an arena *A* = (*MA, λA, ▶A*) to the negative bracketed Conway game *U* (*A*) defined as follows:

* + - the positions of *U* (*A*) are the plays of the arena game *A*,
    - there is a move *m* between two plays *s* and *s'* precisely when *s'* = *s · m*,
    - the polarity of moves is inherited from the polarity of those of *A*,
    - a move *s −m→ s'* initiates a query when *m* is a question in the game *A*;
    - a move *n* complies with a query initiated by the move *m* when *n* is an answer and

*m* justifies *n*.

Every strategy *σ* of the game *A −→ B* in the category **AHM** is transported to the corresponding strategy *σ* of the game *U* (*A*) *−→ U* (*B*) in the category **Conway***−* of negative bracketed Conway games. The functor *U* is obviously faithful.

Let us briefly explain why the functor *U* is not full. This is a subtle point which deserves to be clarified. The anomaly is minor however, and comes in fact from the very definition of well-bracketed strategies in arena games – as strategies *σ* containing only well-bracketed plays, where *well-bracketed* means that the play is well-bracketed from the point of view of Player *and* Opponent. Given two arena games *A* and *B*, it is generally possible to find an alternating play *s* in the arena game *A ⇒ B* which is well-bracketed from the point of view of Player but not from the point of view of Opponent. Then, any well-bracketed strategy *τ* which contains the play *s* in the Conway game *U* (*A*) *U* (*B*) cannot be the image of a well-bracketed strategy *σ* : *A −→ B* in the category **AHM** of arena games.

This anomaly is easy to correct however, since every well-bracketed strategy *τ* on a Conway game contains a largest well-bracketed strategy *τ* of the form *U* (*σ*), defined as the set of plays *s ∈ τ* which are not only well-bracketed from the point of view of Player, but also from the point of view of Opponent. The strategies of the form *U* (*σ*) are then characterized as the strategies *τ* such that the equality *τ* = *τ* holds.

^

^

The functor *U* : **AHM** *→* **Conway***−* lifts to a faithful functor

*U*˜ : **AHMthread** *−→* **Conway***−*

!

such that the following diagram commutes

## AHM

*U*e **C****onway***−*

**t**˛z**hread**

J *U*

˛z !

J

**AHM**  **C****onway***−*

Observe that the category **AHMthread** defines a subcategory of **Conway***−* in which all the bracketed Conway games of the form *U* (*A*) are bracketed in the usual sense... that a move in the game can initiate *at most* one query.

!

At this stage, Abramsky, Honda and McCusker shift to the game semantic in- terpretation of a call-by-value language, by applying the family construction on the category **AHM**, exactly as we have done in order on the category of negative Con- way games **Conway***−* in order to obtain a model of tensor logic with sums and replicative modality. From this, we deduce that the category introduced by Abram- sky, Honda and McCusker in order to give a fully abstract model of **IdeaML** lives inside the category *Fam*(**Conway***−*). Moreover, the morphisms of this underling category are characterized by the equality *τ* = *τ*ˆ. Besides, the contextual equiva- lence of the category *Fam*(**Conway***−*) identifies two strategies *σ* and *τ* containing

!

!

the same well-bracketed plays:

*σ ∼ τ ⇐⇒*

*σ*ˆ = *τ*ˆ*.*

Hence, the category *Fam*(**Conway***−*) provides a fully abstract model of **IdeaML** which coincides with the model provided by Abramsky, Honda and McCusker after this mild quotient by contextual equivalence.

!

# An algebraic account of memory cells

The main novelty of our approach to general references is that it enables us to recon- struct the interactive strategy interpreting the memory cell in a purely conceptual way. In fact, we work gradually, and define three different paradigms of memory cell, using tensor logic and the compact closed structure of the underlying category of Conway games. A pleasant aspect of the approach is to relate the copy management performed by the familiar memory cell to the existence of a natural transformation

on the replication modality

*ξA,B* : !(*A ⊗* !*B*) *−→* !*A ⊗* !*B*

satisfying two coherence laws.

* 1. *An analysis of the strategy* cell*A.*

Before constructing the strategies associated to each kind of cell, it seems useful to recall how the language **IdeaML** is interpreted in the category *Fam*(**Conway***−*), following [[2](#_bookmark12)]. Abramsky, Honda and McCusker interpret the call-by-value language **IdeaML** using a cartesian closed category equipped with a strong monad. This monad, defined on the family category, is described in our model by

*T* (*A* )

d=ef

*O P*

( *⊕ A* )

*i i∈I*

´ *i* ˆ *i*

seen as a singleton family in the category *Fam*(**Conway***−*). The unit of this monad is obtained from the unit of the continuation monad and from injections. The strength of the monad *T* is easily deduced from the strength of the continuation monad. We note

*A,B*

*TA ⊗ TB*

left

*T* ( *A ⊗ B*)

right*A,B*

the left-to-right and right-to-left coercions of the strong monad *T* . The interpretation of a typing judgment

is given by a morphism

*x*1 : *X*1*, ··· xn* : *Xn ▶ M* : *A*

!*{X*1*} ⊗ ··· ⊗* !*{Xn} −→ T{A}*

where *{A}* = (*Ai*)*i∈I* is the translation of the type *A* in the category *Fam*(**Conway***−*). Such a morphism in the category *Fam*(**Conway***−*) may be seen as a strategy which lets Opponent choose a component *Yi* in each family *Xi*, and then plays according to a strategy

*O P*

!*Y*1 *⊗ ··· ⊗* !*Yn −→*

´ *⊕i* ˆ *Ai*

in the category **Conway***−*. The translation of the arena corresponding to the type ref[*A*] is the bracketed game

*{*ref[*A*]*}* d=ef

*O P*

!(&

`?*A∗*)) *⊗* ! *T* (*A* ) d=ef

!Write

*⊗* !Read

*i* ´ (ˆ 1 *i* *i*

!*A A*

seen as a singleton family in the category *Fam*(**Conway***−*). The formulas

Write

*O P*

= & ` *A∗*) Read

= *T* (*A* )

*A i* ´ (ˆ 1 *i*

*A i i∈I*

*{*Γ *▶* new *x* : *A, y* : *B* in *M}* = *{*Γ *▶* new *y* : *B, x* : *A* in *M}* (1)

*{*Γ*,x* : ref[*A*] *▶* new *y* : *B* in *x* := *V* ; *M}* = *{*Γ*,x* : ref[*A*] *▶ x* := *V* ; new *y* : *B* in *M}* (2)

*{*Γ *▶* new *x* : *A, y* : *B* in *x* := *V*1; *y* := *V*2; *M}* = *{*Γ *▶* new *x* : *A, y* : *B* in *y* := *V*2; *x* := *V*1; *M}* (3)

*{*Γ *▶* new *x* : *A* in *x* := *V* ; (*λy.M* )(deref(*x*))*}* = *{*Γ *▶* new *x* : *A* in *x* := *V* ; (*λy.M* )*V }* (4)

*{*Γ *▶* new *x* : *A* in *x* := *V*1; *x* := *V*2; *M}* = *{*Γ *▶* new *x* : *A* in *x* := *V*2; *M}* (5)

Fig. 3. Semantics of the memory cell

denote the type of the write and read methods for the family *A* = (*Ai*)*i∈I* . When

*I* = *{i}* is a singleton, the game *T{*ref[*A*]*}* can be depicted as the arena

*O*

,,!,,, *P* ¸¸¸! ¸

write(*i*¸)

read

,?,,

*A∗* ,

*i*

¸¸¸¸

ok *i*

*Ai*

The interactive strategy cell*A* implementing the memory cell may be described informally as follows:

* the strategy cell*A* reacts to the first move *O* by playing the move *P* ,
* if the next move played by Opponent is read, the strategy does not respond,
* the strategy cell*A* reacts to the move write(*i*) by playing the move ok,
* when Opponent plays the move read and when the last writing move which has been played is write(*i*), the strategy cell*A* answers *i*,
* when Opponent plays an initial move of *A**i* in the read component, the strategy

cell*A* answers by playing an initial move in a new copy of the game ?*A∗*, which

*i*

corresponds to the last move write(*i*) played,

* then, the strategy cell*A* copycats the Opponent moves in *Ai* (resp. *A∗*) by playing

*i*

the corresponding moves in *A∗* (resp. *Ai*).

*i*

We will now reconstruct the strategy cell*A* in three elementary steps.

* 1. *Linear memory cell and dual object.*

First, we construct the strategy lin\_cell*A* of type

lin\_cell

1 *A*

*−−−−−−−→*

*T* Write*A*

*⊗* Read*A*

*,* (6)

which interprets the linear memory cell. The construction of this strategy relies on the tensorial negation and on the existence of dual objects. Those two things enable to build a right inverse to the strength *tA,B,C*

*O P O P*

*A,B,C* : ´ (*A*` ˆ (*B ⊗ C*)) *−→* ´ (*A*` ˆ *B*) *⊗ C.*

The construction starts from an elementary property of duals in a monoidal closed category, which the interested reader will find mentioned by Peter May [[17](#_bookmark29)].

**Proposition 5.1** *Let* (*C, ⊗,* 1*,* ) *be a symmetric monoidal closed category. If the object C possesses a dual object C∗ in the category C, then the canonical morphism*

*fA,B,C* : (*A* *B*) *⊗ C −→ A* (*B ⊗ C*)

*is an isomorphism, for every object A and B.*

We use a variant of this property, where the closure is replaced by a tensorial nega- tion. As starting point, we observe that the strength

*O* (*A*` *P B*) *⊗ C tA,B,C O* (*A*` *P* (*B ⊗ C*))

´ ˆ *−−−−→* ´ ˆ

which exists in the category **Conway***−* extends in fact to the whole category **Conway**. This point is subtle: note in particular that the strategy *tA,B,C* is partial when the game *C* is positive, since it does not answer when Opponent plays his first move in the left hand side game *C*. For that reason, the algebraic and logical status of the strength in the whole category **Conway** remains somewhat enigmatic at that level of description.

The strategy *A,B,C* in the category **Conway** may be defined as follows:

*O* (*A*` *P* (*B ⊗ C*)) *−⊗ηC O* (*A*` *P* (*B ⊗ C*)) *⊗ C∗ ⊗ C*

´ ˆ *−−−−→* ´ ˆ

*−t⊗−→C*

*O* (*A*` *P* (*B ⊗ C ⊗ C∗*)) *⊗ C*

´ ˆ

(*−⊗εC* )*⊗C O P*

*−−−−−−−→* ´ (*A*` ˆ *B*) *⊗ C.*

When the game *A* is positive and the games *B* and *C* are negative, the resulting strategy defines a morphism in the category **Conway***−*, which is right inverse to the strength. This right inverse morphism will be at the heart of our definition of the strategy lin\_cell*A*. The construction starts by composing the injection of the singleton family (*Ai*) into the family (*Ai*)*i∈I* with the unit of the monad *T*

*Ai −→* (*Ai*)*i∈I −→ T* (*Ai*)*i∈I* = Read*A.* (7)

We then take its image by the tensorial negation and apply the law defining the tensorial negation, so as to obtain the morphism

*χ* : 1 *−→ O* (*A∗*` *P* Read *.*

(*Ai*)

´

*i*

ˆ

*A*

Then, we use the right inverse of the strength for *A* = *A∗*, *B* = 1 and *C* = Read*A*

*i*

and define a strategy of domain and codomain

write(¸*i*)

*∗* ¸¸

write(*i*)

read

*Ai* ok

read *−→*

*i Ai*

¸¸¸

*∗* ok *i Ai*

*A*

*i*

in the arena games notation. Every play *s* played by this strategy starts with the moves write(*i*) *·* (write(*i*))*∗ · i∗ · i*

followed by a copycat strategy. So, the strategy is the copycat strategy which does

not answer in the case Opponent decides to read the memory cell before writing in it.

At this stage, there only remains to take the product on every index *i* and to compose with the unit of the continuation monad, in order to obtain the strategy lin\_cell*A* described by Equation ([6](#_bookmark6)). The linear dereference method is defined by the copycat strategy on *T* Read*A*, and the linear assign method is provided by

assign

lin*A*

d=ef

eval *P*

: *A ⊗* Write*A*

*−→ T* 1

where

eval

*A,*ˆ1

: *A⊗ O* (*A∗* ` *B*) *→ O B*

*A,B* ´ ´

is obtained by applying the law defining the tensorial negation to the identity mor- phism

*O* (*A∗* ` *B*) id *O* (*A∗* ` *B*)*.*

´ *−→* ´

At this point, we show that this linear memory cell is well behaved in the sense that it satisfies the first four equations of Figure [3](#_bookmark4). Those four equations are well known because they constitute four of the five equations validated by a memory cell in the work of Abramsky, Honda and McCusker [[2](#_bookmark12)]. They ensure together the soundness of a linear memory cell.

The formalism provided by tensor logic enables us to deduce the validity of those four equations in a purely categorical way, using commutative diagrams of an algebraic flavor. In particular, we never have to refer to the strategies underlying the canonical morphisms.

1. Equality ([1](#_bookmark3)) comes from the fact that the diagram

*A ⊗ B*

*ηA⊗ηB*  *T A ⊗ TB*

left

*T* ( *A ⊗ B*)

*A,B*

right*A,B*

commutes, where the two morphisms left*A,B* and right*A,B* are the left-to- right and right-to-left coercions induced by the strong monad *T* ,

1. Equality ([2](#_bookmark3)) follows directly from the coherence laws (associativity and multi- plication) satisfied by the monad *T* ,
2. Equality ([3](#_bookmark5)) follows from the bifunctoriality of the tensor product,
3. Equality ([4](#_bookmark5)) is more difficult to derive, because it involves diagrammatic prop- erties of the morphism . In order to simplify, we only describe here the key diagrams in the case of a singleton family, (*Ai*)*i∈I* = (*A*). Namely, we use the fact that the morphism is constructed from the strength of the tensorial negation and from the unit and counit of the compact closed structure.

More precisely, this equation reduces to the commutative diagram

*TA*  *T A⊗χA O ∗ P*  *T A⊗ A ,*1*,TA O P*
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*∗*

*tA,*1

*T A⊗* ´ (*A* ` ˆ *T A*)

*tA,X*1

J

*T A⊗* ´ (*A* ` ˆ 1) *⊗ TA*

*tA,X*2

J

*TA*   *O ∗ P*

*T* (*A⊗ A∗,*1*,TA*)  *O P*
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*∗*

*T* eval*A,Y*1

J

*T* (*T* 2*A*)

*T* 1*,*1*,TA*

*T* (*A⊗* ´ (*A* ` ˆ 1) *⊗ T A*)

*T* (assignlin*A⊗T A*)

*T* ( *T* 1 J)

*⊗ T A*

*T μA*

J *c*

¸

*TTA*

*μA*

*T* left*,*1*,A*

J

*TA*

where

*X O ∗ P*

*O ∗ P P*

1 =´ (*A* ` ˆ *T A*) *X*2 =´ (*A* ` ˆ 1) *⊗ TA Y*1 =ˆ *TA.*

The two squares on the top commute by naturality of the strength of the monad *T* . The bottom-left triangle commutes as a variation on the zigzag identity involving the tensorial negation. By expanding the definition of and using the naturality of the unit and counit coming from the compact closed structure, the commutation of the square involving eval can be reduced to the commutation of the square,

*O P*  *A⊗tA∗,TA,*(*TA*)*∗ O P*

*A⊗* ´ (*A∗*` ˆ *T A*) *⊗* (*T A*)*∗*

eval*A,Y ⊗*(*T A*)*∗*

1

*A⊗* ´ (*A∗*` ˆ (*TA ⊗* (*T A*)*∗*))

eval*A,Y*2

2 J *∗ tTA,*(*TA*)*∗* J *∗*

*T A ⊗* (*T A*) *T* (*TA ⊗* (*T A*) )

where *Y*

*P*

2 =ˆ (

*TA ⊗* (*T A*)*∗*). In the same way, to see that the down-right triangle

commutes, we have to come back to the definition of . The commutation is then

reduced to the commutation of the diagram

2 *T* 2*A⊗ηTA*  2

*∗ tTA,*(*TA*)*∗ ⊗T*  *A*

*∗*  *T εTA⊗TA*

*T A T*

*A ⊗* (*T A*)

*⊗ TA*

¸¸¸¸¸¸¸¸¸

¸

*T* (*TA ⊗* (*T A*) ) *⊗ TA*

*T* 1 *⊗ TA*

*tTA,*1=id*T* 2*A*

*t ∗* ¸¸¸¸¸¸¸

*tTA⊗*(*TA*)*∗,TA*

*t*1*,A*

*TA,*(*TA*) *⊗TA*

¸¸zJJ

2 *T* ( *TA ⊗* (*T A*)*∗ ⊗ T A*)

*T A*

*T* (*T A⊗ηTA*)

*T* (*εTA⊗T A*)

*T* 2 *A*

The left square commutes by naturality of the strength, the triangle in the middle commutes by associativity of the strength, and the square on the right commutes again by naturality of the strength.

* 1. *Constant cell and replication modality.*

We describe below the strategy const\_cell*A* which interprets the constant memory cell in which one can write only once, but read infinitely many times. We construct it by taking the image through ! of the morphism ([7](#_bookmark7)) obtained by composing an injection and the unit of the monad *T*

!*Ai −→* !*A* = (!*Ai*)*i∈I −→* !Read*A*

instantiated at the family *A* = (*Ai*)*i∈I* . We then apply the same transformation as for the linear memory cell, and obtain a morphism

*−−−−−−−−→ T* (Write!*A ⊗* !Read*A*)*.* (8)

1 const\_cell*A*

This strategy has only one writing stage, and then throws a new copy on the same thread each time Opponent asks for reading the value. The dereference method is given by the dereliction

deref*A* d=ef

*εTA* : !Read*A −→ TA*

while the constant assign method is given by

assignconst*A*

d=ef

eval *P*

: !*A ⊗* Write!*A*

*−→ T* 1

!*A,*ˆ1

Using the naturality of the dereliction of the replication modality, one easily estab- lishes that the constant memory cell validates the first four equations of Figure [3](#_bookmark4) from the fact that the linear memory cell satisfies them.

* 1. *Memory cell and temporality.*

At this point, we are ready to describe the memory cell which can be written and read an infinite number of times. The most natural idea is to think of such a memory cell as an infinite number of constant memory cells. This gives rise to a strategy of type

1 *−→* !(Write!*A ⊗* !Read*A*)

where the scheduling of each copy is explicit. The whole point of the memory cell is precisely to hide this management at the level of types. In order to achieve this, it is necessary to take advantage of the high level of control available in the strategies between Conway games, in order to define a *memory access* strategy

*ξ*Write!*A,*Read*A* : !(Write!*A ⊗* !Read*A*) *→* !Write!*A ⊗* !Read*A*

whose task is to enforce that every time a read access is performed on the memory cell, it reads the last written value. We start by defining this strategy in the language of Conway games, before describing the series of algebraic properties it satisfies. It is worth observing already that since the strategy is not innocent (not even visible), there is no hope to define it using structural morphisms. Given a play *s* of the game

!*A ⊗* !*B*

*s* : !*A⊗*!*B* → (*wA, wB*)

where *wA ∈ V*!*A* and *wB ∈ V*!*B*, we define the position of the game !(*A ⊗* !*B*)

(*wA, wB*) *↓ s* d=ef

(*a*1*, w*1) *···* (*an, wn*)

where *ai ∈ VA* and *wi ∈ V*!*B* for all 1 *≤ i ≤ n*, by requiring that

*wA* = *a*1 *··· an wB* = *w*1 *··· wn*

and that the copies of the component *B* appearing in the position *wi* have been opened by the play *s* after the copy of the component *A* corresponding to the posi- tion *ai*, and before the copy of the component *A* corresponding to the position *ai*+1. So, the transformation of (*wA, wB*) into (*wA, wB*) *↓ s* consists in gathering together as *wi* all the copies of the component *B* opened by the play *s* between the *i*-th and (*i* + 1)-th copies of the component *A*, witnessed by the positions *ai* and *ai*+1. This scheduling enables us to define the memory access function

*f* : Play!*A⊗*!*B →* Play!(*A⊗*!*B*)

as the unique function

*s* :!*A⊗*!*B* → (*w, w'*) *'→ f* (*s*) :!(*A⊗*!*B*) → (*w, w'*) *↓ s*

such that the plays *s* and *f* (*s*) have the same underlying moves. This memory access function induces a memory access strategy

*ξA,B* : !(*A ⊗* !*B*) *→* !*A ⊗* !*B*

defined as

*ξA,B* d=ef

*{s | ∀t ≺ s , t|*!(*A⊗*!*B*) = *f* (*t|*!*A⊗*!*B* )*}*

where *s* and *t* are even length paths of the game !(*A ⊗* !*B*) (!*A ⊗* !*B*) and *t* is a prefix of *s*. We will also need to consider the strategy

*αA* : *A ⊗* !*A −→* !*A*

consisting of a copycat between the first opened copy of the game !*A* on the right- hand side and the game *A*, followed by a copycat between the other copies of the game !*A* and the game !*A* on the left-hand side. We will now axiomatize the proper- ties satisfied by the memory access strategy, properties that will be enough to show the validity of this strategy (for clarity, we omit explicit mention to the associativity in the monoidal category).

A *memory access modality* is defined as a replication modality ! equipped with two natural transformations *ξ* and *α* of component

*ξA,B* : !(*A ⊗* !*B*) *−→* !*A ⊗* !*B αA* : *A ⊗* !*A −→* !*A*

such that the diagrams

!(*TA ⊗* !*TB*) *ξTA,TB*  !*T A ⊗* !*TB*

*εTA⊗*!*TB*

J

*TA*

*εTA⊗εTB*

J

*TA*

(9)

*⊗* !*TB*

*T A⊗εTB*

*⊗ TB*

left*A,B*

J *T* ( *A* J

*TA ⊗ TB* left

*A,B*

*⊗ B*)

!(*TA ⊗* !*TB*) *ξTA,TB*  !*T A ⊗* !*TB*

*dTA⊗*!*TB*

J

*⊗* !(*TA*

!(*TA ⊗* !*TB*)

*⊗* !*TB*)

*dTA⊗*!*TB*

! ! J!

*TA ⊗*

*TA ⊗*

*TB*

*εTA⊗*!*TB⊗εTA⊗*!*TB*

J

*εTA⊗εTA⊗εTB*

J

(10)

*TA ⊗* !*TB ⊗ TA ⊗* !*TB*

*T A⊗eTB⊗T A⊗εTB*

*TA ⊗ TA ⊗ TB*

left*A,A⊗TB*;left*A⊗A,B*

J *T* ( *A ⊗* J *B*)

*TA ⊗ TA ⊗ TB* left*A,A⊗TB*;left*A⊗A,B A ⊗*

*T A⊗*!*TB⊗*!(*T A⊗*!*TB*) *α*  !(*T A⊗*!*TB*) *d*  !(*T A⊗*!*TB*)*⊗*!(*T A⊗*!*TB*)

*T A⊗*!*TB⊗ε*

J

*ε⊗ε*

J

*T A⊗*!*TB ⊗ T A⊗*!*TB*

*T A⊗e⊗T A⊗ε*

J

*TA ⊗ TA ⊗ TB*

left*A,A⊗TB*

*T A⊗*!*TB ⊗ T A⊗*!*TB*

*T A⊗e⊗T A⊗ε*

J

*TA ⊗ TA ⊗ TB*

left*A,A⊗TB*

*A*) *⊗*

(11)

J

*A*) *⊗ TB*

*T* (*A ⊗*

left*A⊗A,B* *T* ( *A ⊗ A ⊗ B*) ¸lef*,*t*A⊗A,B T* (*A ⊗* J *TB*

commute, where *εA* : !*A → A* denotes the unit and *dA* : !*A →* !*A ⊗* !*A* denotes the multiplication of the replication comonad ! while *eA* denotes the counit of the com- mutative comonoid !*A*. We let the reader check that the memory access strategy *ξ* satisfies the Diagrams ([9](#_bookmark8)) and ([10](#_bookmark9)) and that the strategy *α* satisfies the Diagram

([11](#_bookmark10)). This enables us to define the memory cell as the strategy

cell*A* d=ef

*ξ*Write!*A,*Read*A ◦* !const\_cell*A*

Coarsely speaking, Diagram ([9](#_bookmark8)) states that the memory cell behaves as the constant cell on the first copy. Diagram ([10](#_bookmark9)) states that the copy in *B* are linked to the last opened copy of *A*. It is worth stressing here the crucial use of the strength of the monad *T* in order to express the order in which the different copies are opened and played.

At this point, there remains to show that the notion of memory access is sufficient to guarantee that the strategy cell*A* interpreting the memory cell, validates the five equations exhibited in the work of Abramsky, Honda and McCusker [[2](#_bookmark12)], see Figure

[3](#_bookmark4). The first three equations are deduced from the same ingredients as for the linear or constant cell. Namely, we use properties of the tensor product and of the strong monad *T* .

Equation ([4](#_bookmark3)) is more difficult to derive, and follows essentially from Diagram ([9](#_bookmark8)). The proof is purely diagrammatic. The basic idea is to establish that for a unique assignment, the memory cell behaves as the constant memory cell, and then, to take advantage of the fact that we already know that the constant memory cell validates Equation ([4](#_bookmark3)). Technically speaking, the proof is based on the diagram

!(*f⊗*const\_cell*A*) !(! *A ⊗* Write *⊗* !Read ) *ξ*!*A⊗*Write!*A,*Read*A* !(! *A ⊗* Write ) *⊗* !Read

1 !*A A* !*A A*

*f⊗*!const\_cell*A*

J

!*A ⊗* !(Write

!(assign*A⊗*!Read*A* )

J

*ξT* 1*,*Read*A*

!assign*A⊗*!Read*A*

J

!*A⊗ε*Write!*A⊗*!Read*A*

!*A ⊗* !Read*A*)

!(*T* 1 *⊗* !Read*A*)

*εT* 1*⊗*!Read*A*

!*T* 1 *⊗* !Read*A*

*εT* 1 *⊗ε*Read*A*

J JJ

!*A ⊗* Write!*A ⊗* !Read*A* assign

*A*

*⊗*!Read*A*

*T* 1 *⊗* !Read*A*

*T* 1 *⊗* Read*A*

*T* 1*⊗ε*Read*A* left1*,A*

J J

*T* 1 *⊗* Read*A* left1*,A*

*T* Read*A*

which is shown to commute for every morphism *f* : 1 *→* !*A*. The left top square commutes by naturality of the counit *ε*, the right top square commutes by naturality of the memory access *ξ*, and the bottom square commutes as an instance of Dia- gram ([9](#_bookmark8)). This diagram states that a single use of the assign or dereference method induces the same interactive behaviour for the memory cell as for the constant cell. Finally, Equation ([5](#_bookmark3)) follows essentially from our assumption that Diagram ([10](#_bookmark9)) commutes, which ensures that a memory cell always reads the last written value. Just as in the case of Equation ([4](#_bookmark3)), the proof is purely diagrammatic. The basic idea of the proof is to establish that for every pair of morphisms *f, g* : 1 *→* !*A*, whenever one assigns the value *f* and then the value *g* to the memory cell, and then one reads

the cell, one gets the value *g*. In order to establish this fundamental property, it appears convenient to introduce the morphism

*ƒ a g* : 1 *−→* !(!*A ⊗* Write!*A ⊗* !Read*A*)

defined as

*ƒ a g* d=ef

(*ƒ ⊗* const\_cell*A*) *⊗* !(*g ⊗* const\_cell*A*); *α*!*A⊗*Write!*A⊗*!Read*A*

in the category *Fam*(**Conway***−*). The proof is based on the following diagram

*ξ*!*A⊗*Write*A,*Read*A*

1 *f¢g*  !(! *A ⊗* Write *⊗* !Read ) !(! *A ⊗* Write ) *⊗* !Read

!*A A*

!*A A*

*f⊗g⊗*!const\_cell*A*

J

!(assign*A⊗*!Read*A* )

J

!assign*A⊗*!Read*A*

*ξ* J

!*A ⊗* !*A⊗*

!(Write!*A ⊗* !Read*A*)

!*A ⊗* !*A⊗*

!(*T* 1 *⊗* !Read*A*

*dT* 1*⊗*!Read

) *T* 1*,*Read*A*  !*T* 1 *⊗* !Read

*dT* 1 *⊗*!Read*A*

*A*

*d*Write!*A*

*⊗*!Read

*A*

*A* JJJ

!*A ⊗* !*A ⊗* Write!*A ⊗* !Read*A*

*⊗*Write!*A ⊗* !Read*A*

*σ*;assign*A⊗*assign*A*

J

!(*T* 1 *⊗* !Read*A*) *⊗* !(*T* 1 *⊗* !Read*A*)

*εT* 1*⊗*!Read*A*

*⊗εT* 1*⊗*!Read*A*

J

!*T* 1 *⊗* !*T* 1 *⊗* !Read*A*

*εTA⊗εTA⊗ε*Read*A*

J

*T* 1 *⊗* !Read*A ⊗ T* 1 *⊗* !Read*A*

*T* 1 *⊗ e*Read*A*

*⊗T* 1 *⊗ ε*Read*A* J

*T* 1 *⊗* !Read*A ⊗ T* 1 *⊗* !Read*A*

*T* 1 *⊗ e*Read*A*

*⊗T* 1 *⊗ ε*Read*A* J

*T* 1 *⊗ T* 1 *⊗* Read*A*

left1*,*1 *⊗* Read*A*;

left1*,A*

J

*T* 1 *⊗ T* 1 *⊗* Read*A T* 1 *⊗ T* 1 *⊗* Read*A*  Read*A*

left1*,*1 *⊗* Read*A*;

left1*,A*

which is shown to commute for every pair of morphisms *ƒ* and *g*: the right top square commutes by naturality of *ξ*, the right bottom square is an instance of Diagram ([10](#_bookmark9)) and we leave the reader check the left square postcomposed with the morphism

*T* 1 *⊗ T* 1 *⊗* Read*A* left1*,*1*⊗*Read*A*  *T* 1 *⊗* Read*A* left1*,A*  Read*A*

commutes, this fact itself following from our assumption that Diagram ([11](#_bookmark10)) com- mutes.

# Conclusion and future works

We have defined a compact closed category of games, equipped with a notion of well-bracketing. This category offers an alternative way to think of the fully abstract model of the call-by-value language with higher-order store defined by Abramsky, Honda and McCusker. One interesting point about our approach is that the treat- ment of the memory cell is done diagrammatically, thus avoiding the direct and somewhat uncomfortable definitions and proofs in the original paper. We use only a fragment of our linear type system, corresponding to the traditional notion of “bracket” in arena games. We believe that this offers an opportunity to refine the

type system of the original programming language, in order to integrate the hugely extended notion of control provided by linear logic. It would be also interesting to analyze the models defined by McCusker [[18](#_bookmark26)] and Murawski [[21](#_bookmark31)] in order to avoid the bad variable constructor mkvar in the definition of the language. More gener- ally, we believe that much remains to be done in order to understand the algebraic structure of memory in game semantics. Ideally, this algebraic analysis should con- nect the game models based on visible or thread-independent strategies studied in this paper, with the monadic approach to general references recently advocated by Tzevelekos [[27](#_bookmark37)] which is based on innocent strategies and a state monad defined by recursion on all types.
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