![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)[Electronic Notes in Theoretical Computer Science 265 (2010) 49–71](http://dx.doi.org/10.1016/j.entcs.2010.08.005)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

Compositional System Security with Interface-Confined Adversaries

Deepak Garg, Jason Franklin, Dilsun Kaynar and Anupam Datta

*Carnegie Mellon University Pittsburgh PA, USA*

**Abstract**

This paper presents a formal framework for compositional reasoning about secure systems. A key insight is to view a trusted system in terms of the interfaces that the various components expose: larger trusted components are built by combining interface calls in known ways; the adversary is confined to the interfaces it has access to, but may combine interface calls without restriction. Compositional reasoning for such systems is based on an extension of *rely-guarantee* reasoning for system correctness [[27](#_bookmark44),[21](#_bookmark38)] to a setting that involves an adversary whose exact program is not known. At a technical level, the paper presents an expressive concurrent programming language with recursive functions for modeling interfaces and a logic of programs in which compositional reasoning principles are formalized and proved sound with respect to trace semantics. The methods are illustrated through a small fragment of an idealized file system.

*Keywords:* Compositional system security, program logic, temporal logic

# Introduction

*Compositional security* is a recognized scientific challenge for trustworthy comput- ing (see, for example, Bellovin [[5](#_bookmark22)], Mitchell [[28](#_bookmark45)], Wing [[35](#_bookmark52)]). Contemporary systems are built up from smaller components. However, even if each component is secure in isolation, the composed system may not achieve the desired end-to-end security property: an adversary may exploit complex interactions between components to compromise security. Such attacks have shown up in the wild in many different settings, including web browsers and infrastructure [[3](#_bookmark20),[4](#_bookmark21),[20](#_bookmark37),[10](#_bookmark23),[19](#_bookmark36)], network proto- cols and infrastructure [[26](#_bookmark42),[2](#_bookmark18),[29](#_bookmark46),[22](#_bookmark39),[35](#_bookmark52)], and application and systems software [[34](#_bookmark47),[8](#_bookmark24)]. While there has been progress on understanding secure composition in specific set- tings, such as information flow control for non-interference-style properties [[24](#_bookmark41),[23](#_bookmark40),[25](#_bookmark43)] and cryptographic protocols [[17](#_bookmark34),[9](#_bookmark25),[31](#_bookmark48),[12](#_bookmark29),[6](#_bookmark26),[11](#_bookmark28)], a systematic understanding of the general problem of secure composition has not emerged yet.

This paper makes a contribution in this space. We present a formal framework for compositional reasoning about secure systems, incorporating two main insights.
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First, we posit that a general theory of secure composition should enable one to flex- ibly model and parametrically reason about different classes of adversaries. This is critical because while specific domains may have a canonical adversary model (e.g., the standard network adversary model for cryptographic protocols), it is un- reasonable to expect that a standard adversary model can be developed for all of system security. To develop such a theory we view a trusted system in terms of the interfaces that the various components expose: larger trusted components are built by combining interface calls in known ways; the adversary is confined to the interfaces it has access to, but may combine interface calls without restriction. Such *interface-conﬁned adversaries* are precisely modeled in our framework and provide a generic way to model different classes of adversaries. For example, in virtual machine monitor-based secure systems, we can model an adversarial guest operat- ing system by confining it to the interface exposed by the virtual machine monitor (VMM). Similarly, adversary models for web browsers, such as the *gadget adver- sary* [[4](#_bookmark21)], can be modeled by confining the adversary to the read and write interfaces for frames guarded by the same origin policy as well as the frame navigation policies.

Second, we develop compositional reasoning principles for such systems in a rich logic of programs. A salient feature of our logic is that program specifications can use temporal operators, which allows them to relate not only the states and actions at the beginning and end of a program, but also at all points in between. This is essential because most properties of interest to us are safety properties [[1](#_bookmark19)] that must hold throughout a program’s execution. In this regard our work is similar to prior work on analysis of network protocols [[13](#_bookmark30)]. We further enrich the rea- soning principles by extending ideas from *rely-guarantee* reasoning [[27](#_bookmark44),[21](#_bookmark38)]. While rely-guarantee reasoning was developed for proving correctness properties of known concurrent programs, we extend it to soundly reason about system security in the presence of interface-confined adversaries. These principles generalize prior work on compositional logics for network protocol analysis [[12](#_bookmark29),[13](#_bookmark30),[33](#_bookmark49),[18](#_bookmark35)] and secure systems analysis [[14](#_bookmark31)] and are also related to a recently proposed type system for modularly checking interfaces of security protocols [[6](#_bookmark26)] (see Section [2](#_bookmark0) for a detailed comparison).

At a technical level, the paper presents an expressive concurrent programming language with recursive functions for modeling system interfaces and interface- confined adversaries. Specifically, the programming language is based on an un- typed, first-order, concurrent version of the lambda-calculus with side-effects (Sec- tion [3](#_bookmark1) presents more details). Security properties are specified in a logic of programs (also described in Section [3](#_bookmark1)). Compositional reasoning principles are codified in the proof system for the logic of programs to support modular reasoning about program specifications (Section [4.1](#_bookmark10)), trusted programs whose programs are known (Section [4.2](#_bookmark11)) and interface-confined adversarial (untrusted) code (Section [4.3](#_bookmark12)). We present the formal semantics for the logic of programs and the main technical result of the paper—a proof of the soundness of the proof system with respect to the trace semantics of the logic (Section [5](#_bookmark14)). Finally, we describe how the proof rules support rely-guarantee reasoning in the presence of adversaries (Section [6](#_bookmark15)). Concluding remarks and directions for future work appear in Section [7](#_bookmark17).

We illustrate our methods by applying them to an idealized file system whose access control matrix protects its own integrity through a special ‘administrate’ permission, and a homework administration application running on the file system. The interface-based view is useful both in modeling the file system’s interfaces that are composed in known ways by the application and in flexibly modeling the adversary. Our illustrative proofs exercise all compositional reasoning principles developed in this paper. Further examples, including a simplified web mashup and an analysis of secrecy in the Kerberos V5 protocol can be found in the full version of this paper [[16](#_bookmark33)].

# Related Work

We discuss below closely related work on logic-based and language-based approaches for compositional security. Orthogonal approaches to secure composition of cryp- tographic protocols include work on identifying syntactic conditions that are suffi- cient to guarantee safe composition [[17](#_bookmark34),[11](#_bookmark28)]. Another orthogonal approach to secure composition is taken in the *universal composability* or *reactive simulatibility* [[9](#_bookmark25),[31](#_bookmark48)] projects. These simulation-based definitions when satisfied can provide strong com- position guarantees. However, they have been so far applied primarily to crypto- graphic primitives and protocols.

**Compositional Logics of Security.** The framework presented in this paper is inspired by and generalizes prior work on logics of programs for network protocol analysis [[12](#_bookmark29),[13](#_bookmark30),[33](#_bookmark49),[18](#_bookmark35)] and secure systems analysis [[14](#_bookmark31)]. At a conceptual level, a sig- nificant new idea is the use of interface-level abstractions to modularly build trusted systems and flexibly model adversaries with different capabilities by confining them to stipulated interfaces. In contrast, prior work lacked the interface abstraction and had a fixed adversary. Also, the actions (side-effects) in the language were fixed in prior work to communication actions, cryptographic operations, and certain opera- tions on shared memory. On the other hand, our programming model and logic are parametric in actions. One advantage of this generality is that the compositional reasoning principles (proof rules) are action-independent and can be applied to a variety of systems, thus getting at the heart of the problem of compositional secu- rity (see Section [3.1](#_bookmark2) for details of the parametrization). We expect domain-specific reasoning to be codified using axioms; thus, the set of axioms for reasoning about network protocols that use cryptographic primitives will be different from those for reasoning about trusted computing platforms. The treatment of rely-guarantee reasoning in the presence of adversaries generalizes the invariant rule schemas for authentication [[12](#_bookmark29)], integrity [[14](#_bookmark31)], and secrecy [[33](#_bookmark49)] properties developed earlier.

**Refinement types for verifying protocols.** Recently, Bhargavan et al. have developed a type system to modularly check interfaces of security protocols, imple- mented it, and applied it to analysis of secrecy properties of cryptographic proto- cols [[6](#_bookmark26)]. Their approach is based on refinement types, i.e, ordinary types qualified

with logical assertions, which can be used to specify program invariants and pre- and post-conditions. Programmers annotate various points in the model with as- sumed and asserted facts. The main safety theorem states that all programmer defined assertions are implied by programmer assumed facts in a well-typed pro- gram. However, a semantic connection between the program state and the logical formulas representing assumed and asserted facts is missing. In contrast, we prove that the inference system of our logic of programs is sound with respect to trace semantics of the programming language. Our logic of programs may provide a se- mantic foundation for the work of Bhargavan et al. and, dually, the implementation in that work may provide a basis for mechanizing the formal system presented in this paper. Bhargavan et al.’s programming model is more expressive than ours because it allows higher-order functions. We intend to add higher-order functions to our framework in the near future.

# Programming Model and Security Properties

We start by describing our formalism for modeling systems and a logic of programs for specifying and reasoning about their security properties. In Section [3.1](#_bookmark2), we describe a concurrent programming language for modeling systems. Section [3.2](#_bookmark5) introduces our running example. Section [3.3](#_bookmark6) presents the logic of programs that is used to express security properties of systems modeled in the programming lan- guage.

* 1. *Programming Model*

We model a system as a set of concurrent threads, each of which executes a sequen- tial program. The threads may or may not be located on the same machine. The program of each thread may either be available for analysis, in which case we call the thread trusted, or it may be unknown, in which case we call the thread untrusted or adversarial. The program of a thread consists of atomic steps called *actions* and control constructs like conditionals and sequencing. Actions model all operations other than control flow including side-effect free operations like encryption, decryp- tion, and cryptographic signature creation and verification, as well as inter-thread interaction through network message sending and receiving, shared-memory reading and writing, etc. In the formal description of our programming model, its opera- tional semantics, and reasoning principles, we treat actions abstractly, denoting them with the letter *a* in the syntax of programs and representing their behavior with sound axioms in the logic of programs. The soundness theorem presented in this paper is general, and applies whenever axioms chosen to codify properties of actions are sound.

In the interest of security, programs may not have access to all actions used to model a system. Instead, programs may be limited to using a set of trusted interfaces that are exposed by the system. Formally, an interface is a function *f* (*x*) =*Δ e*, with

name *f* , argument *x*, and body *e*. The body may execute actions and interfaces,

including itself, thus allowing for both recursion and mutual recursion. Recursive

interfaces are important in many settings especially servers that listen for client requests, process them, and then loop back to the listening state.

Formally, the sequential program of each thread is described by an expression *e* in the following language. *t* denotes a *term* that can be passed as arguments, and over which variables *x* range. We do not stipulate a fixed syntax for terms; they may

include integers, Booleans, keys, signatures, tuples, etc. However, our language is first-order, so terms may not contain expressions. To simplify reasoning principles, the language is interpreted functionally: all expressions and actions must return a term to the calling site and variables bind to terms. Mutable state, if needed, may be modeled as a separate syntactic entity whose contents can be updated through actions, as illustrated in an example later in this section.

Expressions *e* ::= *t |* act *a |* let(*e*1*, x.e*2) *|* if(*b, e*1*, e*2) *|* call(*f, t*) Function defns ::= *f* (*x*) =*Δ e*

The expression *t* returns term *t* to its caller. act *a* evaluates the action *a*, potentially causing side-effects. let(*e*1*, x.e*2) executes *e*1 first, then binds the term obtained from its evaluation to the variable *x* and evaluates *e*2. if(*b, e*1*, e*2) evaluates *e*1 if *b* is true and evaluates *e*2 otherwise. call(*f, t*) calls function *f* with argument *t*: if

*Δ*

*f* (*x*) = *e* then call(*f, t*) evaluates to *e{t/x}*. (Ξ*{t/x}* denotes the usual capture- avoiding substitution of the term *t* for the variable *x* in the syntactic entity Ξ.)

**Operational Semantics.** The operational semantics of our programming language define how a configuration, the collection of all simultaneously executing threads of the system and shared state, reduces one step at a time. Formally, a configu- ration *C* contains a set of threads *T*1*,..., Tn* and a shared state *σ*. We treat the state abstractly in our formal specification; it may be instantiated to model shared memory as well as the network which holds messages in transit depending on the application. The state may change when threads perform actions, e.g., a send action by one thread may add an undelivered message to the network part of the state. Such interaction between the state and actions is captured in the reduction rule for actions, as described below.

A thread is a triple *I*; *K*; *e* containing a unique thread identifier *I*, an execution stack *K* and an expression *e* that is currently executing in the thread (also called *active* expression of the thread) . The execution stack records the calling context of the active expression as a sequence of frames.

Thread id *I*

Frame *F* ::= *x.e*

Stack *K* ::= [] *| F* :: *K*

Thread *T* ::= *I* ; *K* ; *e*

Configuration *C* ::= *σ D T*1*,..., Tn*

*σ* ; *I Q a '→ σ'* ; *I Q t* eval *t t'*

*σ Q I* ; (*x.e*) :: *K* ; act *a ‹→ σ' Q I* ; *K* ; *e{t'/x}* red-act

red-let

*σ Q I* ; *K* ; let(*e*1*, x.e*2) *‹→ σ Q I* ; (*x.e*2) :: *K* ; *e*1

*σ Q Ti ‹→ σ' Q T'*

*x ' i '*

red-config

*σ Q T*1*,..., Ti,..., Tn −→ σ Q T*1*,..., Ti ,..., Tn*

Fig. 1. Operational semantics, selected rules

Selected reduction rules for our language are shown in Figure [1](#_bookmark3). (Remaining rules are in the full version of this paper [[16](#_bookmark33)].) The rules are parametric in judgments for evaluating actions *a* and terms *t*, both of which are treated abstractly. The judgment eval *t t'* means that term *t* evaluates completely to the term *t'*. For example, in a model that includes standard arithmetic, a concrete instance of the judgment would be eval (3 + 5) 8. The judgment *σ* ; *I D a '→σ'* ; *I D t* means that action *a* when executed in thread *I* updates the shared state *σ* to *σ'* and returns term *t*. As an example, in a system with shared memory, *σ* may be a map from locations *l* to terms *t*, the action write *l, t* may change contents of location *l* to *t*, and the following judgment may hold: *σ* ; *I D* write *l, t '→σ*[*l '→t*]; *I D* ().

Our primary reduction relation, that for configurations, has the form *C −→ C'*. It interleaves reductions of individual threads in the configuration in an arbitrary order (rule red-config). Reductions of threads are formalized by a reduction relation for threads: *σ D T ‹→ σ' D T '*. This reduction relation is standard for functional programs with side-effects and we omit its description. Reductions caused by exe- cution of actions are called *effectual reductions* (rule red-act in the figure) whereas others are called *administrative reductions*.

Our reasoning principles establish properties of *traces*. A trace *T* is a finite sequence of reductions *C −→ C'* starting from an initial configuration. We associate a time point *u* with every reduction on a trace. A time point is either a real number or *−∞* or *∞*. The only constraint on time points associated with a trace is that they be monotonically increasing along the trace. Diagrammatically, we represent a trace as follows (*ui* is the time at which *Ci−*1 reduces to *Ci*.)

*u*0 *u*1 *un*

*−→ C*0 *−→ C*1 *... −→ Cn*

We assume that individual reduction steps happen instantaneously at the time associated with them on the trace and that the state *σ* on the trace does not change between two consecutive reductions. Specifically, in the above illustration, if *Ci* = *σi D Ti,*1*,..., Ti,n*, then we assume that the state of the trace is *σi* in the interval [*ui, ui*+1). *u*0 is called the *start time* of the trace. In addition to the sequence of reductions and time points, a trace may also include auxiliary information, such as contents of state at the start time.

File Mutable Data Structures

Files and Principal in Classroom

*C* : filename *→* data

*P* : (filename *∗* prin *∗* perm) set

Special principal: Teacher

*N* students: *s*[1]*,..., s*[*N* ]

*N* homework files: *f* [1]*,...,f* [*N* ]

*F* = *{*permadd*,* readfs*,* writefs*,*

Initial Access Control Matrix, *P*

File System Interfaces

send*,* recv*,* lock*,* unlock*}*

*Δ*

permadd(*f, k, p*) =

lock(*P* );

let *s* = read(*P* ) in

if ((*f,* self prin*,* ad) *∈ s*)

then unlock(*P* ); insert(*P,* (*f, k, p*))

else unlock(*P* )

*{*(*f* [1]*,* Teacher*,* ad)*,...,* (*f* [*N* ]*,* Teacher*,* ad)*}*

Known Programs

Code of principal Teacher:

*Δ*

readfs(*f* ) =

lock(*P* );

let *s* = read(*P* ) in

if ((*f,* self prin*,* re) *∈ s*) then unlock(*P* ); *C*(*f* ) else unlock(*P* )

*Δ*

writefs(*f, d*) =

lock(*P* );

let *s* = read(*P* ) in

if ((*f,* self prin*,* wr) *∈ s*)

then unlock(*P* ); update(*C, f, d*)

else unlock(*P* )

teacher body = teacher loop();

*Δ*

teacher loop() =

(*n, p*)= recv;

if (*p* = re *∨ p* = wr)

then permadd(*f* [*n*]*, s*[*n*]*, p*)

else ();

teacher loop()

Fig. 2. File system with access control (left) and an application on it (right)

* 1. *A File System Example*

We introduce an illustrative, running example of an idealized file system that uses an access control matrix for security. We represent the file system using two ab- stract, mutable data structures that are part of the shared state *σ* from Section [3.1](#_bookmark2): a map *C* from file names to file contents, and a set *P* of tuples (file name, principal, permission), which represents the access control matrix. Principal *k* has permission *p* on file *f* if and only if (*f, k, p*) *∈ P* . We use three permissions: read (re), write (wr), and administrate (ad). The last permission allows a principal to add per- missions for other principals on the relevant file. Both data structures are shared between the file system and users, some of whom may be malicious.

**Actions.** Our model includes several primitive actions *a*, which we describe infor- mally and whose formal details we elide. Two actions – *C*(*f* ) and update(*C, f, d*) – read the file *f* and write the contents *d* to file *f* , respectively (recall that *C* is the map from file names to their contents). Note that these actions do not make any access checks; the latter are performed by interfaces that wrap the actions as described below. Actions lock(*P* ) and unlock(*P* ) obtain and release an exclusive-

write lock on the access control matrix *P* . The lock is necessary to avoid write-write and read-write races on the matrix. Action read(*P* ) reads the access control matrix, while insert(*P,* (*f, k, p*)) inserts the triple (*f, k, p*) into the access control matrix. Finally, we have actions send(*m*), that sends a message *m* on the network (we as- sume that the source and destination fields of a message can be spoofed, so we do not model them), and recv that receives a message from the network.

**Interfaces.** Since the actions *C*(*f* ), update(*C, f, d*), and insert(*P,* (*f, k, p*)) do not perform any access control checks, they are not directly accessible to programs. Instead, programs are allowed to execute these actions only through fixed inter- faces that the file system exposes. This is characteristic of our modeling approach: we limit programs to stipulated interfaces that make security relevant checks, even though low-level actions may not be secure in themselves. Interfaces relevant to this example – readfs, writefs, and permadd – are shown in Figure [2](#_bookmark4). For better read- ability, we omit the keywords act and call from programs and write let(*e*1*, x.e*2) as let *x* = *e*1 in *e*2. We assume that each thread runs on behalf of a principal, whose permissions apply to the thread. The term self prin in a program dynamically binds to the principal who owns the executing thread (*a la* the system call getuid() in POSIX). The body of each interface checks relevant access permissions in *P* be- fore calling *C*(*f* ), update(*C, f, d*), or insert(*P,* (*f, k, p*)). Programs may use the other actions send, recv, lock, and unlock directly, so the set of primitives avail- able to programs is *F* = *{*permadd*,* readfs*,* writefs*,* send*,* recv*,* lock*,* unlock*}*.

**Application Program.** As an application of our file system, we consider a home- work administration system. Assume that a classroom containing one principal Teacher and *N* students *s*[1]*,..., s*[*N* ] shares our file system. Each student *s*[*n*] has a dedicated file *f* [*n*] that she can use to submit her homework. The application consists of one server program called teacher loop in Figure [2](#_bookmark4) run by the teacher and any number of programs run by students (and other adversaries) that are only constrained in that they are confined to the interfaces *F* defined above. Initially, the teacher has administrate permission (ad) on all files and there are no other per- missions. The teacher’s program listens to student requests to give them read and write permissions. The program receives a student id *n* and a permission *p* over the network, and if the latter is read or write, gives student *s*[*n*] permission *p* over file *f* [*n*]. (Having so obtained permissions, students can call the interfaces readfs and writefs to read and write their homework files, respectively.)

**Security Property.** We are interested in proving the following security property of our application: if file *f* [*n*] is updated by thread *i*, then the owner of thread *i* is *s*[*n*], i.e., only a student can change her homework file. Even though this property may seem obvious, its proof depends on a number of initial assumptions, and properties of interfaces and the program of the teacher, and illustrates all reasoning principles of our framework. The following is an outline of the proof. First, we prove two invariants: 1) The teacher never adds any administrate permission, and 2) In order

to add a permission on a file, a principal must have administrate permission on the file. Together with the assumption that initially only the teacher has administrate permissions, (1) and (2) imply that: 3) Only the teacher ever has administrate permissions. Next, we prove that: 4) The teacher adds write permission on *f* [*n*] only for *s*[*n*]. Finally, we prove that: 5) In order to update a file, a thread must have write permission on the file. Together, (2)–(5) imply our security property.

Technically, properties (1) and (4) follow from an analysis of the *known program* of the teacher, using principles introduced in Section [4.2](#_bookmark11). Properties (2) and (5) depend on the behavior of all threads, including those that are adversarial, so they must be proved by an *analysis of available interfaces F* only (Section [4.3](#_bookmark12)). Property

(3) requires *rely-guarantee reasoning* because its proof is inductive (Section [6](#_bookmark15)). We sketch some of these proofs formally in subsequent sections.

* 1. *Security Properties*

We represent security properties as formulas of a logic whose syntax is shown below.

Formulas *ϕ, ψ* ::= *p* @ *u | b | t* = *t' | u*1 *≤ u*2 *| ϕ ∧ ψ | ϕ ∨ ψ | ¬ϕ | T | ⊥ |*

*∀x.ϕ | ∃x.ϕ*

The formula *p* @ *u* means that the atomic formula *p* holds at time *u* (on the trace against which the formula is being interpreted). *p* @ *u* is a hybrid modality [[32](#_bookmark50),[7](#_bookmark27)]. It is known that all operators of linear temporal logic (LTL) can be expressed using *p* @ *u* and quantifiers, so this logic is at least as expressive as LTL. In addition to increasing expressiveness, using a hybrid logic instead of LTL allows us to ex- press order between actions in security properties in an intuitive manner, facilitates reasoning about invariants of programs modularly (Section [4](#_bookmark8)) and also facilitates rely-guarantee reasoning without the need for additional induction principles (Sec- tion [6](#_bookmark15)).

*b* denotes a Boolean term from the syntax of the language. Atomic formulas *p* are terms applied to predicates, which may represent either the execution of certain actions (corresponding to the language’s actions *a*) or properties of state. For ex- ample, a predicate isACM(*s*) that checks that the access control matrix *P* is the set *s* may be defined by saying that *T |*= isACM(*s*) @ *u* if and only if, in trace *T* , at time *u*, the access control matrix is *s*. Similarly, in protocol analysis, *T |*= Enc(*I, t, k*) @ *u* may hold if and only if thread *I* in trace *T* encrypts term *t* with key *k* at time *u*.

**Example 1.** As an illustration, we formalize in our logic the security property described at the end of Section [3.2](#_bookmark5). Suppose that the predicate Update(*i, f, d*) holds at time *u* if at time *u*, thread *i* executes the action update(*C, f, d*) and predicate Owner(*i, k*) means that principal *k* owns threads *i*. [1](#_bookmark7) Then, the following formula

1 Technically, the syntax of our logic requires us to write the suffix *...* @ *u* after each atomic formula. However, Owner(*i, k*)@ *u* is independent of *u*, so we elide the suffix *...* @ *u* after Owner(*i, k*).

means that only student *s*[*n*] can update file *f* [*n*].

*∀i, u, n, d.* (Update(*i, f* [*n*]*, d*) @ *u*) *⊃* Owner(*i, s*[*n*])

**Logic of Programs.** On top of the temporal logic described above, we build a logic of programs to reason about properties of traces obtained by executing known or interface-confined programs. Prior experience with security analysis of proto- cols [[12](#_bookmark29),[13](#_bookmark30),[33](#_bookmark49),[18](#_bookmark35)] and trusted computing platforms [[14](#_bookmark31)] shows that in addition to standard post-conditions that hold when a program completes execution, analysis of secure systems often requires reasoning about properties that hold while a pro- gram executes. We call such properties *invariants* and introduce a novel construct to represent them.

Specifically, we express pre- and post-conditions as well as invariants using six kinds of assertions, generically denoted *μ, ν*.

Assertions *μ, ν* ::= [*e*]*⟨ub, ue, i, x⟩ϕ | {e}⟨ub, ue, i⟩ϕ |*

[*f* ]*⟨y, ub, ue, i, x⟩ϕ | {f}⟨y, ub, ue, i⟩ϕ |*

[]*⟨ub, ue, i⟩ϕ |* [*a*]*⟨ub, ue, i, x⟩ϕ*

In these assertions, *ub, ue, i, x,y* are bound variables whose scope is *ϕ*. (Recall that *ϕ* denotes a formula in the temporal logic described earlier.) The intuitive meanings of the six assertions are listed below; formal semantics are postponed to Section [5](#_bookmark14).

* [*e*]*⟨ub, ue, i, x⟩ϕ*: If program expression *e* executes completely during the interval (*ub, ue*] in thread *i* and returns value *x*, then *ϕ* holds.
* *{e}⟨ub, ue, i⟩ϕ*: If program expression *e* is active in thread *i* at time *ub* and does not return until time *ue*, then *ϕ* holds.
* [*f* ]*⟨y, ub, ue, i, x⟩ϕ*: If function *f* is called with argument *y* in thread *i* at time *ub* and executes completely during the interval (*ub, ue*] returning value *x*, then *ϕ* holds.
* *{f}⟨y, ub, ue, i⟩ϕ*: If function *f* is called with argument *y* in thread *i* at time *ub*

and has not returned until time *ue*, then *ϕ* holds.

* []*⟨ub, ue, i⟩ϕ*: If thread *i* does not perform any effectual reduction in the interval (*ub, ue*], then *ϕ* holds. (Recall from Section [3.1](#_bookmark2) that an effectual reduction is the reduction of an action, as opposed to the reduction of a control flow construct.)
* [*a*]*⟨ub, ue, i, x⟩ϕ*: If in thread *i*, the active expression at time *ub* is act *a*, and this expression executes at time *ue* returning *x*, then *ϕ* holds.

Our reasoning principles (Section [4](#_bookmark8)) are parametric in the variables *y*,*ub*,*ue*, *i*,*x* and our logic’s formal semantics relate assertions to traces for all ground instances of these variables. Assertions [*e*]*⟨ub, ue, i, x⟩ϕ* and [*f* ]*⟨y, ub, ue, i, x⟩ϕ* specify the behavior of programs that complete execution. They are generalizations of partial correctness assertions from other program logic based type-theories like Hoare Type Theory (HTT) [[30](#_bookmark51)]. We do not need to specify pre- and post-conditions separately

because we can encode them in *ϕ* using the construct *p* @ *u*. For example, consider

the function *f* (*x*) =*Δ*

let((act read *l*)*, z.* (act write *l, z* + *x*)) that increments

the contents of the private memory location *l* by its argument *x*. We can specify this function in our logic of programs as [*f* ]*⟨y, ub, ue, i, x⟩ ∀z.* (Mem(*l, z*) @ *ub ⊃* Mem(*l, y* + *z*) @ *ue*) *∧ x* = (), where Mem(*l, z*) means that location *l* contains value

*z*. Note that the variable *x* in the body of the function differs from the *x* in its specification. In the former case, the variable is the argument of the function whereas in the latter case it is the result of the function.

The assertions *{e}⟨ub, ue, i⟩ϕ* and *{f}⟨y, ub, ue, i⟩ϕ* specify invariants of pro- grams – *ϕ* holds *while* the program (*e* or *f* ) is executing. Prior work on Protocol

Composition Logic [[12](#_bookmark29),[13](#_bookmark30),[33](#_bookmark49),[18](#_bookmark35)] and the Logic of Secure Systems [[14](#_bookmark31)] encodes in- variants using standard partial correctness assertions and a notion of prefixes of a program. However, prefixes are impossible to define in the presence of function calls and recursion. Our treatment is novel and strictly more general because it allows for specification of invariants of programs with all control flow constructs.

Whereas Section [4](#_bookmark8) presents a proof system for establishing the four assertions [*e*]*⟨ub, ue, i, x⟩ϕ*, *{e}⟨ub, ue, i⟩ϕ*, [*f* ]*⟨y, ub, ue, i, x⟩ϕ*, and *{f}⟨y, ub, ue, i⟩ϕ*, we do not stipulate rules for establishing the remaining two assertions, []*⟨ub, ue, i⟩ϕ* and [*a*]*⟨ub, ue, i, x⟩ϕ* that specify properties of administrative reduc- tions and effectual reductions, respectively. Instead, these two assertions must be established through sound axioms that would depend on the representation of state and actions chosen; the proof rules for establishing the other four assertions use these two assertions as black-boxes. Our proof system’s soundness theorem ap- plies whenever the axioms chosen for establishing these two classes of assertions are sound.

**Thread-Local Reasoning.** A salient feature of our logic of programs is that the specifications of a program, if established, hold irrespective of actions of threads other than the one in which the program executes. This is implicit in the intuitive meanings of the assertions above as well as the formal semantics of the logic (Sec- tion [5](#_bookmark14)). For example, the meaning of [*e*]*⟨ub, ue, i, x⟩ϕ* is that if program expression *e* executes completely during the interval (*ub, ue*] in thread *i* and returns value *x*, then *ϕ* holds. Since this interpretation does not constrain what other threads do, *ϕ* holds *irrespective of the reductions that other threads may have performed in the interim*. As in prior work [[13](#_bookmark30)], this local property of the proof system simplifies reasoning significantly since we do not have to reason about reductions of other threads when we wish to prove a property that is specific to a thread (e.g., that the thread does not write a certain location).

**Example 2.** Suppose that the predicate Insert(*i,* (*f, k, p*)) holds at time *u* if thread *i* executes the action insert(*P,* (*f, k, p*)) at time *u*. Then, property (1) from the end of Section [3.2](#_bookmark5), which states the teacher’s program never adds any administrative

permissions, can be expressed as the following invariant of teacher body:

*{*teacher body*}⟨ub, ue, i⟩*

*∀u, f, k.* ((*ub < u ≤ ue*) *⊃* (*¬*Insert(*i,* (*f, k,* ad)) @ *u*))

# Compositional Reasoning Principles

Next, we present a proof system that codifies compositional reasoning principles for establishing assertions about programs as well as security properties. In addi- tion to standard rules for proving temporal formulas and syntax-directed rules for proving assertions about programs and functions, our proof system includes two rules of inference that allow deduction of properties of threads from invariants of their programs. We call a thread *trusted* if the program it executes is known, else we call the thread *untrusted* or *adversarial*. Using the first rule (Section [4.2](#_bookmark11)), we may combine knowledge that a particular thread is executing a known program with any invariant of the program to deduce that the formula in the invariant holds forever. The second rule (Section [4.3](#_bookmark12)) embodies our central idea of reasoning about unknown, potentially adversarial, code by confining it to interfaces: if we know that an adversarial thread has access only to certain interfaces, then under certain con- ditions, we can show that a common invariant of all those interfaces always holds in the system, regardless of the manner in which the adversarial thread uses those interfaces.

Formally, proofs establish one of two hypothetical judgments: Σ; Γ *▶ ϕ* and Σ; Γ; Δ *▶ μ*. In both judgments Σ is a set of first-order variables that may occur free in the rest of the judgment, Γ is a list of assumed formulas of the temporal logic and Δ contains assumed specifications of functions. A proof establishing either Σ; Γ *▶ ϕ* or Σ; Γ; Δ *▶ μ* is parametric in all variables in Σ, i.e., it holds for all ground instances of the variables.

Σ ::= *· |* Σ*,x*

Γ ::= *· |* Γ*,ϕ*

Δ ::= *· |* Δ*,* [*f* ]*⟨y, ub, ue, i, x⟩ϕ |* Δ*, {f}⟨y, ub, ue, i⟩ϕ*

The judgment Σ; Γ *▶ ϕ* coincides with the standard hypothetical judgment of first- order classical logic with equality (we treat *p* @ *u* as an atomic formula *p*(*u*)), with additional axioms to make time points a total order. Due to lack of space, we elide the rules for establishing this judgment.

Assertions manifest in the judgment Σ; Γ; Δ *▶ μ* are established by an analysis of the program in *μ* through rules described in Section [4.1](#_bookmark10). Additionally, there are inference rules to combine reasoning in the temporal logic with reasoning about assertions. For instance, if [*e*]*⟨ub, ue, i, x⟩ϕ* and *ϕ ⊃ ϕ'*, then one of the rules of inference allows deduction of [*e*]*⟨ub, ue, i, x⟩ϕ'*. Such rules are common in program logics and we elide them also.

Σ; Γ; Δ *▶* [*a*]*⟨ub, ue, i, x⟩ϕ*  Σ; Γ; Δ *▶* []*⟨ub, ue, i⟩ϕ*

PA IA

Σ; Γ; Δ *▶* [act *a*]*⟨ub, ue, i, x⟩ϕ* Σ; Γ; Δ *▶ {*act *a}⟨ub, ue, i⟩ϕ*

Σ; Γ; Δ *▶* []*⟨ub, um, i⟩ϕ*1 Σ; Γ; Δ *▶* [*e*1]*⟨um, u' , i, y⟩ϕ*2 Σ*, y*; Γ;Δ *▶* [*e*2]*⟨u' , ue, i, x⟩ϕ*3

*m*

Σ; Γ; Δ *▶* [let(*e*1*, y.e*2)]*⟨ub, ue, i, x⟩∃y.∃um.∃u' .*((*ub < um < u'*

*m* PL

*< ue*) *∧ ϕ*1 *∧ ϕ*2 *∧ ϕ*3)

*m m*

Σ; Γ; Δ *▶* []*⟨ub, ue, i⟩ϕ*

Σ; Γ; Δ *▶* []*⟨ub, um, i⟩ψ*1 Σ; Γ; Δ *▶ {e*1*}⟨um, ue, i⟩ψ*2 Σ*, ub, um, ue, i*; Γ*, ub < um ≤ ue, ψ*1*, ψ*2 *▶ ϕ*

Σ; Γ; Δ *▶* []*⟨ub, um, i⟩ψ*3 Σ; Γ; Δ *▶* [*e*1]*⟨um, u' , i, y⟩ψ*4

*m*

Σ*, y*; Γ;Δ *▶ {e }⟨u' ,u , i⟩ψ ' '*

2 *m e* 5 Σ*, ub, um, um, ue, i, y*; Γ*, ub < um < um ≤ ue, ψ*3*, ψ*4*, ψ*5 *▶ ϕ* IL

Σ; Γ; Δ *▶ {*let(*e*1*, y.e*2)*}⟨ub, ue, i⟩ϕ*

*Δ*

*f* (*z*) = *e* Σ*, y*; Γ; Δ*,* [*f* ]*⟨y, ub, ue, i, x⟩ϕ ▶* [*e{y/z}*]*⟨ub, ue, i, x⟩ϕ* PF

Σ; Γ; Δ *▶* [*f* ]*⟨y, ub, ue, i, x⟩ϕ*

*Δ*

*f* (*z*) = *e* Σ*, y*; Γ; Δ*, {f}⟨y, ub, ue, i⟩ϕ ▶ {e{y/z}}⟨ub, ue, i⟩ϕ* IF

Σ; Γ; Δ *▶ {f}⟨y, ub, ue, i⟩ϕ*

Fig. 3. Selected modular rules for establishing program specifications

* 1. *Reasoning About Speciﬁcations of Programs*

Representative rules for establishing program specifications are shown in Figure [3](#_bookmark9). As mentioned in Section [3.3](#_bookmark6), the rules of our proof system rely on the abstract judgments [*a*]*⟨ub, ue, i, x⟩ϕ* and []*⟨ub, ue, i⟩ϕ* (e.g., rule (PA)). The rules are mod- ular: specifications of a program are established by combining specifications of sub-programs. For instance, we may justify the rule (PL) as follows. In the con- clusion of the rule we wish to establish a partial correctness assertion of the ex- pression let(*e*1*, y.e*2). If this expression is active in thread *i* at time *ub* and re- turns value *x* at time *ue*, then through an analysis of the operational semantics it follows that at some time *um* after *ub*, *e*1 must have become active, then at a

later time *u'* , *e*1 would have returned some value *y* to *e*2, which would have be-

*m*

come active, and finally at time *ue*, *e*2 would have returned *x*. So if []*⟨ub, um, i⟩ϕ*1,

*m*

[*e*1]*⟨um, u'*

*m*

*, i, y⟩ϕ*2, and [*e*2]*⟨u'*

*, ue, i, x⟩ϕ*3 all hold (as in the premises of the rule),

then *∃y.∃um.∃u'*

*m*

*.*((*ub < um < u'*

*< ue*) *∧ ϕ*1 *∧ ϕ*2 *∧ ϕ*3) must hold. Observe that

it is necessary to existentially quantify the variables *y*, *um*, and *u'* in the conclusion

*m*

*m*

because during reasoning, we cannot determine their exact values. This justifies the conclusion of the rule. Other rules for establishing partial correctness assertions can be justified similarly.

Rules for establishing invariance assertions are more involved, but are also mod- ular. We illustrate their justification through the rule (IL). In the conclusion of the rule we wish to establish an invariant that holds while let(*e*1*, y.e*2) executes. If this

expression is active in thread *i* at time *ub* but does not return until time *ue*, then there are only three possibilities: (a) *e*1 does not start executing until time *ue*, (b) *e*1 starts executing at some time *um*, but does not return until time *ue*, or (c) *e*1

starts executing at time *um*, returns at time *u'* , *e*2 starts executing at time *u'* ,

*m*

*m*

but does not return until time *ue*. If we can show that *ϕ* holds in each of these three cases, then *ϕ* is in invariant of let(*e*1*, y.e*2). The premises of the rule account for exactly these three cases: the first premise accounts for case (a), premises 2–4

account for case (b), and the remaining premises account for case (c).

Rules (PF) and (IF) for proving partial correctness assertions and invariants of functions check the corresponding specification on the bodies of the respective functions. In order to account for the possibility of recursion, we also assume the function’s specification when we check the body of the function by adding it to the context Δ in the premises. It is not obvious that this approach is sound and accounting for it complicates our proof of soundness (see Section [5](#_bookmark14)).

**Example 3.** The invariant in Example 2 can be proved using the rules presented in this section, related rules for other types of program expressions, and some straight- forward axioms for relevant actions. We list two such axioms below, leaving the rest to the full version of the paper. These axioms mean that the receive action recv and administrative reductions do not insert anything into the access control ma- trix. Soundness of such axioms is easy to prove, as has been demonstrated in prior work [[13](#_bookmark30),[14](#_bookmark31)].

*▶* [recv]*⟨ub, ue, i, x⟩ ∀u, k, f, p.* ((*ub < u ≤ ue*) *⊃* (*¬*(Insert(*i,* (*f, k, p*)) @ *u*)))

*▶* []*⟨ub, ue, i⟩ ∀u, k, f, p.* ((*ub < u ≤ ue*) *⊃* (*¬*(Insert(*i,* (*f, k, p*)) @ *u*)))

* 1. *Reasoning About Trusted Threads*

Next, we present the rule used to prove properties of trusted threads from knowledge of their programs. In the logic, we say that HonestThread(*I, e*) if thread *I* executes program expression *e* only. Let Start(*I*) @ *u* hold if at time *u*, thread *I* is ready to execute, but has not performed any reduction. The following rule, based on the Honesty rule in prior work on Protocol Composition Logic [[13](#_bookmark30)], allows us to prove a property of thread *I* from an invariant of *e* if HonestThread(*I, e*).

Σ; Γ; *·▶ {e}⟨ub, ue, i⟩ϕ*(*ub, ue, i*)

Σ; Γ *▶* HonestThread(*I, e*) Σ; Γ *▶* Start(*I*) @ *u* HONTH Σ; Γ *▶ ∀u'.* (*u' > u*) *⊃ ϕ*(*u, u',I*)

The justification for this rule is the following: since HonestThread(*I, e*) and Start(*I*) @

*u*, it must be the case that *e* is the active expression in *I* at time *u*. Further, since

*e* is the top-level program of *I*, it can never return. Hence, by the definition of

*{e}⟨ub, ue, i⟩ϕ*(*ub, ue, i*), *ϕ*(*u, u',I*) must hold for any *u' > u*. We do not stipu- late rules for proving either HonestThread(*I, e*) or Start(*I*) @ *u* since they codify system-specific assumptions. Instead such formulas must be explicit hypotheses in Γ, as illustrated below.

**Example 4.** We demonstrate an application of the (HONTH) rule on the invari- ant of Example 2. Suppose that the teacher’s program is executing in thread *i*0 since the beginning of time (*−∞*). Since we know that the teacher’s program is

teacher body, and we assume that this is the only program the teacher executes, we can assume that:

* + 1. HonestThread(*i*0*,* teacher body)
    2. *∀i.* (Owner(*i,* Teacher) *⊃* (*i* = *i*0))
    3. Start(*i*0) @ *−∞*

Applying the rule (HONTH) to the invariant from Example 2 and (A), (C) above, we can conclude that

*∀u'.* (*u' > −∞*) *⊃* (*∀u, f, k.* ((*−∞ < u ≤ u'*) *⊃* (*¬*Insert(*i*0*,* (*f, k,* ad)) @ *u*))) Simplifying and combining with (B), we get

*∀i, u.* Owner(*i,* Teacher) *⊃ ¬*(Insert(*i,* (*f, k,* ad)) @ *u*)

In simple words, the statement above means that the teacher never inserts the administrate permission into the access control matrix, which is property (1) of the proof outline at the end of Section [3.2](#_bookmark5).

* 1. *Reasoning About Interface-Conﬁned Untrusted Threads*

As opposed to trusted threads, whose security properties may be established by analysis of their programs, the programs of untrusted or adversarial threads are not known, so proving their security properties may seem impossible. Yet, in practice, security of systems often relies on confinement of behavior of untrusted threads. For instance, property (2) in the proof outline of Section [3.2](#_bookmark5), which states that a thread must have administrate permission to add a permission, holds of all threads including those that are untrusted, e.g., threads run by students and adversaries. The property holds because the only interface that allows modification to the ac- cess control matrix (permadd) checks for the administrate permission. In general, relevant properties of untrusted threads can often be proved by an analysis of the interfaces they have access to, even if we do not know the exact code the threads execute. In this section, we develop reasoning principles to perform such reasoning in the proof system of our logic. We define an interface, denoted *F, G*, as a set of functions. In general, an untrusted thread that is confined to *F* may construct a new set of functions *G* that call functions of *F* and themselves and combine calls to functions of *F* and *G* in any way it chooses. To formally represent such an adversary, we need a few definitions.

**Definition 4.1 (***F***-confined expressions)** *Given an interface F, we call an ex- pression e F-conﬁned if the following hold: (a) All occurrences of* call *in e have the form* call(*f, t*)*, where f ∈ F, and (b)* act *does not occur in e.*

**Definition 4.2 (***F***-limited functions)** *Given an interface F, we call a set of*

*Δ*

*functions G* = *{g*

*| g* (*y*) = *e } F-limited if the body e*

*of each function is* (*F ∪G*)*-*

*conﬁned.*

*k k k k*

**Definition 4.3 (***F***-confined thread)** *A (untrusted) thread I is said to be F- conﬁned if I executes a program e and there is a F-limited interface G such that e is* (*F ∪ G*)*-conﬁned. The predicate* Confined(*I, F*) *holds iff I is F-conﬁned.* [2](#_bookmark13)

**Definition 4.4 (Compositional formula)** *A formula ϕ*(*ub, ue, i*)*, possibly con- taining the free variables ub, ue, i, is called compositional if ∀ub, um, ue, i.* ((*ub < um ≤ ue*) *∧ ϕ*(*ub, um, i*) *∧ ϕ*(*um, ue, i*)) *⊃ ϕ*(*ub, ue, i*)*.*

Roughly, a formula *ϕ*(*ub, ue, i*) describing some property over an interval (*ub, ue*] is compositional if whenever the formula holds on two adjoining intervals, it also holds on the union of the intervals. In general, if *ϕ*(*ub, ue, i*) encodes the fact that a safety property holds throughout the interval (*ub, ue*], then *ϕ*(*ub, ue, i*) will be compositional.

We codify our reasoning principles for untrusted, interface-confined threads in the following rule:

(*ϕ*(*ub, ue, i*) compositional)

*·*; Γ; *·▶* []*⟨ub, ue, i⟩ϕ*(*ub, ue, i*) *∀f ∈ F.* (*·*; Γ; *·▶ {f}⟨y, ub, ue, i⟩ϕ*(*ub, ue, i*))

*∀f ∈ F.* (*·*; Γ; *·▶* [*f* ]*⟨y, ub, ue, i, x⟩ϕ*(*ub, ue, i*)) Σ; Γ *▶* Confined(*I, F*) Σ; Γ*,* Γ*' ▶ ∀ue. ϕ*(*−∞, ue,I*)

RES

The informal justification for the rule (RES) is that, owing to its confinement to *F*, the reduction of *I* up to any time point *ue* can be split into calls to functions in *F* interspersed with administrative reductions of the adversary’s choosing. Since *ϕ* is a partial correctness assertion of all functions in *F* (fourth premise) and adminis- trative reductions (second premise), as well an invariant of all functions in *F* (third premise), it must hold over all these splits. Therefore, due to the compositionality of *ϕ* (first premise), *ϕ*(*−∞, ue,I*) must hold. The formal justification of this rule is a non-trivial part of the soundness theorem (Section [5](#_bookmark14)) because we must consider all *F*-confined programs that the thread *I* may execute.

**Example 5.** We sketch a proof of property (2) from the outline at the end of Section [3.2](#_bookmark5). The property states that if a thread can insert a permission for file *f* into the access control matrix then the thread must have the administrate permission on *f* , or, formally,

*∀i, f, k, k', p, u, s.* ((Insert(*i,* (*f, k', p*)) @ *u*) *∧* Owner(*i, k*))

*⊃ ∃u'.* (*u' < u ∧* (isACM(*s*) @ *u'*) *∧* ((*f, k,* ad) *∈ s*))

2 The restriction that the untrusted thread may not execute any actions directly may seem to limit expres- siveness of our model because we may want to allow the untrusted thread access to some actions. However, this is not really a limitation because we may give the thread access to interfaces that execute the allowed actions immediately. For instance, to allow an adversary access to the send action, we may give it the

*Δ*

interface *f* (*x*) = send *x*.

where isACM(*s*) means that the (current) access control matrix is the set of tuples

*s*. We prove this property using the (RES) rule. Define

*ϕ*(*ub, ue, i*) = *∀f, k, k', p, u, s.*

((*ub < u ≤ ue*) *∧* (Insert(*i,* (*f, k', p*)) @ *u*) *∧* Owner(*i, k*))

*⊃ ∃u'.* (*u' < u ∧* (isACM(*s*) @ *u'*) *∧* ((*f, k,* ad) *∈ s*))

Then, using the rules presented in Section [4.1](#_bookmark10), we can prove the following for the interface *F* defined in Figure [2](#_bookmark4):

*∀g ∈ F.* (*{g}⟨y, ub, ue, i⟩ϕ*(*ub, ue, i*))

*∀g ∈ F.* ([*g*]*⟨y, ub, ue, i, x⟩ϕ*(*ub, ue, i*)) []*⟨ub, ue, i⟩ϕ*(*ub, ue, i*)

Further, since all threads are assumed to be confined to the interface *F*, we can assume that *∀i.* Confined(*i, F*). Finally, it can be easily checked that *ϕ*(*ub, ue, i*) is compositional. Hence, by rule (RES) we conclude that *∀i.∀ue. ϕ*(*−∞, ue, i*). This implies the formula at the beginning of this example in a straightforward manner.

# Semantics and Soundness Theorem

We formally define semantics of temporal formulas *ϕ* and assertions *μ* with respect to traces and show that our proof rules are sound, i.e., any formula or assertion proved using the rules is valid in the semantics. This provides foundational justifi- cation for the reasoning principles of Section [4](#_bookmark8).

**Semantics.** Since our programming model and the logic of programs are paramet- ric in the syntax of terms and predicates, we assume that interpretations of these entities are given. Let **[***t* **]** denote the semantic interpretation of the term *t* in some

domain and let =*.* denote equality in the domain. For interpreting atomic formulas,

we assume the existence of a Boolean valued function *V* (*T , u, p*) (*T* is a trace, *u*

is a ground time point, and *p* is a ground atomic formula) such that **[***t*]] =*.* [[*t'* **]** im-

plies *V* (*T , u, p{t/x}*) = *V* (*T , u, p{t'/x}*). Given these assumptions, we may define the semantics *T |*= *ϕ* of ground temporal formulas *ϕ* in a standard manner. For example,

* *T |*= *p* @ *u* iff *V* (*T , u, p*).
* *T |*= *ϕ ∧ ψ* iff *T |*= *ϕ* and *T |*= *ψ*.

In order to define semantics of assertions, we need a notion of the suffix of a trace, also called a subtrace.

**Definition 5.1 (Subtraces)** *Let T be the trace*

*u*0 *u*1 *un*

*−→ C*0 *−→ C*1 *... −→ Cn*

*For any k ≥* 0*, we deﬁne the truncation of T to k, written* trunc(*T , k*) *as the trace which contains only the last k* +1 *conﬁgurations of T . If k > n then* trunc(*T , k*) = *T .*

Semantics of ground assertions *μ* are represented through the judgment *T ,n |*= *μ*, which roughly means that the assertion *μ* holds in the subtrace trunc(*T , n*). The additional information *n* is needed to prove soundness for recursive functions. One representative clause of the definition of *T ,n |*= *μ* is shown below; others are described in the full version of this paper.

- *T ,n |*= *{e}⟨ub, ue, i⟩ϕ* holds iff *T |*= *ϕ{u' /ub}{u' /ue}{I/i}* whenever the fol-

*b e*

lowing pattern matches the subtrace trunc(*T , n*) for some *u' < u'* , there is no reduction in thread *I* in the interval (*u', u'* ], and the stack of *I* has suffix *K*

*b*

*b*

throughout the interval (*u' , u'* ].

*b e*

*...*

*'*

*u*

*−→ σ D I* ; *K* ; *e*

Finally, we define semantics of hypothetical judgments of the proof system.

* *T |*= (Σ; Γ *▶ ϕ*) if for every grounding substitution *θ* with domain Σ, *T |*= Γ*θ* implies *T |*= *ϕθ*.
* *T |*= (Σ; Γ; Δ *▶ μ*) if for every grounding substitution *θ* with domain Σ and every

*n*, *T |*= Γ*θ* and *T ,n |*= Δ*θ* imply *T ,n |*= *μθ*.

**Soundness.** We show that any hypothetical judgment established using the proof system of Section [4](#_bookmark8) is semantically valid, if the axioms chosen to reason about the assertions [*a*]*⟨ub, ue, i, x⟩ϕ* and []*⟨ub, ue, i⟩* are valid in the semantics. As a result, any instance of our reasoning principles is sound if we choose sound axioms for actions and administrative reductions.

**Theorem 5.2 (Soundness)** *Suppose that each assumed axiom (e.g., about the as- sertions* [*a*]*⟨ub, ue, i, x⟩ϕ and* []*⟨ub, ue, i⟩ϕ) is sound. Then for every T ,*

1. Σ; Γ *▶ ϕ implies T |*= (Σ; Γ *▶ ϕ*)*.*
2. Σ; Γ; Δ *▶ μ implies T |*= (Σ; Γ; Δ *▶ μ*)*.*

The proof of soundness proceeds by a lexicographic induction, first on the max- imum number of (RES) rules in any path in the given derivation, and then on the depth of the derivation. A simpler, more obvious induction on the depth of the derivation does not work because in the (RES) rule the proof that the program *e* being executed by the thread *I* satisfies invariant *ϕ* may be arbitrarily deeper than the proofs of the premises. Another technical difficulty arises due to the possibility of recursive functions: for the rules (PF) and (IF) of Figure [3](#_bookmark9), we must subinduct on the number *n* in the definition of *T ,n |*= *μ*.

# Rely-Guarantee Reasoning

Often, a security property relies on specific behavior of threads that can be ascer- tained only if the security property itself holds in the past. For example, consider property (3) from the outline at the end of Section [3.2](#_bookmark5): only the teacher ever obtains administrate permissions. Reasoning that this property holds at any point of time relies on the property having been true at all points of time in the past. Similarly, the analysis of secrecy of keys in security protocols often relies both on the keys having remained secret in the past as illustrated in prior work [[33](#_bookmark49)].

The rely-guarantee method is a general technique for proving such properties for concurrently executing threads [[27](#_bookmark44),[21](#_bookmark38),[15](#_bookmark32)]. Summarily, suppose *ϕ* is a property of state. The rely-guarantee method envisages that in order to show that *ϕ* holds in all states of the system’s execution, it suffices to prove the following three properties:

1. *ϕ* holds initially.
2. There is a class of properties *ψ*(*i*), indexed by threads *i*, such that for any action that *i* may perform, if *ϕ* holds in the state preceding the action, then *ψ*(*i*) holds immediately after *i* executes the action.
3. If *ϕ* holds in a state and *ψ*(*i*) holds in the next state for all *i*, then *ϕ* holds in the next state.

Here, we show how, for a wide class of properties, the rely-guarantee technique is a special case of the reasoning principles presented in Section [4](#_bookmark8). Suppose *ϕ*(*u*) is a property that we wish to establish for all time points *u*. Assume that a predicate *ι*(*i*) identifies threads of interest and there is a thread-specific property *ψ*(*u, i*) such that the following analogues of the properties (A)–(C) hold:

(A’) *ϕ*(*−∞*)

(B’) *∀i, u.* (*ι*(*i*) *∧ ∀u' < u. ϕ*(*u'*)) *⊃ ψ*(*u, i*)

(C’) (*ϕ*(*u*1) *∧ ¬ϕ*(*u*2) *∧* (*u*1 *< u*2)) *⊃*

*∃i, u*3*.* (*u*1 *< u*3 *≤ u*2) *∧ ι*(*i*) *∧ ¬ψ*(*u*3*, i*) *∧ ∀u*4 *∈* (*u*1*, u*3)*. ϕ*(*u*4)

Then, we can prove using elementary logical reasoning that *∀u.ϕ*(*u*) (see the next Theorem). Roughly, condition (B’) is analogous to property (B) and it may be established through invariants. For instance, if *ι*(*i*) = *i ∈ I*, where *I* is a set of trusted threads, then by rule (HONTH), condition (B’) holds if the following assertion holds for all programs *e* that threads in *I* may execute.

*{e}⟨ub, ue, i⟩ ∀u ∈* (*ub, ue*]*.* (*∀u' < u. ϕ*(*u'*)) *⊃ ψ*(*u, i*)

If, on the other hand, *ι*(*i*) = *T* (i.e., all threads are of interest), then we may prove (B’) using the (RES) rule. Condition (C’) means that if there is a violation of *ϕ* at time *u*2 but this was not the case at time *u*1 (*u*1 *< u*2) then there must be a first violation at some time *u*3 that is caused due to a violation of the thread specific property by some thread satisfying *ι*. This is stronger than property (C), but holds

for properties *ϕ* that depend solely on state. In general, a rigorous proof of a condition like (C’) requires induction over traces. Since we do not have a principle for induction on trace in our formalism, we must, in some cases, derive (C’) from an axiom, which must then be proved sound in the semantic model by induction on traces.

**Theorem 6.1 (Rely-guarantee)** *Conditions (A’)–(C’) as above imply*

*∀u. ϕ*(*u*) *in the proof system of Section* [*4*](#_bookmark8)*.*

**Proof.** By a straightforward analysis in the temporal logic.

**Example 6.** We outline briefly how property (3) mentioned at the end of Sec- tion [3.2](#_bookmark5) can be proved using the rely-guarantee method described above. Define the predicate HasOnly(*K, f, p, u*) to mean that only principals in set *K* have permission *p* on file *f* at time *u*:

HasOnly(*K, f, p, u*) = *∀k, s.* ((isACM(*s*) @ *u*) *∧* ((*f, k, p*) *∈ s*)) *⊃* (*k ∈ K*)

Then, we can prove by an induction on traces that the following axiom (PERM) is sound:

*∀K, f, u*1*, u*2*, p.*

(HasOnly(*K, f, p, u*1) *∧ ¬*HasOnly(*K, f, p, u*2) *∧* (*u*1 *< u*2))

*⊃* (*∃i, k', u*3*.* (*u*1 *< u*3 *≤ u*2) *∧* (*k' /∈ K*) *∧* (Insert(*i,* (*f, k', p*)) @ *u*3) *∧*

*∀u*4*.* (*u*1 *< u*4 *< u*3) *⊃* HasOnly(*K, f, p, u*4))

Intuitively, the axiom states that if at time *u*1 only principals in *K* have permission *p* on file *f* and at later time *u*2 this is not the case, then there must be a first time *u*3 when some thread *i* inserted permission *p* on *f* for a principal *k' /∈ K*.

The property (3) we wish to prove can be formalized as *∀u.ϕ*(*u*) where

*ϕ*(*u*) = *∀n.* HasOnly(*{*Teacher*},f* [*n*]*,* ad*, u*)

Following the rely-guarantee method described above, define

*ι*(*i*) = *T*

*ψ*(*u, i*) = *∀n, k'.* (*k' /*= Teacher) *⊃ ¬*(Insert(*i,* (*f* [*n*]*, k',* ad)) @ *u*)

By Theorem [6.1](#_bookmark16), if we can prove (A’)–(C’) for the *ϕ*, *ψ*, and *ι* defined above, then there is a proof of the required property *∀u. ϕ*(*u*). We analyze each of these condi- tions. (A’) is the formula *ϕ*(*−∞*) = *∀n.* HasOnly(*{*Teacher*},f* [*n*]*,* ad*, −∞*), which holds because we assumed that initially only Teacher has adminis- trate permissions. (Technically, (A’) is an axiom in our example.) After substitution of *ϕ*, *ψ*, and *ι*, (C’) is easily seen to be equivalent to axiom (PERM) written earlier

and, therefore, has an immediate proof. The statement of (B’) is:

*6i, u.* (*6u'.* ((*u' < u*) *э 6n.* HasOnly(*{*Teacher*},f* [*n*]*,* ad*, u'*)))

*э 6n, k'.* (*k' /*= Teacher) *э ч*(Insert(*i,* (*f* [*n*]*, k',* ad)) @ *u*) This follows from the properties proved in Examples 4 and 5.

# Future Work

This paper makes significant progress towards developing a systematic foundation for compositional system security. We plan to extend this work in several directions. So far, we have considered reasoning principles for first-order programs where code cannot be passed as arguments or returned from expressions. However, many sys- tems rely on passing code either as data or through pointers. To model and to establish security properties of such applications, we propose to extend the formal- ism with higher-order constructs and develop associated compositional reasoning principles. While this paper has focused on the technical foundations of the theory, we plan to apply this framework to develop a systematic basis for web security, to formalize attacker models for web browsers proposed in the literature [[4](#_bookmark21)] and develop new ones, and to build an understanding of relevant security policies, end- to-end security properties, attacks in the wild, and ways to defend and prove web applications secure against these attacks.
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