![](data:image/png;base64,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)![](data:image/png;base64,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)Electronic Notes in Theoretical Computer Science 123 (2005) 195–208 ![](data:image/png;base64,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)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

Deciding Nondeterministic Hierarchy of Deterministic Tree Automata

# Damian Niwin´ski[1](#_bookmark0) ,[2](#_bookmark0)

*Institute of Informatics Warsaw University Warsaw, Poland*

# Igor Walukiewicz[3](#_bookmark0)

*LaBRI*

*University of Bordeaux I Bordeaux, France*

Abstract

We show an algorithm which, for a given deterministic parity automaton on infinite trees, computes the minimal Mostowski (or Rabin) index of a *nondeterministic* automaton recognizing the same language. This extends a previous result of Urban´ski on deciding if a given deterministic Rabin automaton is equivalent to a nondeterministic Bu¨chi automaton. The algorithm runs in the time of verifying the non-emptiness of nondeterministic parity automata.

*Keywords:* Parity tree automata, Mostowski index, decidability.

# Introduction

Finite–state automata running in infinite time constitute an automata-theoretic counterpart of many logics relevant to verification, such as *µ*-calculi, temporal logics, and the monadic second-order logic. For logics referring to branching
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time, automata on infinite trees seem to be optimal choice. A well-known paradigm translates a formula into an automaton recognizing its tree models, thus reducing model-checking to the non-emptiness problem for tree automata. The semantical complexity of temporal formulas is reflected by the struc- ture of automata, in particular by the acceptance condition. Today the most common variant is the *parity* condition, which reveals subtle correspondences between automata, the *µ*-calculus, and games [[3](#_bookmark11)]. Parity automata can be or- ganized into a hierarchy according to their *Mostowski indices* [4](#_bookmark1) (see Figure [1](#_bookmark4) be- low). Understanding the structure of this hierarchy helps us to understand the trade–off between expressiveness and efficiency in the model-checking method.

It is known that the hierarchy of Mostowski indices is strict for all kinds of tree automata: deterministic [[18](#_bookmark27)], nondeterministic [[10](#_bookmark19)], alternating [[1](#_bookmark10)] (building on [[2](#_bookmark12),[7](#_bookmark13)]), as well as the so-called weak alternating automata [[9](#_bookmark18)]. However, very little is known about the *effectiveness* of these hierarchies, that is, whether we can *compute* the minimal Mostowski index of a tree language, starting from any given automaton.

The problem appears somewhat easier if the *input* automaton is deter- ministic. Deterministic tree languages form a proper, but effective, subclass of all recognizable tree languages (we can determinize an automaton in EX- PTIME [[13](#_bookmark22)], whenever possible). Computing the level in the deterministic hierarchy can be accomplished by reduction to an analogous problem for word automata [[12](#_bookmark21)], see Remark [2.4](#_bookmark5) below. Note however that the level of a deter- ministic language in a nondeterministic hierarchy can be arbitrarily smaller than in the deterministic one [5](#_bookmark2) .

Concerning nondeterministic hierarchy, Urban´ski [[17](#_bookmark26)] showed how to de- cide if a given deterministic Rabin automaton is equivalent to a Bu¨chi automa- ton (possibly nondeterministic). In the present paper we extend this result by showing an algorithm which, for a given deterministic parity automaton, computes its exact Mostowski index in the nondeterministic hierarchy. To complete the picture, note that the relation of deterministic languages to al- ternating hierarchy is effective for easy reasons, because they are all co-Bu¨chi, hence on the level (0*,* 1) of the alternating hierarchy.

To show our result, we refine the technique introduced in [[12](#_bookmark21)], where we solved the problem for tree languages ∀*L*, where *L* ⊆ Σ*ω* and ‘∀’ is under- stoodd in the CTL manner (that is, *t* ∈ ∀*L* if the *ω*-words read along all paths

4 Here we credit A. W. Mostowski, who first considered [[8](#_bookmark17)] tree automata with such ac- cepting condition. The Mostowski indices refine the *Rabin indices* [[14](#_bookmark23)].See [[16](#_bookmark25)] for relations between various kinds of automata.

5 It follows easily from the fact that all recognizable *word* languages can be recognized by

Bu¨chi automata, while the deterministic hierarchy is infinite [[18](#_bookmark27)].

of *t* are in *L*). There, computing the nondeterministic index of the tree lan- guage ∀*L* reduced to detecting some special patterns in a deterministic (word) automaton for *L*, which we called flowers.

An arbitrary deterministic tree language can be characterized quite sim- ilarly if we take into consideration both labels and directions of paths (e.g., for binary trees, the alphabet of paths becomes Σ × {*l, r*}). It turns out that the nondeterministic index of the tree language depends again on the pres- ence of some flower-like patterns in the deterministic automaton for the path language.

Searching for flowers in a deterministic word automaton can be carried on in polynomial time, however the construction also requires detection of unproductive states of the input tree automaton. This amounts to solving the non-emptiness problem, the question whose exact complexity is currently unknown (estimated by UP ∩ co-UP [[5](#_bookmark14)]).

# Basic notions

Automata on infinite words.

A finite nondeterministic parity automaton on infinite words is presented by A = ⟨Σ*, Q, qI, Tr, rank*⟩, where Σ is a finite alphabet, *Q* is a finite set of *states* with an *initial state qI*, *Tr* ⊆ *Q* × Σ × *Q* is a set of *transitions*, and *rank* : *Q* → *ω* is the *ranking* function. A transition (*q, a, p*) is usually written

*q* →*a p*.

A *run* of an automaton *A* on an infinite word *u* ∈ Σ*ω* can be presented

*a*

as an infinite word *ρ* ∈ *Qω* such that *ρ*(0) = *qI*, and *ρ*(*m*) → *ρ*(*m* + 1),

whenever *u*(*m*) = *a*, for every *m < ω*. As usual, the run *ρ* is *accepting* if lim sup*n*→∞ *rank*(*ρ*(*n*)) is *even*; in other words, the highest rank repeating infinitely often is even. The language *L*(*A*) recognized by *A* consists of those words in Σ*ω* for which there exists an accepting run.

Automata on infinite trees.

A full binary tree valued (labeled) in a finite alphabet Σ is a mappings

*t* : {*l, r*}∗ → Σ, we denote the set of all such trees by *T*Σ.

A *nondeterministic parity tree automaton* A = ⟨Σ*, Q, qI, Tr , rank*⟩ is like an automaton on words except for that *Tr* ⊆ *Q* × Σ × *Q* × *Q*. A *run* of A on a tree *t* ∈ *T*Σ is itself a *Q*–valued tree *ρ* : {*l, r*}∗ → *Q* such that *ρ*(e)= *qI*, and, for each *w* ∈ dom(*ρ*), ⟨*ρ*(*w*)*, a, ρ*(*wl*)*, ρ*(*wr*)⟩ ∈ *Tr* , whenever *t*(*w*) = *a*. A *path* in *ρ* is *accepting* if the highest rank occurring infinitely often along it is even. More formally, for a path *P* = *p*0*p*1 *...* ∈ {*l, r*}*ω* , this means that lim sup*n*→∞ *rank*(*ρ*(*p*0*p*1 *... pn*)) is even. A *run is accepting* if so are all its

paths. The tree language *T* (A) *recognized* by A consists of those trees in *T*Σ

which admit an accepting run.

Deterministic automata.

An automaton on words, or on trees, is *deterministic* if *Tr* is a partial function from *Q* × Σ to *Q*, or to *Q* × *Q*, respectively. It is well-known that a parity word automaton can be always converted into a deterministic one but a tree automaton in general cannot. We call a tree language *deterministic* if it is recognized by a deterministic parity automaton.

It will be profitable to identify a deterministic tree automaton *A* as above with a (deterministic) automaton on infinite words A*w* = ⟨Σ×{*l, r*}*, Q, qI, Tr w, rank*⟩, where

*a,l a,r*

*Tr w* = {*q* → *q*1*, q* → *q*2 : (*q, a, q*1*, q*2) ∈ *Tr* }

A *labeled path* in a tree *t* : {*l, r*}∗ → Σ is an infinite sequence (*σ*0*p*0)*,* (*σ*1*p*1)*,* (*σ*2 *p*2) *.. .*, such that *σi* ∈ Σ, *pi* ∈ {*l, r*}, and *t*(*p*0 *... pi*−1) = *σi* (so in particular *t*(*ε*) = *σ*0). It should be clear that A recognizes a tree *t* if *Aw* recognizes all labeled paths of *t*. Conversely, any *deterministic* word automaton over Σ × {*l, r*} induces a (deterministic) tree automaton over Σ in the obvious manner. In the sequel we will usually not distinguish notationally between A and A*w*, but it will be clear from the context if we view it as an automaton on words or on trees.

Hierarchy of Mostowski indices

The *Mostowski index* of a parity automaton A is the pair (min (*rank*(*Q*)), max (*rank*(*Q*))). We let (*ι, κ*) ± (*ι*'*, κ*') if either *ι*' ≤ *ι* and *κ* ≤ *κ*' or *ι* = 0, *ι*' = 1, and *κ* +2 ≤ *κ*'. It is easy to see that, if (*ι, κ*) ± (*ι*'*, κ*') then any automaton of index (*ι, κ*) can be transformed into an equivalent automaton of index (*ι*'*, κ*') by modification of ranks. Therefore, for any type of automata, the Mostowski indices induce a hierarchy of (tree) languages depicted on the Figure [1](#_bookmark4). (Without loss of generality we may assume that min(*rank*(*Q*)) ∈

{0*,* 1}; otherwise scale down the rank by *rank*(*q*) := *rank*(*q*) − 2.)

It is known that the hierarchy of Figure [1](#_bookmark4) is *strict* for deterministic au- tomata on words and trees [6](#_bookmark3) [[18](#_bookmark27)], and for nondeterministic automata on trees [[10](#_bookmark19)] (also for alternating automata which we do not consider here). We recall the examples from [[10](#_bookmark19),[11](#_bookmark20)], because they are related to our proof.

For *n* ∈ N, let *Mn* be the set of trees *t* over alphabet {0*,* 1*,..., n*}, such that for any path *u* ∈ {*l, r*}*ω* of *t*, lim sup*i*→∞ *t*(*ui*) is *even*. Let *Nn* be defined

6 Strictly speaking, Wagner [[18](#_bookmark27)] did not considered trees, but the result follows easily from the word case; it also follows from [[10](#_bookmark19)] because the examples there are deterministic.

¸¸¸¸¸¸

,,,,,

¸¸,¸,¸,,

,,,, ¸¸¸

(1*,* 2*k* + 2¸) (0*,* 2*k* + 1)

¸¸¸¸,¸,,,,

,,,,

,,

¸

,,

¸¸¸¸¸¸

¸¸¸¸¸¸

,,,,,

¸¸,¸,¸,,

,,,,,

(1*,* 4) ¸¸¸

¸¸¸¸

(0*,* 3)

,,

¸¸¸,¸,,,

,,,,, ¸¸¸¸¸

,

(1*,* 3) ¸¸¸

(0*,* 2)

,,

¸¸¸,¸,,,

,,,,, ¸¸¸¸¸

,

(1*,* 2) ¸¸¸

(0*,* 1)

,,

(1*,* 1)

¸¸¸,¸,,,

,,,,, ¸¸¸¸¸

,

(0*,* 0)

Fig. 1. Hierarchy of Mostowski indices.

similarly, with ‘even’ replaced by ‘odd’. We call a tree language *L*, *ι-n-feasible* if there is a nondeterministic parity automaton of index (*ι, n*) recognizing *L*. Otherwise *L* is *ι-n-unfeasible*.

Theorem 2.1 ([[10](#_bookmark19),[11](#_bookmark20)]) *For n* ∈ N*: (i) Mn is* 0*-n-feasible but* 1*-*(*n* + 1)*- unfeasible; (ii) Nn is* 1*-*(*n* + 1)*-feasible but* 0*-n-unfeasible.*

Flowers

For an integer *k*, a *k-loop* in a deterministic word automaton A is a path *v*1*,... , vj* = *v*1 in the automaton graph (with *j >* 1), such that max {*rank*(*vi*): *i* = 1*,... , j*} = *k*. Given integers *m* ≤ *n*,a state *q* ∈ *Q* is a *m-n-flower* in A if for every *k* = *m,... , n*, there is, in the graph of A,a *k*-loop containing *q*. We have introduced this concept in [[12](#_bookmark21)], together with a rank lifting operation on automata, ↑*i* (for *i* ∈ N), which does not change states and transitions of an automaton, but may, for some states, shift ranks smaller that *i* (maximally to *i* + 1). We need not the details of this operation here, so we only summarize the results to be used.

Lemma 2.2 ([[12](#_bookmark21)]) *For a deterministic word automaton* A*, let* B = A ↑0↑1

*...* ↑*i. Then L*(B)= *L*(A) *and moreover if a state q has the priority m* ≤ *i in*

B *then q is a m-i-flower in* B*.*

We will use the following consequence of this lemma.

Lemma 2.3 *If n is greater than all ranks of the states of* A *then the maximal rank in any strongly connected component (SCC) of* A ↑0↑1 *...* ↑*n is n or n* + 1*.*

Proof. By the property of ↑*i*, it can be maximally *n* + 1. Now if a state *q* has *rank*(*q*)= *i* ≤ *n* in A ↑0↑1 *...* ↑*n* then by the previous lemma it lies on some *n*-loop, which is of course contained in the SCC.

Remark 2.4 In [[12](#_bookmark21)] we have also showed how to determine the determin- istic Mostowski index of a word automaton, by analyzing the flowers in the

↑-modified automaton. Together with the aforementioned correspondence be- tween deterministic tree automata and word automata for labeled paths, this implies a procedure to determine the level of a deterministic tree language in the deterministic hierarchy. As we have also showed [[13](#_bookmark22)] how to transform a nondeterministic tree automaton into a deterministic one whenever it is pos- sible (within the EXPTIME bound), the case of deterministic hierarchy can be considered settled.

# Forbidden flower patterns

Now for each Mostowski index (*ι, n*), we will define a flower–like pattern *P* (*ι, n*), that is a family of subgraphs, which may occur in a deterministic word automaton over Σ × {*l, r*}. Recall that, by the previous section, such an automaton corresponds to a tree automaton over Σ. Considering the indices (1*, n*) and (0*,n* − 1) as dual, the idea is to show that if A contains a *P* (*ι, n*) pattern then *T* (*A*) cannot be recognized by a nondeterministic tree automaton with the index dual to (*ι, n*). The patterns will be constructed in regular way starting from *P* (0*,* 2) and *P* (1*,* 3), but the basic cases are somewhat different.

We will use letters *a, b, c,...* for states. Let *a*~*b* be a short notation for a path *a* = *v*1*,... , vj* = *b* in the automaton graph. (We always assume that

*j >* 1, i.e., the path goes through at least one edge.) We will write *a* ~*k*

*b* if

moreover this is a *k-path*, i.e., max {*rank*(*vi*) : *i* = 1*,..., j*} = *k*. So a path

*a* ~*k*

*a* is a *k*-loop.

We say that two paths *a* = *v*1*,... , vj* = *b* and *a* = *w*1*,... , wl split at a* if

*σ,p*

there exist two transitions *a v*

→

and *a σ*' *,p*' *w* , such that *σ* = *σ*', but *p* /= *p*'.

2 → 2

* 1. *The* (1*,* 2) *case*

A *P* (1*,* 2) pattern consists of a point *a* and two loops *a* 1+~2*α a* and *a* 2+~2*α a*

(they need not split):
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Note that, at the figures, we present patterns with the smallest possible ranks, keeping in mind that shifting them by the same even number produces a pattern of the same class.

* 1. *The* (0*,* 1) *case*

A *P* (0*,* 1) pattern consists of two loops *a* 0+~2*α a* and *a* 1+~2*α a* which split at *a*:

0 1

*l*

*r*

(Of course the picture represents only one of the two symmetric cases.)

* 1. *The* (0*,* 2) *case*

A *P* (0*,* 2) pattern consist of three loops *a* 0+~2*α a*, *a* 1+~2*α a*, and *a* 2+~2*α a*, where the first two split at *a* (notice that the third one need not split with any of them).
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*r*

* 1. *The* (1*,* 2*,* 3) *case*

A *P* (1*,* 3) pattern is a bit more complicated:
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It can be presented by points *a, b, c, d* (where *a* and *b* need not be different), together with a loop *a* 1+~2*α a* and the paths *a*~*b*, *b* ~ *c*, *b* ~ *d*, *c* ~ *a*, and *d* ~ *a*, such that the composition *b* ~ *c* ~ *a*~*b* forms a 2 + 2*α*-loop, the composition *b* ~ *d* ~ *a*~*b* forms a 3 + 2*α*-loop, and these two loops split at *b*.

* 1. *The* (1*, n*) *case, n* ≥ 4

A *P* (1*,* 4) pattern is obtained from a *P* (1*,* 3) pattern as above, by adding a 4+ 2*α* loop in *a*:

4
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More generally, for *n* ≥ 4, a *P* (1*, n*) pattern is obtained from a *P* (1*,n* − 1) pattern (with a shifting parameter 2*α*) by adding a loop *a n*~+2*α a*.

* 1. *The* (0*, n*) *case, n* ≥ 3

Similarly to the previous case, a *P* (0*,* 3) pattern is obtained from a *P* (0*,* 2) pattern by adding a 3 + 2*α* loop in *a*:
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More generally, for *n* ≥ 3, a *P* (0*, n*) pattern is obtained from a *P* (0*,n* − 1) pattern (with a shifting parameter 2*α*) by adding a loop *a n*~+2*α a*.

A state *q* of automaton A is *productive* if A accepts some tree from *q*, that is *T* (A*q*) /= ∅, where A*q* is A with the initial state replaced by *q*. A pattern is productive if so are *all* states occurring in it (that is, the states distinguished by the construction, as well as the states on the paths). Let (*ι, n*) denote the index dual to (*ι, n*).

We are ready to state the following.

Theorem 3.1 *If a deterministic tree automaton* A *contains a productive* (*ι, n*) *pattern (ι* ∈ {0*,* 1}*) then T* (A) *cannot be recognized by a nondeterministic tree automaton of index* (*ι, n*)*.*

Proof (Idea) We follow a general method of the proofs of hierarchy results previously explored in [[10](#_bookmark19)] and in [[12](#_bookmark21)] which in turn followed the original idea of Rabin [[15](#_bookmark24)], who first showed that (in our notation) *M*1 cannot accepted by an automaton of index (1*,* 2).

Given a hypothetical automaton of *m* states, one develops the forbidden pattern into a tree in order to “fool” the automaton. Productiveness is used to complete the non existing subtrees. The argument is recursive starting from the levels (0*,* 3) and (1*,* 4), but the basic levels require some special construc- tions.

# On the positive side

A more difficult direction is to show that if an automaton A does not contain a forbidden pattern then *T* (A) can indeed be recognized by a nondeterministic automaton of the required index (which is in general smaller than the index of A).

Theorem 4.1 *If a deterministic tree automaton* A *does not contain any pro- ductive* (*ι, n*) *pattern (ι* ∈ {0*,* 1}*) then T* (A) *is recognized by a nondetermin- istic tree automaton of index* (*ι, n*)*.*

The proof splits into several cases depending on (*ι, n*). A typical argument will consist in decomposing an automaton A (viewed as automaton on words)

into strongly connected components, and applying inductive arguments to the sub-automata induced this way.

In what follows we make a proviso that the automaton A has only produc- tive states; therefore all patterns in consideration are also productive. Recall that we call a tree language (*ι, n*)-feasible if it can be recognized by a nonde- terministic automaton of index (*ι, n*).

* 1. *The* (0*,* 1) *case*

Lemma 4.2 *If there is no P* (1*,* 2) *pattern in* A *then T* (A) *is* (0*,* 1)*-feasible.*

Proof. It follows from the Flower Lemma of [[12](#_bookmark21)] that A is a (deterministic) (0*,* 1)-automaton, hence A itself suffices.

* 1. *The* (1*,* 2) *case*

Lemma 4.3 *If* A *does not have P* (0*,* 1) *pattern then T* (A) *is* (1*,* 2)*-feasible.*

Although this case was already settled in [[13](#_bookmark22)], we sketch another proof here, which will serve as the basis of inductive argument.

Proof (Sketch) Let A^ = A ↑0↑1 *...* ↑*n* where *n* is an odd number greater than the biggest rank in A.

Given a tree *t* in *T* (A), there is a unique run of A^ on *t*. This defines parts of the tree accepted by different strongly connected components (SCCs) of A^. We can have an automaton without acceptance conditions that calculates in each node the state of the unique run of A on *t*. The automaton we want to construct will be a product of this automaton and (1*,* 2) automata, one for each SCC of A^. The role of the latter automata will be to check if all paths of the run of A^ that stay forever in a given SCC are accepting. The composition of these automata will give us (1*,* 2) automaton recognizing *T* (A).

Consider first an SCC, *C* say, with maximal rank *n*. We know that *n* is odd and that in *C* there is no *P* (0*,* 1) pattern. This means that there is no state in *C* of rank *< n* with arrows on *l* and *r* directions leading to *C*. If there were such a state then in one direction we would have a loop on *n* − 1 and on the other a loop on *n*.

Hence, the part of the run of A on *t* staying in *C* is a tree were the only splits (states with *l* and *r* arrows pointing to elements of *C*) are in nodes with states of rank *n*. If the run is accepting then in this part there can be only finitely many occurrences of states of rank *n* as *n* is odd. A (1*,* 2) automaton can recognize whether in such part all the paths are accepting. It can wait till there are no more splits and then use (1*,* 2) condition to recognize that

the remaining path is accepting. (Recall that any automaton on words can be simulated by a nondeterministic Bu¨chi, i.e., (1*,* 2)-automaton [[16](#_bookmark25)].)

The other case is when a maximal rank in a SCC component *C* of A^ is *n* + 1. It is even as *n* is odd. Consider the SCCs of the graph *C* − {*q* : *r*ˆ*ank*(*q*) = *n* + 1}. By the above argument each such SCC can be simulated by a (1*,* 2) automaton [7](#_bookmark9) . Hence to recognize whether all the paths staying in *C* are accepting we take all these automata, put them together in the same way as SCCs of *C* are put together and change the rank of *n* +1 to 2.

* 1. *The* (1*,* 3) *case*

Lemma 4.4 *If* A *does not have a P* (0*,* 2) *pattern then T* (A) *is a* (1*,* 3)*- feasible.*

Proof. Again, let A^ = A ↑0↑1 *...* ↑*n* where *n* is an even number greater than the biggest priority in A. As in the previous proof, for each SCC *C* of A we construct a (1*,* 3)-automaton checking whether every path of the run of A staying in *C* is accepting.

Take an SCC *C* with maximal *n*. As *n* is even we know that in *C* \ {*q* : *r*ˆ*ank*(*q*)= *n*} there is no *P* (0*,* 1) pattern. Hence, by the result of Lemma [4.3](#_bookmark6), for each SCC of *C* \ {*q* : *r*ˆ*ank*(*q*)= *n*} we have an (1*,* 2) automaton verifying a part of the run staying in this SCC. Then for the whole *C* we compose these automata exactly in the same way as SCCs of *C* are composed and then change all ranks *n* to 2.

Take an SCC *C* with maximal *n* + 1. The part *C* \ {*q* : *r*ˆ*ank*(*q*) = *n* + 1} is equivalent to a (1*,* 2) automaton by the above paragraph. Hence *C* is equivalent to (1*,* 2*,* 3) automaton when we change rank *n* +1 to 3.

* 1. *The* (0*,* 2) *case*

Lemma 4.5 *If there is no P* (1*,* 3) *pattern in* A *then T* (A) *is* (0*,* 2)*-feasible.*

Proof. Let A^ = A ↑0↑1 *...* ↑*n* where *n* is an odd number greater than the biggest priority in A. As before it is enough to show for each SCC of A^ how to recognize its language by a (0*,* 1*,* 2) automaton.

Consider an SCC *C* with maximal rank *n*. Recall that *n* is odd. The first step is to consider *C* − {*q* : *r*ˆ*ank*(*q*) = *n*} and the SCCs in it. Suppose that in one such SCC *D* there is a vertex *x* with a split, i.e, the arrows on both

7 Here and further we freely consider SCCs as tree automata. Strictly speaking, they require completion by some dummy states.

directions *l* and *r*. As *rank*(*x*) ≤ *n* − 1 we havea (*n* − 1)-loop through *x* (there must be vertex of rank (*n* − 1) in *D*) in one of these directions and an *n*-loop in *C* in the other (as all the nodes are from *C*). If in D there is a node of *y* with *r*ˆ*ank*(*y*) *< n* − 1 then we have a *rank*(*y*)-loop (*rank*(*y*) + 1-loop if *rank*(*y*) is even) through *y* and then a path from *y* to *x* and paths from *x* to *y* with priorities *n* − 1 and *n*. In short, we get a *P* (1*,* 3) pattern.

Hence, in every SCC *D* of *C* − {*q* : *r*ˆ*ank*(*q*)= *n*} either there is no vertex with arrows into both directions staying in *D* or all the vertices in *D* have rank (*n* − 1).

The (0*,* 2) automaton recognizing paths staying in *C* works as follows. It uses 1*,* 2 for the part where the computation of A enters forever in a component *D* with no split (hence it never sees *n* from *C* again). For the rest of *C* it uses 1 for *n* and 0 for *n* − 1 to follow the computation between *n* and components *D* with only *n* − 1. Such a computation can traverse also finite intervals of SCCs with no split and we use 1 there too. Observe that these intervals begin and finish in a node of rank *n*.

For an SCC *C* with maximal *n* + 1 we have by the above that each SCC of *C* − {*q* : *r*ˆ*ank*(*q*) = *n*} can be handled by a (0*,* 2) automaton. Hence, we combine these automata in the same way as in *C* and change ranks (*n* + 1), which is even, to 2.

* 1. *The* (0*, i*) *case, i >* 2

Lemma 4.6 *Let i* ≥ 2*. If* A *does not have P* (1*,i* + 1) *pattern then T* (A) *is*

(0*, i*)*-feasible.*

Proof (Sketch). The case of *i* = 2 is settled in Lemma [4.5](#_bookmark8). We consider inductive step for *i* odd; the other case is similar. Let A^ = A ↑0↑1 *...* ↑*n* where *n* is an even number greater than the biggest priority in A.

Take an SCC *C* with maximal *n*. As *n* is even we know that in *C* \ {*q* : *r*ˆ*ank*(*q*)= *n*} there is no *P* (1*, i*) pattern. Hence, by the induction hypothesis, this part is equivalent to a (0*,i* − 1) automaton. Then *C* is also equivalent to a (0*,i* − 1) automaton, as we can just change change *n* to 2.

Take an SCC *C* with maximal rank *n*+1. The part *C* \{*q* : *r*ˆ*ank*(*q*)= *n*+1} is equivalent to a (0*,i* − 1) automaton by the above paragraph. Hence *C* is equivalent to (0*, i*) automaton when we change rank *n* +1 to *i*.

* 1. *The* (1*, i*) *case, i >* 2

Lemma 4.7 *Let i* ≥ 2*. If* A *does not have P* (0*, i*) *pattern then T* (A) *is*

(1*,i* + 1)*-feasible.*

Proof (Sketch). The case of *i* = 2 is settled in Lemma [4.4](#_bookmark7). We consider inductive step for *i* odd, the other case is similar. Let A^ = A ↑0↑1 *...* ↑*n* where *n* is an odd number greater than the biggest priority in A.

As before consider the SCCs of A^ one by one.

Take an SCC, call it C, with the biggest rank *n*. When we remove states of rank *n* from C then in the rest we cannot have *P* (0*,i* − 1) pattern. The induction hypothesis implies that this part can be simulated by a (1*, i*) au- tomaton. Hence the whole C is recognizable by a (1*, i*) automaton when we use *i* for vertices originally with rank *n*.

Now let C be a SCC with the greatest rank *n* + 1. When we consider C without states of rank *n* + 1, we get, by the preceding paragraph, that each of SCCs of this graph is equivalent to a (1*, i*) automaton. Hence we can use *i* +1 in place of *n* + 1 and obtain an (1*,i* + 1) automaton equivalent to C.

# Decision procedure

We now estimate complexity of the procedure which, given a deterministic parity tree automaton A, computes the level of *T* (A) in the nondeterministic hierarchy.

We first need to reduce the graph of A to productive states only. Assuming that A has no more unproductive states, we compute A^ = A ↑0↑1 *...* ↑*n*↑*n*+1, where *n* is maximal rank of A, in time polynomial on |A| ([[12](#_bookmark21)]). Searching for *P* (*ι, k*)-patterns in A^, for *k* ≤ *n*, can of course be carried on in polynomial time.

Hence, the most costly part of the procedure consists in computing the productive states of A (viewed as tree automaton), which amounts to solu- tion of the non-emptiness problem for parity tree automaton. The fact that A is deterministic does not help (any automaton can be transformed into a deterministic one with the same nonemptiness status, namely an automaton reading the runs of the original automaton). This problem is equivalent to the model-checking problem for the modal *µ*-calculus, and to solving parity games [[4](#_bookmark15)]. The best deterministic algorithms known so far run in time O(*n* 2 ) and space O(*n*) [[6](#_bookmark16)], where *n* = |A| and (*ι, k*) is the index of the automaton.

*k*

The best nondeterministic estimation is UP ∩ co-UP [[5](#_bookmark14)] (improving NP ∩

co-NP upper bound of [[4](#_bookmark15)]), which places our problem in *P UP* ∩*co*−*UP* .
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