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**Abstract**

We define EVL, a minimal higher-order functional language for dealing with generic events. The notion of generic event extends the well-known notion of event traditionally used in a variety of areas, such as database management, concurrency, reactive systems and cybersecurity. Generic events were introduced in the context of a metamodel to deal with obligations in access control systems. Event specifications are represented as records and we use polymorphic record types to type events in our language. We show how the higher-order capabilities of EVL can be used in the context of Complex Event Processing (CEP), to define higher-order parameterised functions that deal with the usual CEP techniques.

*Keywords:* events, access control, obligations, record types.

# Introduction

In today’s complex systems, where information is constantly being generated, there is a pressing need for efficiently processing data, and in particular data related with actions taking place in a system. Occurrences of actions, or happenings, are known as *events*, and technology for processing event streams, referred to as Complex Event
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Processing (CEP), has been around for decades [[6](#_bookmark16),[23](#_bookmark34),[15](#_bookmark28)]. Most of the CEP systems focus on real-life application therefore investing in issues such as scalability, fault tolerance, distribution, amongst others, but often lacking a formal semantics, making them difficult to understand, extend or generalize.

In the context of security, and in particular when modeling access control, it is often the case that granting or denying access to certain resources depends on the occurrence of a particular event [[7](#_bookmark20),[21](#_bookmark35),[8](#_bookmark21)]. This is even more crucial in access control systems dealing with obligations, where the status of a particular obligations is usu- ally defined in terms of event occurrences in the system, and several models that deal with obligations have to deal in some way with the notion of event. The Category- Based metatamodel for Access Control and Obligations (CBACO [[2](#_bookmark15)]), defines an axiomatisation of the notion of obligation based on generic relations to type events and extract event intervals. A key notion in that model is to distinguish between event schemes, which provide a general description of the kind of events that can occur in a particular system, and specific events, which describe actual events that have occurred. Note that events can take various forms, depending on the system that is being considered (for example, messages exchanged over a network, actions performed by users of the system, occurrences of physical phenomena such as a disk error or a fire alarm, etc). To deal with event classification in a uniform way, Alves et. al. [[1](#_bookmark14)] defined a general term-based language for events. In this language, events were presented as typed-terms, built from a user-defined signature, that is, a partic- ular set of typed function symbols that are specific to the system modelled. With this approach it is possible to define general functions to implement event typing and to compute event intervals, without needing to know the exact type of events. In that context, a compound event [[1](#_bookmark14)] links a set of events that can occur sep- arately in the history, but should be identified as a single event occurrence. For simplicity, in [[1](#_bookmark14)] compound events were assumed to appear as a single event in his- tory, leaving a more detailed and realistic treatment of compound events for future work. This notion of compound or composite event is also a key feature in CEP systems, which put great emphasis on the ability to detect complex patterns of

incoming streams of events and establish sequencing and ordering relations.

Types were used in [[1](#_bookmark14)] not only to ensure that terms representing events respect the type signature specific to the system under study, but also to formally define the notion of event instantiation, associating specific events to generic events through an implicit notion of subtyping, inspired by Ohori’s system of polymorphic record types [[24](#_bookmark36)]. Because of the implicit subtyping rule for typing records, the system defined in [[1](#_bookmark14)] allowed for type-checking of event-specification, but not for dealing with most general types for event specifications.

In this paper we take a step further and define EVL, a higher-order polymorphic typed language, designed to facilitate the specification and processing of events. Our language is both a restriction and an extension of Ohori’s polymorphic record calculus [[24](#_bookmark36)], and although our type system is very much based on that system, it is not meant to be a general language, but rather a language purposely designed for dealing with events. Languages traditionally used in event processing systems

are usually derived from relational languages, in particular, relational algebra and SQL, extended with additional ad-hoc operators to better support information flow or imperative programming. This paper explores the potential of the functional paradigm in this context, both at the level of the type-system, as well as exploring the higher-order capabilities of the language. The main contributions of this paper are:

* The design of EVL: a higher-order typed polymorphic record calculus for event processing. Our goal is to have a minimal language, but which is expressive enough to specify and manipulate events.
* A sound and complete type inference algorithm for EVL, defined as both an ex- tension and a restriction of the ML-style record calculus in [[24](#_bookmark36)].
* A comprehensive study of the EVL higher-order/functional capabilities and its application in the context of CEP.

## Overview

In Section [2](#_bookmark1) we define the EVL language and its set of types. In Section [3](#_bookmark3) we define a type system for EVL and in Section [4](#_bookmark7) we present a type inference algorithm, which is proved to be sound and complete. In Section [5](#_bookmark11) we discuss CEP and explore EVL’s capabilities in this context. We discuss related work in Section [6](#_bookmark12) and we finally conclude and discuss further work in Section [7](#_bookmark13).

# The EVL typed language

In this section we introduce EVL, a minimalistic typed language to specify events. EVL is an extension of the *λ*-calculus that includes records, a flexible data structure that is used here to deal with event specifications as defined in [[1](#_bookmark14)]. More precisely, an event specification is a labelled structure (or record) of the form *{l*1 = *v*1*,..., ln* = *vn}*, representing a set of labels *l*1*,..., ln* with associated values *v*1*,..., vn*. We assume some familiarity with the *λ*-calculus (see [[5](#_bookmark17)] for a detailed reference).

* 1. *Terms*

We start by formally defining the set of EVL terms. In the following, let *x, y, z, . . .* range over a countable set of variables and *l, l*1*,...* range over a countable set *L* of labels.

**Definition 2.1** The set of EVL terms is given by the following grammar:

*M* ::= *x | MM | λx.M |* if *M* then *M* else *M*

let *x* = *M* in *M |* letEv *x* = *M* in *M*

*{l* = *M,...,l* = *M}| M.l |* modify(*M, l, M* )

**Notation:** We will use the notation *let x x*1 *... xn* = *M* and *letEv x x*1 *... xn* =

*M* for *let x* = *λx*1 *... λxn.M* and *letEv x* = *λx*1 *... λxn.M* , respectively. As an

abuse of notation, in examples, we will use more meaningful names for functions, labels and events. Furthermore, event names will always start with a capital letter, to help distinguish them from functions.

We choose not to add other potentially useful constructors to the language, for instance pairs and projections, since we are aiming at a minimal language. Never- theless, we can easily encode pairs (*M*1*, M*2) and projections *π*1*M* and *π*2*M* in our language by means of records of the form *{*fst = *M*1*,* snd = *M*2*}* and *M.*fst, *M.*snd, respectively. This can trivially be extended to tuples in general, and we will often use this notation when writing examples.

**Example 2.2** In this simple example, *FireDanger* reports the fire danger level of a particular location.

let Ev FireDanger = *λ* l *λ*d . { location = l , fire\_danger = d} in Fire Danger " Porto " " low "

To make our examples more readable, we will also use the following terms, ab- breviating list construction:

n i l = {empty = true }

cons x l i s t = {empty = f a l s e , head = x , t a i l = l i s t } .

Note that, much like what happens with tuples, the type of a particular list in this notation will be closely related to the size of the list in question. A more realistic approach is to add lists and list-types as primitive notions in the language, but, as we mentioned before, we are focusing on a minimal language. Furthermore, we will often use constants (numbers, booleans, strings, etc) and operators (arithmetic, boolean, etc) in our examples. However, following the minimalistic approach, we do not add constants/operators to the grammar and instead use free variables to represent them. Again, in a more general approach we could extend the grammar with other data structures and operators, for numbers, booleans, lists, etc.

**Example 2.3** Consider the following example illustrating the definition of a generic event *FireDanger* and of a function *check* that determines if there is the danger of a fire erupting in a particular location, using the weather information associated with that location. Function *check* creates an appropriate instance of *FireDanger* to report the appropriate fire danger level.

let Ev Fire Danger l d = { location = l , fire\_danger = d} in l e t check x = i f ( x . temperature > 29 and x . wind > 32

and x . humidity < 20 and x . p recipitation < 50 ) then Fire Danger x . location "high"

e l s e Fire Danger x . location " low " i n check { temperature = 10 , wind = 20 , humidity = 30 ,

pre cipi tati on = 10 , location = " Porto "}

* 1. *Types*

We now define the set of types, and a typing system for the EVL language. We use record types to type labelled structures following Ohori’s ML-system with poly-

morphic record types [[24](#_bookmark36)]. This extends the standard type system for parametric polymorphism by Damas and Milner [[13](#_bookmark26)]. In Ohori’s system, polymorphic types are defined by type schemes of the form *∀α* :: *κ.σ*, where the type variable *α* is restricted to a set of types *κ* called a kind. We assume a finite set B of constant types and a countable set V of type variables, and we will use *b, b*1*,...* , *α, α*1*,...* and *κ, κ*1*,...* to denote constant types, type variables and kinds, respectively. The set B of constant types will always contain the type *bool*.

**Definition 2.4** The set of types *σ* and kinds *κ* are specified by the following gram- mar.

*σ* ::= *τ | ∀α* :: *κ.σ*

*τ* ::= *α | b | τ → τ | {l* : *τ, ...,l* : *τ} ρ* ::= *α | b | τ → ρ*

*γ* ::= *τ → {l* : *ρ,...,l* : *ρ}| {l* : *ρ,...,l* : *ρ} κ* ::= *U | {{l* : *τ, ...,l* : *τ }}*

Following Damas and Milner’s type system, we divide the set of types into *monotypes* (ranged over by *τ* ) and *polytypes* (of the form *∀α* :: *κ.σ*). More precisely, *σ* represents all types and *τ* represents all monotypes. We denote by *ρ* (included in *τ* ) the type of event fields, and by *γ* (also included in *τ* ) the type of event definitions. This distinction is necessary to adequately type event definitions and its purpose will become clear in the definition of the typing system. We use *U* for the kind representing every possible type, and the kind *{{l*1 : *τ*1*,..., ln* : *τn}}* represents record types that contain, at least, the fields *l*1*,..., ln*, with types *τ*1*,..., τn*, respectively.

We do not allow nested events, and to that end we clearly separate types for event definitions, denoted by *γ*, and which are a subset of the general types denoted by *τ* . However, we do allow for nested records of general type. The following is an example of a term that is typed with a nested record type:

{ empty = f a l s e , head = 1 , t a i l = { empty = f a l s e , head = 2 , t a i l = { empty = t r u e } } } .

Let *F* range over functions from a finite set of labels to types. We write *{F}* and

*{{F }}* to denote the record type identified by *F* and the record kind identified by *F* , respectively. For two functions *F*1 and *F*2 we write *F*1 *± F*2 for the function *F* such that *dom*(*F* ) = *dom*(*F*1) *∪ dom*(*F*2) and such that for *l ∈ dom*(*F* ), *F* (*l*) = *F*1(*l*) if *l ∈ dom*(*F*1); otherwise *F* (*l*)= *F*2(*l*).

**Notation:** Following the notation for pairs introduced above, we write (*σ*1 *×σ*2)

for the product type corresponding to *{*fst : *σ*1*,* snd : *σ*2*}*.

A typing environment Γ is a set of statements *x* : *σ* where all subjects *x* are distinct. We write *dom*(Γ) to denote the domain of a typing environment Γ= *{x*1 : *σ*1*,..., xn* : *σn}*, which is the set *{x*1*,..., xn}*. The type of a variable *xi ∈ dom*(Γ) is Γ(*xi*) = *σi*, and we write Γ*x* to denote Γ *\ {x* : Γ(*x*)*}*. A kinding environment *K* is a set of statements *α* :: *κ*. Similarly, the domain of a kinding environment *K* = *{α*1 :: *κ*1*,..., αn* :: *κn}*, denoted *dom*(*K*), is the set *{α*1*,..., αn}* and the kind of a type *αi ∈ dom*(*K*) is *K*(*αi*)= *κi*. A type variable *α* occurring in a type/kind

is bound, if it occurs under the scope of a *∀*-quantifier on *α*, otherwise it is free. We denote by *FTV*(*σ*) (*FTV*(*κ*)) the set of free variables of *σ* (respectively, *κ*). We say that a type *σ* and a kind *κ* are well-formed under a kinding environment *K* if *FTV*(*σ*) *⊆ dom*(*K*) and *FTV*(*κ*) *⊆ dom*(*K*), respectively. A typing environment Γ is well-formed under a kinding environment *K*, if *∀x ∈ dom*(Γ), Γ(*x*) is well-formed under *K*. A kinding environment *K* is well-formed, if *∀α ∈ dom*(*K*)*, FTV*(*K*(*α*)) *⊆ dom*(*K*). This reflects the fact that every free type variable in an expression has to be restricted by a kind in the kinding environment. Therefore, every type variable is either restricted by the kind in the type scheme or by a kind in the kinding environment.

Furthermore, we consider the set of essentially free type variables of a type *σ* under a kinding environment *K* (denoted as *EFTV*(*K, σ*)) as the smallest set such that, *FTV*(*σ*) *⊆ EFTV*(*K, σ*) and if *α ∈ EFTV*(*K, σ*), then *FTV*(*K*(*α*)) *⊆ EFTV*(*K, σ*). This reflects the fact that a type variable *α* is essentially free in *σ* under a kinding environment *K*, if *α* is free in *σ* or in a restriction in *K*.

**Definition 2.5** Let *τ* be a monotype, *κ* a kind, and *K* a kinding environment. Then we say that *τ* has kind *κ* under *K* (written *K* H *τ* :: *κ*), if *τ* :: *κ* can be obtain by applying the following rules:

*K* H *τ* :: *U* for all *τ* well-formed under *K*

*K* H *α* :: *{{l*1 : *τ*1*,..., ln* : *τn}}* if *K*(*α*)= *{{l*1 : *τ*1*,..., ln* : *τn,... }}*

*K* H *{l*1 : *τ*1*,..., ln* : *τn,... }* :: *{{l*1 : *τ*1*,..., ln* : *τn}}*

if *{l*1 : *τ*1*,..., ln* : *τn,... }* is well-formed under *K*

Note that, if *K* H *σ* :: *κ*, then *σ* and *κ* are well-formed under *K*.

**Example 2.6** Let *τ* = *α*1 *→ {l*2 : *int, l*3 : (*α*2 *× α*3)*}*. Then, *τ* is well-formed under *K*1 = *{α*1 :: *U, α*2 :: *U, α*3 :: *U}*, because *FTV*(*τ* ) *⊆ dom*(*K*1), but not under *K*2 = *{α*1 :: *U, α*2 :: *U}*, because *α*3 */∈ dom*(*K*2), and, therefore, *FTV*(*τ* ) */⊆ dom*(*K*2). Because *τ* is well-formed under *K*1, we can write *K*1 H *τ* :: *U* .

# Type assignment

We now define how types are assigned to EVL terms. Because we are dealing with polymorphic type schemes, we need to define the notion of *generic instance* for which we first need to discuss well-formed substitutions.

A substitution *S* = [*σ*1*/α*1*,..., σn/αn*] is *well-formed under a kinding environ- ment K*, if for all *α ∈ dom*(*S*), *S*(*α*) is well-formed under *K*. This reflects the fact that applying a substitution to a type that is well-formed under a kinding en- vironment *K*, should result in a type that is also well-formed under *K*. A *kinded substitution* is a pair (*K, S*) of a kind assignment *K* and a substitution *S* that is well-formed under *K*. This reflects the fact that a substitution *S* should only be applied to a type that is well-formed under *S*, such that the resulting type is kinded by *K*.

**Example 3.1** Let *S* = [*α*2*/α*1] be a substitution. Then *dom*(*S*) = *{α*1*}*, *S*(*α*1) = *α*2, and *FTV*(*α*2) = *{α*2*}*. For the kinding environment *K*1 = *{α*2 :: *κ}*, we have that *S* is well-formed under *K*1, since *α*2 *∈ dom*(*K*1). On the other hand, for the kinding environment *K*2 = *{α*3 :: *κ}*, we have that *S* is not well-formed under *K*2, since *α*2 */∈ dom*(*K*2).

**Definition 3.2** We say that a kinded substitution (*K*1*, S*) respects a kinding envi- ronment *K*2, if *∀α ∈ dom*(*K*2)*, K*1 H *S*(*α*) :: *S*(*K*2(*α*)).

**Example 3.3** Let *K*1 = *{α*1 :: *{{l*1 : *α*2*}}, α*2 :: *U}* and *S* = [*{l*1 : *int}/α*1]. Then, the restricted substitution (*K*1*, S*) respects *K*2 = *{α*1 :: *{{l*1 : *int}}}*, because for *dom*(*K*2)= *{α*1*}*, we have:

*K*1 H *S*(*α*1) :: *S*(*K*2(*α*1))

*K*1 H *S*(*α*1) :: *S*(*{{l*1 : *int}}*)

*K*1 H *S*(*α*1) :: *{{l*1 : *S*(*int*)*}}*

*K*1 H *{l*1 : *int}* :: *{{l*1 : *int}}*

**Lemma 3.4** *If FTV*(*σ*) *⊆ dom*(*K*) *and* (*K*1*, S*) *respects K, then FTV*(*S*(*σ*)) *⊆*

*dom*(*K*1)*.*

**Proof.** If (*K*1*, S*) respects *K*, then we know that *∀α ∈ dom*(*K*)*, K*1 H *S*(*α*) :: *S*(*K*(*α*)). This means that, if *FTV*(*σ*) *⊆ dom*(*K*), then *∀αj ∈ FTV*(*σ*)*, K*1 H *S*(*αj*) :: *S*(*K*(*αj*)). Consequently, both *S*(*αj*) and *S*(*K*(*αj*)) are well formed under *K*1, which means that *FTV*(*S*(*αj*)) *⊆ dom*(*K*1) and *FTV*(*S*(*K*(*αj*))) *⊆ dom*(*K*1). Therefore, it is now easy to see that *FTV*(*S*(*σ*)) *⊆ dom*(*K*1).

*2*

**Lemma 3.5** *If K* H *σ* :: *κ, and a kinded substitution* (*K*1*, S*) *respects K, then*

*K*1 H *S*(*σ*) :: *S*(*κ*)*.*

**Proof.** The proof follows the definition of *K* H *σ* :: *κ* *2*

**Definition 3.6** Let *σ*1 be a well-formed type under a kinding environment *K*. Then, *σ*2 is a generic instance of *σ*1 under *K* (denoted as *K* H *σ*1 *≥ σ*2), if *σ*1 = *∀α*1 :: *κ*1 *··· ∀αn* :: *κ*1 *.τ*1, *σ*2 = *∀β*1 :: *κ*2 *··· ∀βm* :: *κ*2 *.τ*2, and there exists a substitution

1 *n* 1 *m*

*S* such that *dom*(*S*) = *{α*1*,..., αn}*, (*K ∪ {β*1 :: *κ*2*,..., βm* :: *κ*2 *}, S*) respects

1 *m*

*K ∪ {α*1 :: *κ*1*,..., αn* :: *κ*1 *}*, and *τ*2 = *S*(*τ*1).

1 *n*

**Definition 3.7** Let Γ be a typing environment and *τ* be a type, both well-formed under a kinding environment *K*. The closure of *τ* under Γ and *K* (denoted as *Cls*(*K,* Γ*,τ* )) is a pair (*Kj, ∀α*1 :: *κ*1 *··· ∀αn* :: *κn.τ* ) such that *Kj ∪ {α*1 :: *κ*1*,... αn* :: *κn}* = *K* and *{α*1*,..., αn}* = *EFTV*(*K, τ* ) *\ EFTV*(*K,* Γ).

**Example 3.8** Let *K* = *{α*2 :: *U, α*3 :: *U, α*4 :: *U, α*1 :: *{{l*1 : *α*2*}}}*, Γ =

*{x* : *α*1*}*, and *τ* = *{l*1 : *α*2*, l*4 : *bool} → {l*2 : *int, l*3 : (*α*3 *× α*4)*}*. Then

*Cls*(*K,* Γ*,τ* ) = (*{α*2 :: *U, α*1 :: *{{l*1 : *α*2*}}}, ∀α*3 :: *U.∀α*4 :: *U.{l*1 : *α*2*, l*4 :

*bool} → {l*2 : *int, l*3 : (*α*3 *× α*4)*}*), because *K* = *{α*2 :: *U, α*1 :: *{{l*1 : *α*2*}}} ∪*

*{α*3 :: *U, α*4 :: *U}*, *EFTV*(*K, τ* ) = *{α*2*, α*3*, α*4*, α*1*}*, *EFTV*(*K,* Γ) = *{α*1*, α*2*}*, and

*EFTV*(*K, τ* ) *\ EFTV*(*K,* Γ) = *{α*2*, α*3*, α*4*, α*1*}\ {α*1*, α*2*}* = *{α*3*, α*4*}*.

The type assignment system for EVL is given in Figure [1,](#_bookmark4) and can be seen as both a restriction and an extension of the Ohori type system for record types. Unlike Ohori, we do not deal with variant types in this system, but we have additional language constructors, like conditionals and explicit event definition. We use *K,* Γ *▶ M* : *σ* to denote that the EVL term *M* has type *σ* given the type and kind environments Γ and *K*, respectively.

*K* H Γ(*x*) *≥ τ* , Γ *is well-formed under K* (Var)

*K,* Γ *▶ x* : *τ*

*K,* Γ *▶ M*1 : *τ*1 *→ τ*2 *K,* Γ *▶ M*2 : *τ*1 (App)

*K,* Γ *▶ M*1 *M*2 : *τ*2

*K,* Γ*x ∪ {x* : *τ*1*} ▶ M* : *τ*2 (Abs)

*K,* Γ*x ▶ λx.M* : *τ*1 *→ τ*2

*K′,* Γ*x ▶ M*1 : *τ′ Cls*(*K′,* Γ*x,τ′*)= (*K, σ*) *K,* Γ*x ∪ {x* : *σ} ▶ M*2 : *τ K,* Γ*x ▶* let *x* = *M*1 in *M*2 : *τ*

*K′,* Γ*x ▶ M*1 : *γ Cls*(*K′,* Γ*x,γ*)= (*K, σ*) *K,* Γ*x ∪ {x* : *σ} ▶ M*2 : *τ K,* Γ*x ▶* letEv *x* = *M*1 in *M*2 : *τ*

*K,* Γ *▶ Mi* : *τi,* 1 *≤ i ≤ n* (Rec)

*K,* Γ *▶ {l*1 = *M*1*,..., ln* = *Mn}* : *{l*1 : *τ*1*,..., ln* : *τn},n ≥* 1

(Let)

(LetEv)

*K,* Γ *▶ M* : *τ′ K* H *τ′* :: *{{l* : *τ }} K,* Γ *▶ M.l* : *τ*

(Sel)

*K,* Γ *▶ M*1 : *τ K,* Γ *▶ M*2 : *τ′ K* H *τ* :: *{{l* : *τ′}}*

*K,* Γ *▶* modify(*M*1*, l, M*2): *τ*

(Modif)

*K,* Γ *▶ M*1 : *bool K,* Γ *▶ M*2 : *τ K,* Γ *▶ M*3 : *τ* (Cond)

*K,* Γ *▶* if *M*1 then *M*2 else *M*3 : *τ*

Fig. 1. Type assignment system for EVL

**Example 3.9** Let *M* = *{location* = *l, fire*\_*danger* = *d}*, *τ*1 = *{location* : *α*1*,fire*\_*danger* : *α*2*}*, *τ*2 = *∀α*1 :: *U.∀α*2 :: *U.α*1 *→ α*2 *→ τ*1, *τ*3 = *{location* : *ltype,fire*\_*danger* : *f dtype}*, *τ*4 = *ltype → fdtype → τ*3, and Γ = *{*“*Porto*” : *ltype,* “*low*”: *fdtype}*. A type derivation for *M* is given in Figure [2.](#_bookmark6)

**Lemma 3.10** *If K,* Γ *▶ M* : *σ and* (*K*1*, S*) *respects K, then K*1*, S*(Γ) *▶ M* : *S*(*σ*)*.*

**Proof.** By induction on *K,* Γ *▶ M* : *σ*. *2*

*{α*1 :: *U, α*2 :: *U}, {l* : *α*1 *,d* : *α*2 *} ∪* Γ *▶ l* : *α*1

(Var)

(Var)

*{α*1 :: *U, α*2 :: *U}, {l* : *α*1 *,d* : *α*2 *} ∪* Γ *▶ d* : *α*2 (Rec)

*{α*1 :: *U, α*2 :: *U}, {l* : *α*1 *,d* : *α*2 *} ∪* Γ *▶ M* : *τ*1 (Abs)

*{α*1 :: *U, α*2 :: *U}, {l* : *α*1 *} ∪* Γ *▶ λd.M* : *α*2 *→ τ*1

Φ1 = (Abs)

*{α*1 :: *U, α*2 :: *U},* Γ *▶ λl.λd.M* : *α*1 *→ α*2 *→ τ*1

Φ2 = *Cls*(*{α*1 :: *U, α*2 :: *U},* Γ*, α*1 *→ α*2 *→ τ*1)= (*{}, τ*2)

*{}, {FireDanger* : *τ*2 *} ∪* Γ *▶ FireDanger* : *τ*4

(Var)

*{}, {FireDanger* : *τ*2 *} ∪* Γ *▶* “*Porto*”: *ltype*

(Var)

Φ3 = (App)

*{}, {FireDanger* : *τ*2 *} ∪* Γ *▶ FireDanger* “*Porto*”: *fdtype → τ*3

Φ4 =

Φ3 *{}, {FireDanger* : *τ*2*} ∪* Γ *▶* “*low*”: *fdtype*

(Var)

(App)

*{}, {FireDanger* : *τ*2*} ∪* Γ *▶ FireDanger* “*Porto*” “*low*”: *τ*3

Φ1 Φ2 Φ4 (LetEv)

*{},* Γ *▶* letEv *FireDanger* = *λl.λd.M* in *FireDanger* “*Porto*” “*low*”: *τ*3

Fig. 2. Type derivation for *M* = letEv *FireDanger* = *λl.λd.M* in *FireDanger* “*Porto*” “*low*”

# A type inference algorithm for EVL

We now adapt Ohori’s *WK*(*K,* Γ*,M* ) inference algorithm to our language. It uses a refinement of Robinson’s unification algorithm [[27](#_bookmark40)] that considers kind constraints on type variables. We start by discussing *kinded unification* for EVL types.

* 1. *Kinded unification*

A *kinded set of equations* is a pair (*K, E*), where *K* is a kinding environment and *E* is a set of pairs of types (*τ*1*, τ*2) that are well-formed under *K*. A *kinded substitution* (*K, S*) is a unifier of a kinded set of equations (*K, E*), if every type that appears in *E* respects *K*, and *∀*(*τ*1*, τ*2) *∈ E, S*(*τ*1)= *S*(*τ*2) (*S* satisfies *E*). A kinded substitution (*K*1*, S*1) is the *most general unifier* of (*K, E*) if it is a unifier of (*K, E*) and if for any other unifier (*K*2*, S*2) of (*K, E*) there is some substitution *S*3 such that (*K*2*, S*3) respects *K*1 and *S*2 = *S*3 *◦ S*1.

The *kinded unification algorithm*, *U*(*E, K*), is defined by the transformation rules in Figure [3.](#_bookmark8) Each rule is of the form (*E*1*, K*1*, S*1) *⇒* (*E*2*, K*2*, S*2), where *E*1*, E*2 are sets of pairs of types, *K*1*, K*2 are kinding environments, and *S*1*, S*2 are substitutions. After a transformation step, *E*2 keeps the set of pairs of types to be unified, *K*2 specifies kind constraints to be verified, and *S*2 is the substitution resulting from unifying the pairs of types that have been removed from *E*. Given a kinded set of equations (*K*1*, E*1) the algorithm *U*(*E*1*, K*1) proceeds by applying the transformation rules to (*E*1*, K*1*, ∅*), until no more rules can be applied, resulting in a triple (*E, K, S*). If *E* = *∅* then it returns the pair (*K, S*), otherwise it reports failure.

**Example 4.1** Let *α*1 and *α*2 be two type variables and *K* = *{α*1 :: *{{location* : *α*3*}}*,

(*E ∪ {*(*τ, τ* )*}, K,S*) *⇒* (*E, K, S*)

(*E ∪ {*(*α, τ* )*},K ∪ {*(*α, U* )*},S*) *⇒* ([*τ/α*]*E,* [*τ/α*]*K,* [*τ/α*]*S ∪ {*(*α, τ* )*}*)

(*E ∪ {*(*τ, α*)*},K ∪ {*(*α, U* )*},S*) *⇒* ([*τ/α*]*E,* [*τ/α*]*K,* [*τ/α*]*S ∪ {*(*α, τ* )*}*)

(*E ∪ {*(*α*1*, α*2)*},K ∪ {*(*α*1*, {{F*1*}}*)*,* (*α*2*, {{F*2*}}*)*},S*) *⇒* ([*α*2*/α*1](*E ∪ {*(*F*1(*l*)*, F*2(*l*)) *| l ∈ dom*(*F*1) *∩ dom*(*F*2)*}*)*,*

[*α*2*/α*1](*K*) *∪ {*(*α*2*,* [*α*2*/α*1](*{{F*1 *± F*2*}}*))*},* [*α*2*/α*1](*S*) *∪ {*(*α*1*, α*2)*}*)

(*E ∪ {*(*α, {F*2*}*)*},K ∪ {*(*α, {{F*1*}}*)*},S*) *⇒* ([*{F*2*}/α*](*E ∪ {*(*F*1(*l*)*, F*2(*l*)) *| l ∈ dom*(*F*1)*}*)*,*

[*{F*2*}/α*](*K*)*,*

[*{F*2*}/α*](*S*) *∪ {*(*α, {F*2)*}*)*}*)

if *dom*(*F*1) *⊆ dom*(*F*2) and *α /∈* FTV(*{F*2*}*)

(*E ∪ {*(*{F*2*}, α*)*},K ∪ {*(*α, {{F*1*}}*)*},S*) *⇒* ([*{F*2*}/α*](*E ∪ {*(*F*1(*l*)*, F*2(*l*)) *| l ∈ dom*(*F*1)*}*)*,*

[*{F*2*}/α*](*K*)*,*

[*{F*2*}/α*](*S*) *∪ {*(*α, {F*2)*}*)*}*)

if *dom*(*F*1) *⊆ dom*(*F*2) and *α /∈* FTV(*{F*2*}*)

(*E ∪ {*(*{F*1*}, {F*2*}*)*}, K,S*) *⇒* (*E ∪ {*(*F*1(*l*)*, F*2(*l*)) *| l ∈ dom*(*F*1)*}, K,S*)

if *dom*(*F*1)= *dom*(*F*2)

(*E ∪ {*(*τ* 1 *→ τ* 2*,τ* 1 *→ τ* 2*}, K,S*) *⇒* (*E ∪ {*(*τ* 1*,τ* 1)*,* (*τ* 2*,τ* 2)*}, K,S*)

1 1 2 2 1 2 1 2

Fig. 3. Kinded Unification

*α*2 :: *{{f ire*\_*danger* : *fdtype, location* : *ltype}}, α*3 :: *U}*.

(*{*(*α*1*, α*2)*}, {*(*α*1*, {{location* : *α*3*}}*)*,* (*α*2*, {{fire*\_*danger* : *fdtype, location* : *ltype}}*)*,* (*α*3*, U* )*}, {}*)

*⇒* (*{*(*α*3*, ltype*)*}, {*(*α*2*, {{fire*\_*danger* : *fdtype, location* : *α*3*}}*)*,* (*α*3*, U* )*}, {*(*α*1*, α*2)*}*)

*⇒* (*{}, {*(*α*2*, {{fire*\_*danger* : *fdtype, location* : *ltype}}*)*}, {*(*α*1*, α*2)*,* (*α*3*, ltype*)*}*)

The most general unifier between *α*1 and *α*2 is the kinded substitution (*{α*2 ::

*{{f ire*\_*danger* : *fdtype, location* : *ltype}}},* [*α*2*/α*1*, ltype/α*3]). Following Ohori’s no- tation, in the kinded unification algorithm we use pairs in the representation of sub- stitutions and kind assignments. Also, note that the unification algorithm in [[24](#_bookmark36)] has a kind assignment as an extra parameter, which is used to record the solved kind constraints encountered through the unification process. However, we choose to omit this parameter because its information is only used in the proofs in [[24](#_bookmark36)] but not in the unification process itself.

In [[24](#_bookmark36)], the correctness and completeness of the kinded unification algorithm was proved, in the sense that it takes any kinded set of equations and computes its most general unifier if one exists and reports failure otherwise.

* 1. *Type inference*

The *type inference algorithm*, *WK*(*K,* Γ*,M* ), is defined in Figure [4.](#_bookmark9) Given a kinding environment *K*, a typing environment Γ, and an EVL term *M* , then *WK*(*K*1*,* Γ*,M* )=

(*Kj, S, σ*), such that *σ* is the type of *M* under the kinding environment *Kj* and typing environment *S*(Γ). It is implicitly assumed that the inference algorithm fails if unification or any of the recursive calls on subterms fails.

*WK*(*K,* Γ*, x*) = if *x ∈ dom*(Γ) then *fail*

else let *∀α*1 :: *κ*1 *··· ∀αn* :: *κn.τ* = Γ(*x*)*,*

*S* = [*β*1*/α*1*,..., βn/αn*] (*β*1*,..., βn* are fresh) in (*K ∪ {β*1 :: *S*(*κ*1)*,..., βn* :: *S*(*κn*)*}, id,S*(*τ* ))

*WK*(*K,* Γ*, M*1 *M*2) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*, M*1)

(*K*2*, S*2*, τ*2)= *WK*(*K*1*, S*1(Γ)*, M*2)

(*K*3*, S*3)= *U*(*K*2*, {*(*S*2(*τ*1)*, τ*2 *→ α*)*}*) (*α* is fresh) in (*K*3*, S*3 *◦ S*2 *◦ S*1*, S*3(*α*))

*WK*(*K,* Γ*, λx.M* ) = let (*K*1*, S*1*,τ* )= *WK*(*K ∪ {α* :: *U},* Γ *∪ {x* : *α},M* ) (*α* fresh) in (*K*1*, S*1*, S*1(*α*) *→ τ* )

*WK*(*K,* Γ*,* let *x* = *M*1 in *M*2) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*, M*1)

(*K′ , σ*)= *Cls*(*K*1*, S*1(Γ)*, τ*1)

1

(*K*2*, S*2*, τ*2)= *WK*(*K′ , S*1(Γ) *∪ {x* : *σ}, M*2)

1

in (*K*2*, S*2 *◦ S*1*, τ*2)

*WK*(*K,* Γ*,* letEv *x* = *M*1 in *M*2) = let (*K*1*, S*1*,γ*)= *WK*(*K,* Γ*, M*1)

(*K′ , σ*)= *Cls*(*K*1*, S*1(Γ)*,γ*)

1

(*K*2*, S*2*, τ*2)= *WK*(*K′ , S*1(Γ) *∪ {x* : *σ}, M*2)

1

in (*K*2*, S*2 *◦ S*1*, τ*2)

*WK*(*K,* Γ*, {l*1 = *M*1*,..., ln* = *Mn}*) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*, M*1)

(*Ki, Si, τi*)= *WK*(*Ki−*1*, Si−*1 *◦ ··· ◦ S*1(Γ)*, Mi*) (2 *≤ i ≤ n*)

in (*Kn, Sn ◦ ··· ◦ S*2 *◦ S*1*,*

*{l*1 : *Sn ◦ ··· ◦ S*2(*τ*1)*,..., li* : *Sn ◦ ··· ◦ Si*+1(*τi*)*,..., ln* : *τn}*)

*WK*(*K,* Γ*,M.l*) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*,M* )

(*K*2*, S*2)= *U*(*K*1 *∪ {α*1 :: *U, α*2 :: *{{l* : *α*1*}}}, {*(*α*2*, τ*1)*}*) (*α*1*, α*2 fresh) in (*K*2*, S*2 *◦ S*1*, S*2(*α*1))

*WK*(*K,* Γ*,* modify(*M*1*, l, M*2)) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*, M*1)

(*K*2*, S*2*, τ*2)= *WK*(*K*1*, S*1(Γ)*, M*2)

(*K*3*, S*3)= *U*(*K*2 *∪ {α*1 :: *U, α*2 :: *{{l* : *α*1*}}}, {*(*α*1*, τ*2)*,* (*α*2*, S*2(*τ*1))*}*)

(*α*1*, α*2 are fresh)

in (*K*3*, S*3 *◦ S*2 *◦ S*1*, S*3(*α*2))

*WK*(*K,* Γ*,* if *M*1 then *M*2 else *M*3) = let (*K*1*, S*1*, τ*1)= *WK*(*K,* Γ*, M*1)

(*K*2*, S*2)= *U*(*K*1*, {*(*τ*1*, bool*)*}*)

(*K*3*, S*3*, τ*2)= *WK*(*K*2*, S*2 *◦ S*1(Γ)*, M*2)

(*K*4*, S*4*, τ*3)= *WK*(*K*3*, S*3 *◦ S*2 *◦ S*1(Γ)*, M*3)

(*K*5*, S*5)= *U*(*K*4*, {*(*S*4(*τ*2)*, τ*3)*}*)

in (*K*5*, S*5 *◦ S*4 *◦ S*3 *◦ S*2 *◦ S*1*, S*5 *◦ S*4(*τ*2))

Fig. 4. Type inference algorithm

**Example 4.2** Following Example [3.9](#_bookmark5), we consider *M* = *{location* = *l, fire*\_*danger* = *d}*, *τ*1 = *{location* : *α*1*,fire*\_*danger* : *α*2*}*, *τ*2 = *∀α*1 :: *U.∀α*2 :: *U.α*1 *→ α*2 *→ τ*1, *τ*3 = *{location* : *ltype,fire*\_*danger* : *f dtype}*, and *τ*4 = *ltype → fdtype → τ*3, we further consider *τ*5 = *{location* : *α*3*,fire*\_*danger* : *α*4*}*, *τ*6 = *∀α*3 :: *U.∀α*4 :: *U.α*3 *→ α*4 *→ τ*5, *τ*7 = *{location* : *α*5*,fire*\_*danger* : *α*6*}*, *S*1 = [*ltype/α*5] *◦* [*α*5*/α*3*, α*6*/α*4], and *S*2 = [*fdtype/α*6] *◦ S*1 *◦* [*α*4*/α*2] *◦* [*α*3*/α*1]. A run of the algorithm for letEv *FireDanger* = *λl.λd.M* in *FireDanger* “*Porto*” “*low*”

is given in Figure [5.](#_bookmark10)

*WK*(*{}, {},* letEv *FireDanger* = *λl.λd.M* in *FireDanger* “*Porto*” “*low*”) = (*{}, S*2*, τ*3)

*WK*(*{}, {}, λl.λd.M* )= (*{α*3 :: *C, α*4 :: *C},* [*α*4*/α*2] *○* [*α*3*/α*1]*, α*3 *→ α*4 *→ τ*5)

*WK*(*{α*1 :: *C}, {l* : *α*1*}, λd.M* )= (*{α*3 :: *C, α*4 :: *C},* [*α*4*/α*2] *○* [*α*3*/α*1]*, α*4 *→ τ*5)

*WK*(*{α*1 :: *C, α*2 :: *C}, {l* : *α*1*,d* : *α*2*},M* )= (*{α*3 :: *C, α*4 :: *C},* [*α*4*/α*2] *○* [*α*3*/α*1]*, τ*5)

*WK*(*{α*1 :: *C, α*2 :: *C}, {l* : *α*1*,d* : *α*2*}, l*)= (*{α*2 :: *C, α*3 :: *C},* [*α*3*/α*1]*, α*3)

*WK*(*{α*2 :: *C, α*3 :: *C}, {l* : *α*3*,d* : *α*2*}, d*)= (*α*3 :: *C, α*4 :: *C},* [*α*4*/α*2]*, α*4)

*Cls*(*{α*3 :: *C, α*4 :: *C}, {}, α*3 *→ α*4 *→ τ*5)= (*{}, τ*6)

*WK*(*{}, {FireDanger* : *τ*6*},FireDanger* “*Porto*” “*low*”) = (*{},* [*fdtype/α*6] *○ S*1*, τ*3)

*WK*(*{}, {FireDanger* : *τ*6*},FireDanger* “*Porto*”) = (*{}, S*1*, α*6 *→ {location* : *ltype,fire*\_*danger* : *α*6*}*)

*WK*(*{}, {FireDanger* : *τ*6*},FireDanger*)= (*{},* [*α*5*/α*3*, α*6*/α*4]*, α*5 *→ α*6 *→ τ*7)

*WK*(*{}, {FireDanger* : *τ*6*},* “*Porto*”) = (*{}, id, ltype*)

*U*(*{},* (*α*5*, ltype*)) = (*{},* [*ltype/α*5])

*WK*(*{}, {FireDanger* : *τ*6*},* “*low*”) = (*{}, id, fdtype*)

*U*(*{},* (*α*6*,fdtype*)) = (*{},* [*fdtype/α*6])

Fig. 5. Type inference run for letEv *FireDanger* = *λl.λd.M* in *FireDanger* “*Porto*” “*low*”

* 1. *Soundness and completeness of WK*

In this section we establish the results from soundness and completeness of our type inference algorithm.

**Theorem 4.3** *If WK*(*K,* Γ*,M* )= (*Kj, S,τ* ) *then* (*Kj, S*) *respects K and there is a derivation in our type system such that Kj, S*(Γ) *▶ M* : *τ.*

**Proof.** The proof is by induction on the structure of *M* . *2*

**Theorem 4.4** *If WK*(*K,* Γ*,M* ) = *fail, then there is no* (*K*0*, S*0) *and τ*0 *such that*

(*K*0*, S*0) *respects K and K*0*, S*0(Γ) *▶ M* : *τ*0*.*

*If WK*(*K,* Γ*,M* ) = (*Kj, S,τ* )*, then if K*0*, S*0(Γ) *▶ M* : *τ*0 *for some* (*K*0*, S*0) *and τ*0 *such that* (*K*0*, S*0) *respects K, then there is some Sj such that* (*K*0*, Sj*) *respects Kj, τ*0 = *Sj*(*τ* )*, and S*0(Γ) = *Sj ◦ S*(Γ)*.*

**Proof.** The proof is by induction on the structure of *M* . *2*

# EVL for Complex Event Processing

In this section we are going to study the application of EVL in the context of Complex Event Processing (CEP). See [[15](#_bookmark28)] for a detailed reference on the area. The area of CEP comprises a series of techniques to deal with streams of events such as event processing, detection of patterns and relationships, filtering, transformation and ab- straction, amongst others. Because EVL is a higher-order functional language, we are going to explore the higher-order capabilities, to define higher-order parameterized functions that deal with the usual CEP techniques.

* 1. *Event processing*

The canonical model [[10](#_bookmark23),[15](#_bookmark28)] for event processing is based on a producer-consumer model: an event processing agent (EPA) takes events from event producers and distributes them among event consumers. This process often involves filtering or translating. Filtering may happen because not every event will be of interest or available to every consumer: in some cases access control policies might be in place that restrict what events consumers might receive. Translating events allows us to change, add or remove information from the agents based on particular consumers. The processing of events can be done in a one-event in/one-event out form, but it is also possible to have event processing agents that process a collection of events as a whole or that produce a set of events as result: for example, an incoming event may be split into multiple events, each containing a subset of the information from the original event.

EVL can be used to program event processing agents. It is able to process raw events produced by some event processing system and generate derived events as a result. These derived events can then be passed on to an event consumer.

Principal types allow us to identify event processing agents. An event processing agent is any function whose principal types is of the form *∀α*1 :: *κ*1 *··· ∀αn* :: *κn.γ*. In the following section we will explore the different types of event processing agents.

* + 1. *Types of event processing agents*

Event processing agents are classified according to the actions that they perform to process incoming events:

* + - * *Filter agents* - Filter agents take an incoming event object and apply a test to decide whether to discard it or whether to pass it on for processing by subsequent agents. The test is usually stateless, i.e. based solely on the content of the event instance.
      * *Transformation agents* - Transformation agents modify the content of the event objects that they receive. These agents can be further classified based on the cardinality of their inputs and outputs (translate, split, aggregate or compose agents)
      * *Pattern Detect agents* - Pattern Detect agents take collections of incoming event objects and examine them to see if they can spot the occurrence of particular patterns.

We are now going to look into the different types of event processing agents in a little more depth. All of the definitions that we are going to present can be found in [[15](#_bookmark28)].

**Definition 5.1** [Filter event processing agent] A *filter agent* is an event processing agent that performs filtering only, so it does not transform the input event.

**Example 5.2** This example represents an event processing agent that uses a higher- order filter function *filter* (to be defined later) to filter events according to their location.

l e t p x = ( x . location == " Porto ") i n *λ*x. ( filter p x )

**Definition 5.3** [Transformation event processing agent] A Transformation event processing agent is an event processing agent that includes a derivation step, and optionally also a filtering step.

Transformation event processing agents can be either stateless (if events are processed without taking into account preceding or following events) or stateful (if the way events are processed is influenced by preceding or following events). In the former case, events are processed individually. In the latter, the way events are processed can depend on preceding or succeeding events. Transformation events can be further classified as translate, split, aggregate or compose agents. In the following we describe some transformation events that we are going to focus on.

**Definition 5.4** [Translate event processing agent] Translate event processing agents can be used to convert events from one type to another, or to add, remove, or modify the values of an event’s attributes.

At the moment EVL does not allow us to add or remove attributes. One can create new events based on attributes from incoming events as well as modify the value of existing attributes. We follow Ohori’s treatment of record types, therefore we do not consider operations that extend a record with a new field or that remove an existing field from a record. This is a limitation of our current calculus, and we intend to improve on this in the future.

**Example 5.5** This example represents an event processing agent that converts the temperature field of an event from degrees Fahrenheit to degrees Celsius.

farToCel x = modify ( x , temperature , ( x . temperature − 32 )/ 1 . 8 )

**Definition 5.6** [Aggregate event processing agent] Aggregate agents take a stream of incoming events and produce an output event that is a map of the incoming events.

**Example 5.7** This example represents an event processing agent that receives two events, *x* and *y*, and outputs event *y* with its precipitation level updated with the average of the two.

avg x y = modify ( y , precipitation , ( x . p recipitation + y . precipitation )/ 2 )

**Definition 5.8** [Compose event processing agent] Compose agents take two streams of incoming events and process them to produce a single output stream of events.

**Example 5.9** This example represents an event processing agent that composes the partial weather information that is provided by two different sensors. One of the sensors outputs event *x*, which contains information about the temperature and wind velocity, and the other sensor outputs event *y*, which contains information about the humidity and precipitation levels. This event processing agent outputs an instance of *WeatherInfo* with the complete weather information.

composeInfo x y = WeatherInfo x . temperature x . wind y . humidity y . p r ecipitation

**Definition 5.10** [Pattern Detect event processing agent] A Pattern Detect event processing agent is an event processing agent that performs a pattern matching function on one or more input streams. It emits one or more derived events if it detects an occurrence of the specified pattern in the input events.

**Example 5.11** The *check* function in Example [2.3](#_bookmark2) is an event processing agent that generates the appropriate *FireDanger* event by detecting its corresponding fire weather information.

check x = i f ( x . temperature > 29 and x . wind > 32

and x . humidity < 20 and x . p r e c i pitation < 50 ) then Fire Danger x . location "high"

e l s e Fire Danger x . location " low "

An area where pattern-detect agents are quite relevant is in publish-subscribe systems, where consumers are allowed to subscribe to selective events by specify- ing filters using a subscription language. The filters define constraints, usually in the form of name-value pairs of properties and basic comparison operators, which identify valid events. Constraints can be logically combined to form what are called complex subscription patterns [[16](#_bookmark29)]. CEP systems extend the functionality of tra- ditional publish-subscribe systems by increasing the expressive power of the sub- scription language to consider complex event patterns that involve the occurrence of multiple, related events [[12](#_bookmark25)].

* + 1. *A higher-order library for CEP*

Since EVL is a higher-order language, we use higher-order functions that allow us to deal with a sequence of events (represented as a list of events). We now provide some of these useful higher-order functions, which are naturally implemented in a higher-order functional language.

* + - * filter is a function that filters the events in the sequence according to some filtering expression:

fi lt er p list = i f list . empty then list

else i f ( p list . head ) then ( cons list . head ( f ilt er p list . t a i l ) ) else f i l t e r p l i s t . t a i l

* + - * transform is a function that applies a transformation to all of the events in the sequence:

trans form f l i s t = i f l i s t . empty then l i s t

e l s e ( cons ( f l i s t . head ) ( trans form f l i s t . tail ) )

* + - * aggregater is a function that produces some output value by aggregating by right association the events of the sequence according to some binary aggregating function:

a g g r e g a te r f z l i s t = i f l i s t . empty then z

e l s e f l i s t . head ( a g g r e g a te r f z l i s t . tail )

* aggregatel is very similar to aggregater but it aggregates the events by left association:

aggregatel f z l i s t = i f l i s t . empty then z

e l s e a ggregatel f ( f z l i s t . head ) l i s t . tail

We use the function names transform and aggregateX, instead of the usual func- tional programming names map and foldX, because of the particular context of CEP.

* 1. *Event types*

When dealing with event processing applications, many events will have a similar structure and a similar meaning. Consider a temperature sensor: all of the events produced by it have the same kind of information, such as temperature reading, timestamp and maybe location, but with possibly different values. This means that instead of defining the structure of each event individually, we can specify the structure of an entire class of events [[15](#_bookmark28)]. This relationship was formally defined in [[1](#_bookmark14)] as that between *Generic* and *Specific* events. EVL is based on the typed language that was defined in [[1](#_bookmark14)], but it extends it by allowing explicit subtyping between record types according to [[24](#_bookmark36)].

The definition of a generic event may contain references to other events when there is a semantic relationship between them. These relationships can be separated into four types [[15](#_bookmark28)] that we are now going to discuss.

## Membership

A generic event *ge*1 is said to be a member of another generic event *ge*2 if the instances of *ge*1 are included in the instances of *ge*2. This notion can easily be checked in EVL through the explicit subtyping relation between record types.

## Generalization

The generalization relation indicates that an event is a generalization of another event. In the type theory of EVL, this relation is given by the generalization relation *Cls*.

## Specialization

The specialization relation indicates that an event is a specialization of another event. In the type theory of EVL, this relation is given by the type instantiation relation.

## Retraction

A retraction event relationship is a property of an event referencing a second event. It indicates that the second event is a logical reversal of the event type that references it. For example, an event that starts a fire alert and the event that stops it. This is a notion that is also present in access control systems with obligations. In [[1](#_bookmark14)], this is defined by a closing function that describes how events are linked to

subsequent events in history. That is, which are the generic events in time that are closed by a particular generic event provided that some time constraints are satisfied and following a specific strategy. These functions are assumed to be defined for each system and are used to extract intervals from a given history. One of the motivations to develop EVL was to provide a simple language to program such functions.

* 1. *A comprehensive example*

We now give an example that illustrates several features described in this section.

**Example 5.12** Consider a sequence of events produced by sensors distributed across some number of locations. The events produced by a particular sensor con- tains information about the weather conditions at that sensor’s location. More specifically, it contains information about the temperature (in degrees Celsius), the humidity level (as a percentage), the wind speed (in km/h) and the amount of pre- cipitation (in mm), as well as information about its location. Now, consider an EPA that infers the fire danger of a particular location based on a given sequence of events produced by an arbitrary number of these sensors. This can be done with varying degrees of accuracy, but this is not the subject of this paper, so let us consider a simple algorithm based on the following three steps:

1. Filtering the events according to the specified location;
2. Aggregating the events according to the latest values of temperature, humidity and wind speed, and by the mean precipitation;
3. Producing an event that indicates if there is fire danger in that particular location considering the values obtained in the previous step and comparing them to their threshold levels.

We now provide an implementation of this algorithm in EVL:

let Ev Fire Danger l d = { location = l , fire\_danger = d} i n l e t p x = ( x . location == " Porto ") i n

l e t f x y = ( x . f s t + 1 , modify ( y , precipitation ,

( x . snd . p recipitation + y . precipitation )/ x . f s t ) ) i n l e t check x = i f ( x . temperature > 29 and x . wind > 32

and x . humidity < 20 and x . p recipitation < 50 ) then Fire Danger x . location "high"

e l s e Fire Danger x . location " low " i n

*λ*x . ( check ( aggregatel f ( 1 , { p r e cipitation = 0 }) ( filter p x ) ) . snd )

# Related Work

Alternative type systems to deal with records have been presented in the literature using row variables [[28](#_bookmark41)], which are variables ranging over finite sets of field types. One of the most flexible systems using row variables [[25](#_bookmark37)] allows for powerful opera- tions on records, such as extending a record with a new field or removing an existing field from a record. Record extension is also available in other systems [[22](#_bookmark38),[19](#_bookmark32),[9](#_bookmark22)], as well as record concatenation operations [[20](#_bookmark33),[26](#_bookmark39),[29](#_bookmark42)], however adding these operations results in complications in the typing process. By following Ohori’s approach we ob-

tain a sound and complete efficient type system supporting the basic operations for dealing with records. Nevertheless, regarding the applicability of our language in the context of CEP, the integration of more flexible record operations in our language is an aspect to be further investigated.

When it comes to processing flows of information, there are two main mod- els leading the research done in this area: the data stream processing model [[4](#_bookmark18)] (that looks at streams of data coming from different sources to produce new data streams as output); and the complex event processing model [[23](#_bookmark34)] (that looks at events happening, which are then filtered and combined to produce new events). In [[12](#_bookmark25)], several information processing systems were surveyed, which showed a gap between data processing languages and event detection languages, and the need to define a minimal set of language constructors to combine both features in the same language. We believe that EVL is a good candidate to explore the gap between these two models.

Following the complex event processing model, one of the key features is the abil- ity to derive complex events (composite) from lower-level events and several special purpose Event Query Languages (EQLs) have been proposed for that [[14](#_bookmark27)]. Complex event queries over real-time streams of RFID readings have been dealt with in [[30](#_bookmark43)] yet again using a query language. The TESLA language [[11](#_bookmark24)] supports content-based event filtering as well as been able to establish temporal relations on events, while providing a formal semantics based on temporal logic. The lack of a simple denota- tional semantics is a common criticism of CEP query languages [[31](#_bookmark44),[3](#_bookmark19),[17](#_bookmark30)], with several languages not guaranteeing important language features, such as orthogonality, as well as an overlapping of definitions that make reasoning about these languages that much harder. Recently, a formal framework based on a complex event logic (CEL) was proposed [[18](#_bookmark31)], with the purpose of “giving a rigorous and efficient framework to CEP”. The authors define well-formed and safe formulas, as syntactic restrictions that characterize semantic properties, and argue that only well-formed formulas should be considered and that users should understand that all variables in a for- mula must be correctly defined. This notion of well-formed formulas and correctly defined variables is naturally guaranteed in a typed language like EVL. Therefore we believe that EVL can be used to provide formal semantics to CEP systems.

In the context of access control systems, the *Obligation Specification Language* (OSL) defined in [[21](#_bookmark35)], presents a language for events to monitor and reason about data usage requirements. The paper defines the *refinesEv* instance relation between events, which is based on a subset relation on labels, as is the case for the instance re- lation in [[2](#_bookmark15)]. The instance relation in [[1](#_bookmark14)] was defined by implicit subtyping on records but more generally using variable instantiation. In this paper we further generalise the notion of instance relation and define it formally using kinded instantiation.

Still in the context of access control, Barker et al [[7](#_bookmark20)] have given a represen- tation of events as finite sets of ground 2-place facts (atoms) that describe an event, uniquely identified by *ei,i ∈* N, and which includes three necessary facts: *happens*(*ei, tj*), *act*(*ei, al*) and *agent*(*ei, un*), and *n* non-necessary facts. This rep- resentation is claimed to be more flexible than a term-based representation with a

fixed set of attributes. The language in this paper is flexible enough to encode the event representation in [[7](#_bookmark20)]. Furthermore, the typing system allows us to guarantee any necessary facts by means of the typing information.

# Conclusions and Future Work

In this paper we present EVL, a typed higher-order functional language for events, with a typing system based on Ohori’s record calculus, as well as a sound and com- plete type inference algorithm. We explore the expressiveness of our language by showing its application in the context of CEP. This is a starting point to an area of research exploring the well-studied properties of higher-order functional typed languages and their ability to reason with dynamical properties of systems, while applying it to the areas of obligation models for access control and complex event processing (CEP). We believe the language defined in this paper proved to be bet- ter equipped to deal with generic events when compared to traditional relational languages used in the CEP area.

With respect to future work, events in our language are represented by records of the form *{l*1 = *v*1*,..., ln* = *vn}*, with appropriate constructors for creating, accessing and modifying records. Additionally one could consider more powerful operations on records, such as extending a record with a new field or removing an existing field from a record, which are not part of EVL but could prove useful in both CEP and in the treatment of obligations in the context of access control models.

We would also like to fully exploit EVL’s capabilities in the context of the CBACO metamodel [[2](#_bookmark15)]. Furthermore, we would like to explore extensions of EVL with pattern matching, which is a powerful mechanism for decomposing and processing data. The ability to detect patterns is a key notion in most CEP systems, therefore adding matching primitives to EVL would greatly improve its capability with respect to pattern detection.
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