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Abstract

We propose a formal, power aware refinement of systems. The proposed approach lays its foun- dation to the traditional refinement calculus of Action Systems and its direct extension, time wise refinement method. The adaptation provides well-founded mathematical basis for the systems modeled with the Timed Action Systems formalism. In the refinement of an abstract system into more concrete one a designer must that show conditions of both functional and temporal properties, and furthermore, power related issues are satisfied.
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# Introduction

Advances in technology over recent years have considerably decreased both physical and functional size of single chip systems. Moreover, with the advent of wireless and mobile high performance computing platforms, and the limited operational life time of batteries, the low-power designs are required. To estimate the power consumption, there is a trade-off between the accuracy and the abstraction level of detail which the system is analyzed. The more detailed the description, the more accurate the simulation will be, but on the other hand the more time consuming it will be. Moreover, a designer wants to make decisions as early as possible in the design flow to avoid costly design backtracking.

Formal methods provide an environment to design, analyze, and verify digital hardware with the benefits of rigorous mathematical basis. The base formalism in our study is Action Systems [[5](#_bookmark16)], henceforward conventional Ac-
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tion Systems, which is based on an extended version of Dijkstra’s language of guarded commands [[14](#_bookmark24)]. We continue to base our research on the conventional Action Systems formalism and its timed extension [[22](#_bookmark32)]. The timing informa- tion allows the modeling and analysis of both logical and temporal aspects of both synchronous [[18](#_bookmark29)] and asynchronous [[17](#_bookmark25)] systems, and, furthermore, time is an essential concept for modeling power consumption.

In this study, we introduce a power modeling methodology in the Timed Action Systems context. It allows us to estimate energy and power consump- tion in a formal, abstract models, and to steer the development towards power- efficient implementations. Furthermore, we extend the refinement calculus for Timed Action Systems by introducing performance related constraints to it. The final goal in out research is to have modeling framework for SoC/NoC (System-on-chip/Network-on-Chip) systems in which, within one formalism, a system can be modeled from a specification down to an implementation model. The development of the systems starts from the high level system model S whose functional and temporal characteristics are given in the spec- ification. The refinement relations between system models can be defined so that the total correctness is preserved: if S ± S' and *pSq* then *pS*'*q* will also hold. After several successive refinement steps (S ± S' ... ± S*n* ) we obtain an implementable specification [[3](#_bookmark14)]. Thus, we have developed, in a stepwise manner, an implementation of the original specification. The purpose is to be able to model SoC/NoC designs within one formalism from a specification down to an implementable model by taking into account the correctness of both the temporal and functional characteristics, and, furthermore, the power modeling issues.

# Timed Action Systems

In this section we shortly review both the conventional and timed actions that form the formal basis for out power analysis.

* 1. *Conventional Actions*

An *action* A is defined (for example) by:

*A* ::= *abort* (*abortion, non-termination*)

| *skip* (*empty statement*)

| *x* := *x*'*.R* (*non-deterministic assignment*)

| *x* := *e* (*(multiple) assignment*)

| {*p*} (*assertion statement*)

| [*p*] (*assumption statement*)

| *p* → *A* (*guarded action*)

| *A*1 *▢ A*2 (*non-deterministic choice*)

| *A*1 ; *A*2 (*sequential composition*)

| *A*1 *L A*2 (*prioritized composition*)

| do *A* od (*iterative composition*)

where *A* and *Ai*, *i* = 1*,* 2, are actions; *x* is a variable or a list of variables; *e* is an expression or a list of expressions; and *p* and *R* are predicates (Boolean conditions). The variables which are assigned within the action *A* are called the *write variables* of *A*, denoted by *wA*. The other variables present in the action *A* are called the *read variables* of *A*, denoted by *rA*. The write and

read variables form together the *access set vA* of *A*: *vA* =^ *wA* ∪ *rA*.

A *quantiﬁed composition* of actions is defined by: [• 1 ≤ *i* ≤ *n* : *Ai*], and it

is defined by: *A*1 • *...* • *An*, where the bullet • denotes any of the composition operators, and *n* is the number of actions. Furthermore, a *substitution* oper- ation within an action *Ai*, denoted by *A*[*e*'*/e*], where *e* refers to an element such as variables and predicates of the original action *Ai* and *e*' denotes the new element, which replaces *e* in *Ai*. The same notation is applied to action systems as well.
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^

Body *P* of the procedure *p* : *p*(in *x*; out *y*) : *P* , is in general any atomic action *A*, possibly with some auxiliary local variables *w* initialized to *w*0 every time the procedure is called. The action *A* accesses the global and local variables *g* and *l* of the host/enclosing system and the formal parameters *x* and *y*. Hence, the body *P* can be generally defined by: *P* [var *v*; init *w* := *w*0; *A*(*g, l, w, x, y*)]. If there are no local variables, the begin-end brackets [ ] can be removed together: [*A*(*g, l, x, y*]= *A*(*g, l, x, y*). If there are neither local variables nor parameters, the action only accesses the global and local variables of the host system, then the procedure *p* can be written as: proc *p* : *A*(*g, l*).

* 1. *Semantics of actions*

An action is considered to be atomic, which means that only the initial and final states are observed by the system. Therefore, when action is selected for execution, it is completed without any interference from other actions. The actions are defined using weakest precondition for predicate transformers [[14](#_bookmark24)]. The *weakest precondition* for action *A* to establish the post condition *q* is defined for example: wp(*abort, q*) = *f alse*, wp(*skip, q*) = *q* and wp((*A* ▢ *B*)*, q*) = wp(*A, q*) ∧ wp(*B, q*). The guard *gA* of an action *A* is defined by

*gA* =^ ¬wp(*A, false*). Considering a guarded action *A* =^

*P* → *B* we have

that *gA* =^ *P* ∧ *gB*. An action *A* is said to be *enabled* in some state, if its

guard is *true* (*T* ) in that state, otherwise *disabled*. The action *A* is said to be

*always enabled*, if wp(*A, false*)= *f alse* (that is, the guard *gA* is invariantly *true*: *gA* = *true*). Furthermore, if wp(*A, true*) = *true* holds, the action *A* is said to be *always terminating*. The *body sA* of the action A is defined

by: *sA* =^ *A* ▢ ¬*gA* → *abort*. Moreover, for assert statement, we have that

wp({*p*}*, q*)= (*p* ∧ *q*) and for the assumption statement we have: wp([*p*]*, q*)=

*p* → *q*.

* 1. *Timed Action System*

Above we introduced conventional Action Systems, which is the formal basis of our timed notation. In conventional Action Systems computation does not take time, a reaction is instantaneous – and therefore atomic in any possible sense. Atomicity means that only the pre- and post-states of actions are observable, and when they are chosen for execution they cannot be interrupted by external counterparts. In modeling SoC/NoC systems it is important to know the time consumed by actions, because the operation speed is determined by the delay of those actions, and, furthermore, time is an essential element in power modeling. It should be observed that the complexity of a timed action is not restricted, and thus the operation time is not bounded either. Let us next introduce the form of a timed action system [[22](#_bookmark32)].

A timed action system A has a form:

sys A ( imp *pI* ; exp *pE* ; )( *u*; ) ::

|[ delay *dAi, dp*; constraint {A}; var *l*;

private proc *p dp)*(*x*): (*P* );

public proc *pE dpE)*(*x*): (*PE* );

action *Ai dAi)* : (*aAi*); init *g, l* : *g*0*, l*0;

exec do ˆ *▢* 1 ≤ *i* ≤ *n* : *Ai*˜ od ]|

where we can identify three main sections: (1) *interface*, (2) *declaration*, and

(3) *iteration*:

1. The interface part declares those variable, *u*, that are visible outside the action system boundaries, and thus accessible by another systems. It also introduces communication procedures that are either imported or exported by the system. The exported procedures are introduced by the system itself and the imported ones are introduced by some other systems. If a timed action system does not have any interface variables or procedures, it is a *closed* system, otherwise it is an *open* system.
2. The declaration part declares the building blocks of the systems. In the delay clause it defines the delays of the timed actions, which are associ- ated with a timed action using delay brackets ). The most commonly used delays are deterministic and bounded, non-deterministic delays de- noted by *dA* and *dA* : [*dAmin, dAmax*], respectively. The former defines a precise delay, whereas the latter one a delay whose value is chosen non- deterministically between the given interval. The time domain is dense and continuous T = R≥0, because it is a natural model for systems operating over continuous time. In the constraint clause is defined the functional and non-functional requirements of the system, and in the var clause is defined the local variables *l*. Then in the private and public procedure clauses is defined local *p* and exported *pE* procedures. The private (local) procedures are used only within the system, whereas the public ones are used in communication with other systems. In the action clause is given the definitions of the action *Ai* that perform operations (*aAi*) on local and global variables. The start time of a timed action is denoted by *A.st* and the finish time by *A.f t* whose separation in time is *dA*. The last item is the init clause that set the system in a safe state from which the system may commence its operation.
3. Finally, the iteration section, the exec do-od loop of the system, contains the composition of the actions defined in the declarative part. The compu- tation of a timed action system is started in an initialization in which the variables (both global and local ones) are set to predefined values. In the it- eration part, the actions are selected for execution based on the composition and enabledness of the timed actions. If there are no such timed actions, the timed action system is considered temporary delayed. The computation resumes to execution when some other timed action system enables one of the action via interface variables or procedure calls.
   1. *Parallel Composition of Action Systems*

Consider two action systems A and B whose local variables are distinct, *lA* ∩ *lB* = ∅, and communication variables are a set *uA* ∩ *uB*. We require that the initializations of the communication variables *uA* ∩ *uB* are consistent with each other, so that the initial values are equivalent: ∀*v* ∈ *uA* ∩ *uB.*(*v*0*A* = *v*0*B*), where *v*0*A* ∈ *u*0*A* and *v*0*B* ∈ *u*0*B*. The parallel composition of A and B, denoted A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAvCAYAAADXTSt/AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAYUlEQVRIie3WIQ6DQBCG0Rd2CcfoeVE9SRVXaLDYnqOigkBTQVBNdjyZz/3JPD9wx0O7EdM5XvgEYMGG0mFAH4CKgtoFh38lSJAgQYIECS4GVscf0WrHF1vFE7cAzHhj/wFPcw8NYBPTqwAAAABJRU5ErkJggg==) B is defined to be another action system whose global and local identifiers (procedures, variables, actions) consist of the identifiers of the component systems and whose exec-clause has the form: exec do *A* ▢ *B* od, where *A* and *B* are the actions of the systems A and B, respectively. The constituent systems communicate via their shared interface procedures. The definition of the parallel composition is used inversely in system derivation to decompose a system description into a composition of smaller separate systems or internal subsystems.

* 1. *Procedure based communication*

The procedure based communication [[17](#_bookmark25)] uses remote procedures to model communication channels between action systems. Consider the timed ac- tion systems S*nd* and R*ec* whose internal activities are denoted with actions *S* = (*S*1; call *p*(*ls*); *S*2) and *R* = (*R*1; await *p*; *R*2), where *p* is an interface pro- cedure defined in and exported by the receiver (R*ec*), and imported and called by the sender (S*nd*), with the variables *ls* (sender’s local variables) as actual parameters. The body *P* of *p* can be any atomic action writing onto variables *lr* (receiver’s local variables). The exec-clause is of the composed system S*nd ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAvCAYAAADXTSt/AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAYUlEQVRIie3WIQ6DQBCG0Rd2CcfoeVE9SRVXaLDYnqOigkBTQVBNdjyZz/3JPD9wx0O7EdM5XvgEYMGG0mFAH4CKgtoFh38lSJAgQYIECS4GVscf0WrHF1vFE7cAzHhj/wFPcw8NYBPTqwAAAABJRU5ErkJggg==)* R*ec* has the form: do S ▢ R od. The construct *S* ▢ *R*, where *S* calls *p* (call command) and *R* awaits such a call (await command), is regarded as a single atomic action *SR*, defined by: *SR* = (*S*1; *R*1; *P* [*ls/x*]; *R*2; *S*2). Hence, commu- nication is based on sharing an action in which data is atomically passed from S*nd* to R*ec* by executing the body *P* of the procedure *p* hiding the details of the communication into the procedure call.

^

^ ^

# Performance modeling

In this section, we present a performance modeling framework for hardware systems by introducing how to model a size of an action system (timed or untimed one). Henceforward, we denote the size as area complexity. The purpose is to develop a framework that can be used to identify which one of the two arbitrary actions is larger, and therefore to make difference in energy consumption between these two actions. Furthermore, the energy of actions
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Fig. 1. Illustrations of assignments.

is adopted to model power consumption of the formal system description. When reasoning power consumption, the Timed Action Systems formalism is assumed.

* 1. *Area complexity*

The preliminary constraint in our modeling approach is that we consider the *non-deterministic assignment* as a base action in our complexity model. The non-deterministic assignment, also know as a specification statement, is the generalization of the assignment operation. In other words, it can be used to describe any operations targeted to variables in action context. Furthermore, by adopting the guard *g*, we obtain a *guarded non-deterministic assignment*, which is executed when its guard evaluates to true. In addition, an action is considered atomic, which means that only its initial and final states are observable. That is, we utilize the information received from the set of read (input) and set of write (output) variables. We start the analysis by giving some illustrations for the internal structure of an action. In Fig. [1](#_bookmark0) (a) we have a substitution operation and in Fig [1](#_bookmark0) (b) a guarded non-deterministic assignment. Observe that, the non-deterministic assignment can be illustrated as depicted in Fig. [1](#_bookmark0) (b) by excluding the guard *g*.

* + 1. *Widths of types*

Consider an (atomic) action *A*. We assume that each variable *v* ∈ *vA* has a width *wv* which defines *the number of bits needed to present the variable.* For example, consider an integer type of variable *v*, which is defined by the interval (1*..m*), where *m* ∈ R+. The width is calculated by: 2*wv* = *m* ⇒ *wv* = [log2(*m*)|, (*m >* 1). In this paper, we consider only fixed point numbers, and, furthermore, constants are considered as variables in the modeling process.

* + 1. *Complexity of a substitution operation*

Let an action *A* be a substitution *A* = *x* := *v*. Its write set is *wA* = {*x*}, and it is utilized to model the area complexity. If *x* and *v* are single variables of the

^

same type then the area complexity of *A* is the width *wx* of the variable *x*. If *x* and *v* are lists of variables then the complexity is defined by the sum of the widths of the variables *x*. The area complexity of the substitution operation

Σ *wx*.

is defined by: *C*(*wA*) =^

*x*∈*wA*

* + 1. *Complexity of assignment statements*

The assignment statements often contains operations that are Boolean func- tions at lower abstraction levels, such as, addition and multiplication. These operations are combinatorial logic at lower abstraction levels, and therefore, we cannot illustrate assignments with the chain of registers as we did with sub- stitution operations. That is, to model the structure of combinatorial logic requires, that the depth of the resulting circuit is taken into account in the area complexity model.

The idea behind the area complexity modeling of assignments arises from the graphical modeling of Boolean functions. Boolean functions can be rep- resented as a directed acyclic graph where the size of the function can be evaluated by calculating the number of nodes needed to present the function. These graphs are often denoted by *Binary decision diagrams (BDD)* and de- scribed, for instance, in [[2](#_bookmark12)], [[9](#_bookmark20)], [[10](#_bookmark21)]. In BDD’s each node has at least the following properties: index if it is a non-terminal node, value 0 or 1 if it is a terminal node. Furthermore, each non-terminal node has two children [[2](#_bookmark12)]. There are several extensions for the basic BDD’s. For instance, in Boolean Ex- pression Diagrams [[1](#_bookmark13)] there are three node types instead of the two presented above: a terminal node has a value 0 or 1, a variable node has a Boolean variable and operator node has a Boolean operator. Observe that the vari- able and operator nodes correspond the non-terminal nodes in the basic BDD description. However, these graph based presentations are not directly appli- cable to our approach because we do not have a exact Boolean function that could be use to generate the graph. In other words, our approach has a higher

' '

abstraction level. For instance, for an action *A* =^ *x* := *x .*(*x* = *a* + *b*), which

adds together two variables *a* and *b*, we do not have a the detailed description

of its implementation. That is we do not know, for instance, whether it is implemented using full adders or carry look ahead adders.

Another approach to model the size of the Boolean functions is to assume that each Boolean expression with *m* arguments has a size 2*m* [[9](#_bookmark20)]. This would be more suitable approach for us, since we know the number of the input arguments for each action, that is *the sum of the widths of the variables in the read set*. However, the size expression grows exponentially, which gives rather pessimistic results when the value of *m* increases. For instance, if the number of input arguments is 64 (*m* = 64) then the size estimate would be

(*a*(0*..*2)*, b*(0*..*2))
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(*a*1*, b*1)

(*a*2*, b*2)
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Fig. 2. Exemplification of the graph presentation.

(approximately) 1*.*84 · 1019.

We adopt some properties from both above mentioned approaches to our area complexity model. Consider an action *A* = *g* → *x* := *x*'*.Q*. Its area com- plexity modeling is divided into three parts: *substitution*, *guard*, and *predicate*. Recall that the complexity of the substitution is evaluated from the write set *wA* as discussed in Sect. [3.1.2](#_bookmark1). To be able to calculate guard and predicate complexities, the read set is further divided into two subset: the set of *guard variables rg* that appear in the guard and the set of *predicate variables rQ* that appear in the predicate (*rA* = *rg* ∪ *rQ*). The area complexity is modeled for both sets (*rg, rQ*) separately.

^

^

Let us first define the area complexity for the set *rQ* (*rQ* /= ∅):

*sW eL*

*C*(*rQ*) =^ [ | · 2 , where the *eL* denotes the number of elements in the

*eL*

set *rQ* and it is defined by: *eL* =^ |*rQ*|, where |*rQ*| denotes the cardinality of

the set *rQ*, the sum of the widths (*sW* ) of the variables *v* in the set *rQ* is

*sW* =^ Σ *wv*. In a similar manner, the complexity for the set *rg* can be

*v*∈*rQ*

modeled by substituting the *rg* to *rQ* in the definition above. First we discuss

and compare the presented model to the size estimation methods presented above, and then we illustrate our model with an example.

The size estimation according to the input arguments has a drawback that its result increases exponentially. That is, it gives rather pessimistic results with larger number of input arguments, comparing to the size results obtained with BDD’s [[1](#_bookmark13)]. Therefore, we adopted properties from the graph based approach presented with BDD’s [[9](#_bookmark20)], [[10](#_bookmark21)]. More precisely, the first term in the complexity clause ([*sW* |), divide the sum of the widths (number of input arguments) into smaller groups. These groups resemble non-terminal nodes of BDD graph and each these groups have possible output values {0*,* 1} which correspond to terminal nodes. In other words, we estimate the area complexity of the predicate or guard by using the variable widths in the group as input arguments, and then multiply that area complexity with the number of the groups [*sW* |, where the result of the division is rounded up. The rounding occur especially when the widths of the input variables in the set are not equal.

*eL*

*eL*

Example 3.1 Let us assume that the predicate *Q* is defined by *Q* =^

(*x*' =

*a* + *b*), and furthermore, we assume that the variables *a* and *b* are of the same type and the widths of *a* and *b* are *wa* = *wb* = 3. We start by calculating the sum of the widths *sW* for the set *rQ*. That is, the sum of the widths is *sW* = 3 + 3 = 6, which corresponds with the number of the input arguments in the Boolean expression. The sum of the widths is divided into groups by dividing the sum of widths with the cardinality of the set: *sW/*|*rQ*| = 3. The graph idea behind this group division is illustrated in Fig. [3.1.3](#_bookmark2). Each of these groups has two possible output values {0*,* 1}, and therefore, the area complexity is evaluated for each group separately, and we have: *C*(*rQ*) = 22 · 6*/*3 = 8, where the first term represents the area complexity of single group, and the second term the number of these groups.

*End of example.*

The area complexity for the guarded non-deterministic assignment *A* = *g* →

^

*x* := *x*'*.Q* is defined by:

*C*(*A*)= *C*(*rg*)+ *C*(*rQ*)+ *C*(*wA*) (*complexity of assignment*) (1)

where *C*(*rQ*) denotes the area complexity of the predicate *Q*, *C*(*rg*) denotes the area complexity of the guard *g*, and *C*(*wA*) denotes the area complexity of the substitution operation. Observe that in the non-deterministic assignment the set *rg* is empty (*rg* = ∅), and therefore the complexity of the guard is evaluated to zero. Therefore, we need to adjust the predicates area complexity model by introducing a *complexity factor Ck* (*Ck* ∈ R+). Thus, the area

*eL Ck*

complexity of the set *rQ* is *C*(*rQ*) =^ *bg* · (2 ) , where, in general, it is

assumed that *Ck* = 1. Consider the following example.

Example 3.2 Let *A* = *x* := *x.*'*Q*, where the predicate is defined by *Q* = (*x*' = *a* + *b*). Assume that *x*, *a* and *b* are variables of the same type and the widths of *a* and *b* are *wa* and *wb* and the width of *x* is *wx*. Let us further assume that the widths of the variables *a* and *b* are equal *wa* = *wb* = *m* (*m* ∈ R+) and the width of the variable *x* is *wx* = *m* + 1. The complexity for the set *rQ* when the predicate performs an addition operation is discussed in Example [3.1](#_bookmark3) with read variable widths *wa* = *wb* = 3. In this example, both of the input variable have a width *m*, and therefore, we have: *C*(*rQ*)= (4*m*)*Ck* , where the value of *Ck* is one (*Ck* = 1). The complexity of *A* is *C*(*A*)= (*m* + 1) + 4*m* = 5*m* + 1, where the (*m*+1) is the area complexity of the substitution (*C*(*wA*)). Next, we assume that the predicate *Q* is a multiplication and the widths of the variables *a* and *b* are *wa* = *wb* = *m*, and the width of the variable *x* is *wx* = 2*m*. The complexity of the action *A* is *C*(*A*) = (4*m*)*Ck* + 2*m*. For multiplication, we can, for instance, assume that the complexity factor is two (*Ck* = 2). That is, we have, *C*(*A*)= (4*m*)2 + 2*m* = 16*m*2 + 2*m*. Notice that by adopting the complexity factor of *Ck* = 2, the result is close to school book multiplication

^ ^

[[12](#_bookmark23)]. (That is, if the complexity of addition is *m*, then the complexity of the multiplication would be around *m*2).

*End of example.*

In this paper we will assume *Ck* = 1 for addition and subtraction and *Ck* =2 for multiplication and division. However, in general the value assigned to the factor can be any positive real number.

In general, the result of the area complexity modeling for substitution op- erations is the sum of the widths of the variables in the action. However, assignment statements often contains operations that are combinatorial logic at lower abstraction levels, and therefore we adopted the graph based pro- cedure. In both cases, the result is related to the BDD’s size evaluation. Although our model operates at higher abstraction level. The accuracy of the complexity model presented above was analyzed using *Ordered Binary De- cision Diagrams (OBDD)* library *BuDDy* [[8](#_bookmark19)], which is freely down-loadable from the Internet. OBDD is a BDD, where certain reduction and ordering rules are emphasized, see [[9](#_bookmark20)]. The advantage of OBBD is that it is canonical (unique) for a particular functionality.

Example 3.3 We briefly analyzed the accuracy of the addition and multi- plication operations using the *BuDDy* library. The OBBD was generated for addition operation described using full adders, and for basic binary multipli- cation using block multiplier structure. Both of these operators were analyzed using widths from 16 bits to 64 bits. The node counts of OBDD were com- pared with the width count of our area complexity model. The accuracy of our presentation was in both cases approximately 83%. This result is quite good for such a high abstraction level estimation, comparing to the amount of the information we have from the actions versus the fully defined Boolean functions, which are inputs for BuDDy.

*End of example.*

* + 1. *Complexity of systems*
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area complexity of the system is the sum of the complexities of timed actions

in the set *S*A E*nv* and defined by:
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where Σ

*C*(*A*) is the area complexity of the system A, and

Σ *A*∈*S*A

*Env*∈*SEnv C*(E *nv*) is the area complexity of the system E *nv*. Consider the

following example.

Example 3.4 Consider a timed action system A which reads data from its local input buffer, performs an addition operation, and stores the result to its local output buffer. The system is modeled as a *closed system*, which does not interact with its environment. the system is defined by:

sys A ( ) ::

|[

delay *dOp*; *dAdd*;

var *ibuf, obuf* : set of *data*; *d*1 *, d*2*,r* : *data*;

private proc *Add dAdd)*(in *x*1*, x*2 : *data*; out *r* : *data*): *r* := *r*'*.*(*r*' = *x*1 + *x*2);

action *Op dOp)* : *d*1*, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈ *ibuf* ); *Add*(*d*1*, d*2 *, r*); *obuf* := *obuf* ∪ {*r*};

1 2 1 2

init *ibuf, obuf, d*1*, d*2*,r* := *ibuf* 0*, obuf* 0*, d*10*, d*20*, r*0;

exec do *Op* od

]|

where the functionality of the system is placed into procedure *Add*, which is called by the timed action *Op*, which is executed by the system A forever, because its guard *gOp* is invariantly true.

To model the area complexity for the system A, we describe the read and write sets of timed action *Op*. The read set is *rOp* = {*x*1*, x*2} and the write set is *wOp* = {*r, d*1*, d*2}. Observe that the procedure *Add* is included within the timed action that calls it (*x*1*, x*2 in the read set are the read variables of the procedure). The area complexity modeling is divided into two parts: (1) substitution from input buffer *ibuf* to data variables *d*1*, d*2; substitution from result variable *r* to output buffer *obuf* ; and (2) non-deterministic assignment (in the procedure *Add*). We start from the non-deterministic assignment (2), by extracting the sets *rg* and *rQ* from the read set *rOp*. The set *rg* is empty (*rg* = ∅), and therefore only the set *rQ* is considered in the area complexity modeling. We have: *rQ* = {*x*1*, x*2}. The area complexity of the set is *C*(*rQ*)= 4*m*, described more detail in Examples [3.1](#_bookmark3) and [3.2](#_bookmark4). The area complexity of the procedure is *C*(*Add*) = 4*m* + (*m* + 1) = 5*m* + 1, where the *m* +1 is the area complexity of the substitution in the procedure. The complexity of the substitution operations (1) of the timed action *Op* is *C*(*wA*)= *wd*1 + *wd*2 + *wr*, where the width of the variables *d*1*, d*2 is *m*, whereas the substitution of the result variable *r* to the output buffer has the width *m*+1. The area complexity of the timed action *Op* is then: *C*(*Op*)= *C*(*Add*)+ *C*(*wA*)= (5*m* +1)+(3*m* + 1) = 8*m* + 2.

The area complexity of the system A requires that the local buffers are

modeled as well. We have *C*(*ibuf* )= |*ibuf* |·*m*, where the cardinality of the set describes the number of elements in the set, and *m* is the width of each element. In a similar manner we analyze the output buffer *C*(*obuf* )= |*obuf* |· (*m* + 1). Thus, the area complexity of the system A is *C*A = *C*(*ibuf* )+*C*(*obuf* )+*C*(*Op*).

* 1. *Power model*

The power consumption is defined by: *P* (*system*) =^ *Pdyn*(*system*) +

*Pstat*(*system*), where the first term describes the *dynamic power* consump-

tion of the system, and the second term the *static power* consumption of the system. Dynamic power consumption is related to system operation. That is, dynamic power consumption can be reduced using different design methods such as self-timed design, see for example [[16](#_bookmark26)]. However, the static power consumption is caused by the leakage current *Ileak*, which is the combination of the sub threshold leakage (a weak inversion current across the device) and the gate-oxide leakage (a tunneling current through the gate oxide insulation) [[15](#_bookmark27)]. Detailed analysis of the leakage current can be found, for instance, in [[15](#_bookmark27)], [[11](#_bookmark22)]. In general, both the sub threshold and the oxide leakage depends on the total gate width or more approximately the gate count, temperature (sub threshold leakage), supply voltage, and oxide thickness (oxide leakage). The static power consumption can no longer be ignored, since the power con- sumption of chip leakage is approaching the dynamic power consumption, and the projected increases in off-state sub threshold leakage show it exceeding total dynamic power consumption as the technology drops below the 65 *nm* feature size [[15](#_bookmark27)]. Emerging techniques to moderate the gate-oxide tunneling effect could bring gate leakage under control by 2010. Let us first discuss the definition of the dynamic power consumption of an action including its energy model, and then the static power loss caused by an action.

* + 1. *Dynamic power*

The energy dissipated by the timed action *A* every time it is executed is denoted by *E*(*A*)(∈ R+) and defined by:

*E*(*A*) =b *α* · *C*(*A*) · *E*1 (*energy of A*) (3)

where *C*(*A*) is the area complexity of the timed action *A*, *α* is a switching activity parameter, and *E*1 is the energy of an unit action *A*1. The unit

action is defined by: *A*1 =^ *x* := *x*'*.*(*x*' = ¬*y*), where *x* and *y* are Boolean

variables. The action *A*1 models an inverter, whose energy *E*1 in CMOS can

be calculated by: *E*1 = 1 · *CL* · *V* 2

, where *VDD* is the applied supply voltage,

2 *DD*

and *CL* is the output capacitance of a unit size inverter driving another unit

size inverter in a given technology [[13](#_bookmark28)]. The switching activity parameter

E(A)

*energy*

A

*A.st*

*t A.ft*

*time*

Fig. 3. Energy model for timed action *A*

denotes the amount of bits that change state during execution of an action. We assume that 50 % of the bits in action changes their state (*α* = 0*.*5).

As shown in Fig. [3](#_bookmark6), the energy starts from zero when the action *A* starts operation at the time *A.st* and reaches the full value *EA* when *A* finishes operation at the time *A.f t*. This simple linear energy model indicates that the power consumption of the action *A* is considered constant during the action operation period [*A.st, A.f t*], given by the slope of the energy line depicted in Fig. [3](#_bookmark6). The linear energy model also means, that the energy dissipated by *A* during the time period [*A.st, t*], denoted by *E*∗*t*, where *t* ∈ [*A.st, A.f t*], is

*A*

given by : *E*∗*t* =^ *k*∗*tEA*, where the fraction *k*∗*t* is defined as *k*∗*t* =^

*t*−*A.st* ,

*A A*

where Δ(*A*) =^ *A.f t* − *A.st*.

*A A* Δ(*A*)

Similarly, the amount of energy dissipated by *A* during the time period

*A*

[*t, A.f t*], where *t* ∈ [*A.st, A.f t*], is denoted by *Et*∗ and defined by *Et*∗ =^

*A*

*A*

Δ(*A*)

*A*

*kt*∗*EA*

,where *kt*∗ =^

*A*

*A*

*A*

*A.ft*−*t* . Naturally, *k*∗*t* + *kt*∗ = 1 holds for the fractions *k*∗*t* and

*kt*∗, and *E*∗*t*

+ *Et*∗

= *EA*. As an example, if the action *A* is interrupted

*A A A*

(killed) prematurely by some other action at the time *t* ∈ [*A.st, A.f t*], the

amount of energy the action *A* dissipated before the interruption is equal to *E*∗*t*. Thus, the dynamic power consumption of an arbitrary action *A* during single execution is:

*A*

*Pdyn*

(*A*) =b

*E*(*A*)

Δ(*A*)

(*dynamic power*) (4)

where the execution time of the action *A* is Δ(*A*)= *A.f t* − *A.st*.

* + 1. *Static power consumption*

Unlike dynamic power consumption, the static power consumption is not ac- tivity based. As stated above, it is a certain percent from the total power consumption of the system. To model the static power consumption of an ac- tion *A*, we adopt the unit action *A*1. The static power consumption in CMOS

for the unit actions is calculated by *P* 1 = *VDD* · *Ileak*. Observe that, at this

*stat*

abstraction level, we do not have any information either from supply voltage

or from the leakage current. Therefore, the static power consumption of unit

action *A*1 is *P* 1

*stat*

*Pstat*(*A*) =b *C*(*A*) · *P* 1

*stat*

and an arbitrary action *A* causes a static power loss *Pstat*(*A*):

(*static power*) (5)

where the *C*(*A*) is the area complexity of the action *A*. That is, the area in- formation is utilized to evaluate the difference in the static power loss between actions.

* + 1. *Average power consumption*

To model and analyze the power consumption of a digital system, we consider here a finite period of time *T* ∈ T, defined by: *T* = [*T.st, T.ft*], where *T.st*, and *T.ft* denote the start and finish times of the period, such that (*T.st, T.ft* ∈ T) ∧ (0 ≤ *T.st < T.ft*). The difference between finish and start times is

^

denoted by: Δ(*T* ) =^ *T.ft* − *T.st*. During the observation period *T* , a timed

action system A executes a set *S*A(*T* ) of timed actions. We have:

*S*A(*T* )

= {*A*|(*A* ∈ *S*A

∧ (∃*t* : *T.st < t < T.ft* : *gA*(*t*))}

b

(*set of timed actions*) (6)

where *gA*(*t*) refers to the guard of an action *A* at a given time *t*. Hence, the set *S*A(*T* ) contains all the actions that are enabled at some point during the observation period *T* . This includes actions that are either started or finished, or both started and finished, within the observation period *T* , as well as those actions that are started before and finished after the observation period *T* . The order of events in the set *S*A(*T* ) is determined by the temporal relations of the involved actions [[22](#_bookmark32)].
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*avg*

*P* A (*T* )+ *P* E*nv*(*T* ) (*average power* (A  E *nv*))

where the average power consumption *P* A (*T* ) of A and *P* E*nv*(*T* ) of E *nv* are

*avg*

*avg*

*avg*

*avg*

calculated by: *P* A

*avg*

(*T* ) =^

*E*A(*T* ) + *P* A

, and *P* E*nv*(*T* ) =^

*E*E*nv* (*T* ) + *P* E*nv*, where

*Pstat*(A) and *Pstat*(E *nv*) are the static power consumption of the systems A and

Δ(*T* )

*stat*

*avg*

Δ(*T* )

*stat*

E *nv*, respectively. The observation period is not included into static power,

because it is not dependent on the amount of enabled actions during the ob- servation period. That is, it is certain percent of the total power consumption of the system, whenever the system is enabled. The total energies *E*A(*T* ) and *E*E*nv*(*T* ) of the systems A and E *nv* during *T* are defined by:

*E*A(*T* ) =b X*A*∈*S* (*T* ) X *k EA* (*energy* (A))

*nA j*

A

*E*E*nv* (*T* ) =bX*Env*∈*S*

*j*=1

*A*

E*nv*

*j*=1

*Env*

(*T* )X*nEnv kj*

*EEnv* (*energy* (E *nv*))

If *S*A(*T* ) or *S*E*nv*(*T* ) is empty, then the energy *E*A(*T* ) or *E*E*nv*(*T* ), respectively,

is considered zero. In the above definitions, *kj* and *kj* are fractions indi-

*A*

*Env*

cating the portion of an action *A* or *Env* which resides inside the observation period *T* in the *j*th execution of *A* or *Env*. Such a fraction can be generally

*j* Δ*j* (*X*) *j*

defined for an action *X* ∈ {*A, Env*} as: *kX* =^ *T* , where Δ*T* (*X*) denotes

Δ(*X*)

the time the action *X* spends within the observation period *T* in its *j*th

execution during *T* . Thus, we have that 0 *<* Δ*j* (*X*) ≤ Δ(*X*). If the action *X* is executed only once during *T* , i.e., *nX* = 1, we write simply Δ*T* (*X*) and the corresponding fraction is denoted by *kX*.

*T*

Example 3.5 Consider the timed action system defined in Example [3.4](#_bookmark5). To

model its average power, we define an observation period *T* =^ [*T.st, T.ft*],

where the start time of the period is assumed to be zero (*T.st* = 0) and the

finish time *T.ft* denotes the time when the system is performed one oper- ation cycle *T.ft* = *Op.ft*. Naturally, the observation period is selected by the designer, but for simplicity, we illustrate the power analysis with single operation cycle. The average power consumption for the system is defined by

*P* A (*T* ) = *E*A(*T* ) + *P* A

, where the *E*(A) is the energy consumption of the

*avg*

Δ*T stat* Σ 1

system defined by: *E*A =

*Op*∈*S*(A) *α* · (*E*

· (*C*(*Op*)+ *C*(*obuf* )+ *C*(*ibuf* ))),

where the complexities of the action *Op* and buffers *ibuf* and *obuf* are mul-

tiplied by the unit energy *E*1. The area complexity modeling for system A is discussed more detailed in Example [3.2](#_bookmark4).

* + 1. *Temporal power modeling*

Consider the set *S*A![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAfCAYAAAA1HueWAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAUklEQVQ4je3KsRFAQABE0TdIxFIUIFeYZjSiBiVoQAeXCW6MSOKuATP3w90HKxZpIw50DWa0GTRgQl9lzqSCCiro7yjiznzvFmsE7Dg/KODC9gB9ygwWVqyoXQAAAABJRU5ErkJggg==)E*nv*(*T* ), where the observation period *T* is divided into time segments *Ti* (1 ≤ *i* ≤ *m*), which satisfy the following condition:

`*Ti* ⊆ *T* ´ ∧ `*i* ≥ 1´ (p1)
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∧ “∃*m* : *m* ≥ *i* :

`*i* =1 ⇒ *Ti.st* = *T.st*´

∧ `1 ≤ *i < m* ⇒ *Ti.ft* = *Ti*+1*.st*´
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∧ `*i* = *m* ⇒ *Ti.ft* = *T.ft*´”
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*< Ti.f t* (*p2* ).
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*i*=1

the whole observation period *T* , we have for the time segments *Ti* (⊆ *T* ) that *S*A![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAfCAYAAAA1HueWAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAUklEQVQ4je3KsRFAQABE0TdIxFIUIFeYZjSiBiVoQAeXCW6MSOKuATP3w90HKxZpIw50DWa0GTRgQl9lzqSCCiro7yjiznzvFmsE7Dg/KODC9gB9ygwWVqyoXQAAAABJRU5ErkJggg==)E*nv*(*Ti*)= *S*A(*Ti*)∪*S*E*nv*(*Ti*). Notice that each timed action can be executed only once within the time segment due to the definition of *Ti*.

The temporal power consumption during a time segment *Ti*, denoted by
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*tmp*

*tmp*
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*tmp*

A

=b *P*

*tmp*

(*Ti*)+ *P* E*nv*(*Ti*) (*temporal power*)

The subsystem-specific power consumptions *P* A (*Ti*) and *P* E*nv*(*Ti*) are given

*tmp*

*tmp*

by: *P* A

*tmp*

(*Ti*) =^

*E*A(*Ti*) + *P* A

and *P* E*nv*(*Ti*) =^

*E*E*nv* (*Ti*) + *P* E*nv* where Δ(*Ti*) de-

notes the time segment (Δ(*Ti*) =^ *Ti.f t* − *Ti.st*), and *E*A(*Ti*) and *E*E*nv*(*Ti*) are

Δ(*Ti*)

*stat*

*tmp*

Δ(*Ti*)

*stat*

the total energies of the actions in the sets *S*A(*Ti*) and *S*E*nv*(*Ti*), respectively.

The static power consumption of the systems A and E *nv* are *P* A and *P* E*nv*,

*stat*

*stat*

respectively. If the set *S*A(*Ti*) or *S*E*nv*(*Ti*) is empty, then the energy *E*A(*Ti*) or

*E*E*nv*(*Ti*), respectively, is considered zero. Otherwise we have that:

X

*E*A(*Ti*) =b *A*∈*S*A(*Ti* )*kA*(*Ti*)*EA* (*energy* (A))

*E*E*nv*(*Ti*) =b X*Env*∈*S*E*nv*(*Ti* )*kEnv*(*Ti*)*EEnv* (*energy* (E *nv*))

where *kA*(*Ti*) and *kEnv*(*Ti*) are fractions indicating the portion of an action *A*

or *Env* which occurs inside the time segment *Ti*.

# Modeling and Constraining the Behavior of the Sys- tems

* 1. *Constraints*

A constraint is an expression, a Boolean condition *B*, according to which the timed actions are obliged to operate. In a hardware systems, the violation of the constraints indicates a useless, unpredictable computation, and therefore it is modeled either as an assert statement or as an assumption statement. When a constraint is modeled as a assert statement, it behaves as a *skip* statement if it holds (*B* ≡ *true*), but otherwise it behaves as an *abort* statement (*B* ≡ *f alse*). In other words, if constraints are satisfied, they operate as empty statements that do not change the state at all. On the other hand, if a constraint is not satisfied, it is a never terminating statement, which does not establish any post condition causing an abnormal termination of the system. This model reflects the definition of a *hard constraint* whose adherence is mandatory and a violation terminates the program. In a text, we denote a constraint by {*B*}, where *B* defines the Boolean condition according to which the involved timed actions are obligate to operate. We start by shortly reviewing the time related constraints, defined in [[23](#_bookmark33)], which are divided into *hard and relative constraints*. Relative constraints define the order in which timed actions are allowed to be executed. Then, we introduce new performance related constraints.

* + 1. *Deadline and relative constraints*

A deadline defines the *maximum time* that a timed action is allowed to con- sume in its operation. Applying the time constraint definitions given above,

we define [[23](#_bookmark33)]: {*A, d*} =^ {Δ(*A*) ≤ *d*}, where *A* defines those timed actions

and their relations whose operation time is bounded and Δ(*A*) is a time ex-

pression that evaluates to a time value (T). Time expressions are composed of mathematical operations, e.g. + and −.

Relative constraints use relative timing of operations to define the order in which the operations much be executed with respect to each other in the time domain. The relative constraints are defined using relative orderings defined below. With the can be directly used in constraints to restrict the temporal behavior of timed actions. The relative constraints are, for example:

*A* starts before *B* =b *A.st < B.st* (*starts before*) (7)

*A* ends after *B* =b *B.ft < A.ft* (*ends after*) (8)

*A* precedes *B* =b *A.ft < B.st* (*precedes*) (9)

*A* meets *B* =b *A.ft* = *B.st* (*meets*) (10)

*A* starts with *B* =b *A.st* = *B.st* (*starts with*) (11)

*A* ends with *B* =b *A.ft* = *B.ft* (*ends with*) (12)

where the *Ai.st* and *Ai.f t* are the start and finish times of a timed action, respectively.

* + 1. *Performance related constraints*
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The average power constraint defines the maximum average power that the system is allowed to consume during the observation period *T* . The power related constraint is evaluated after timing related constraints and the area constraint is verified. That is, we need both area and time information to

*avg*
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*pavg*} where the *pavg* is the limit value for average power during the observation

period *T* . Observe that, functionality inside the observation period in not altered during refinement steps. This restrictions follows from the deadline constraint, we cannot exceed the observation period if the deadline constraint holds for all timed actions in the system.
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E *nv, ppeak*} =^ {∀*i.P* (*Ti*) ≤ *ppeak*}, where the *ppeak* is the limit value for

*tmp*

temporal power for each time segment *Ti* in the observation period *T* . That

is, we set a peak power value *ppeak* that is not allowed to exceed in any seg- ment *Ti* (∈ *T* ). The power constraints are defined as hard constraint, because exceeding the assigned power limit can impose serious problems to a system.

# Refinement of Systems

Action Systems are intended to be developed in a stepwise manner within the *reﬁnement calculus* framework [[3](#_bookmark14)]. The refinement calculus guarantees the correctness of each performed transformation step. In this section, we concentrate on applying the refinement calculus framework for power model- ing. We start by describing the basic concepts of the refinement calculus and derivation of conventional Action Systems.

An (atomic) action *A* is said to be (correctly) *reﬁned* by action *C*, de- noted *A* ≤ *C*, if ∀*Q.*(*wp*(*A, Q*) ⇒ *wp*(*C, Q*)) holds. This is equivalent to the condition

∀*P, Q*((*P A Q*) ⇒ (*P C Q*)) (*total correctness property*)

which means that the *concrete* action *C* preserves every total correctness prop- erty of the abstract action *A*.

* 1. *Data reﬁnement of conventional actions*

Let us assume an (atomic) action *A* on the variables *a* and *u* is refined by concrete action *C* on the variables *c* and *u* using an abstraction invariant *R*(*a, c, u*), which is a Boolean relation between the abstract variables *a* and the concrete variables *c*. Then the abstract action *A* is *data-reﬁned* by the concrete action *C*, denoted by *A* ≤*R C*, if the following condition holds.

∀*Q*(*R* ∧ *wp*(*A, Q*)) ⇒ *wp*(*C,* ∃*a.R* ∧ *Q*) (*condition of the data reﬁnement*)

The predicate ∃*a.R*∧*Q* is a Boolean condition on the system variables *u* and *c*. The above definition of data-refinement can be written in terms of the guards *gA*, *gC*, and the bodies *sA*, *sC* of the actions *A* and *C* as follows:

*R* ∧ *gC* ⇒ *gA* (*body*)

∀*Q.*(*R* ∧ *gC* ∧ *wp*(*sA, Q*) ⇒ *wp*(*sC,* ∃*a.R* ∧ *Q*)) (*guard*)

The data refinement *A* ≤*R C* replaces *a* with *c* preserving the variables *u*.

* 1. *Reﬁnement of Timed Action Systems*

Rather than going into the details of refinement of parallel and reactive sys- tems [[4](#_bookmark15)], we review here a commonly used method to prove the refinement step. The presented data refinement method has been used to prove a cor- rectness of superposition refinement of action systems [[6](#_bookmark17)] as well as the trace refinement of action systems. In the trace refinement of an action system the trace is preserved, or the sequence of global states (observable behavior), of

the system in question. A fundamental study of the trace refinement can be found in [[7](#_bookmark18)]. In the superposition refinement the behavior of a system model is enhanced by adding new functionality into the model while preserving the old one. The method is also extended to prove the correctness of data refinement of action systems with remote procedures in [[20](#_bookmark31)].

Below we describe how to establish the refinement of action systems. We will first describe the refinement formally and thereafter give an informal de- scription of the required conditions.

* + 1. *Reﬁnement Rule*

Consider action systems operating in an arbitrary environment E *nv* of form (simplified model): E *nv*(*u*) :: |[action *E*; init *u* := *u*0; exec do *E* od]|:

sys C ( *u*; ) ::

sys A ( *u*; ) ::

|[

constraint {A};

delay *dA*;

var *a*;

action *A dA)* : (*aA*); init *g, a* : *g*0*, a*0; exec do *A* od

]|

|[

constraint {C}; delay *dC*; *dX*; var *c*;

action *C dC)* : (*cC*);

*X dX)* : (*cX*);

init *g, c* : *g*0*, c*0;

exec do *C ▢ X* od

]|

where the constraints of a timed action system, say A, are denoted by: {A} = *cnst*1 ∧ *...* ∧ *cnstn*, where *cnsti*, 1 ≤ *i* ≤ *n*, are the constraints of the timed action system A.

An abstract action *A* on the variables *a* (local variables) and *u* (global variables) is refined by the concrete action *C* on the variables *c* and *u* using an abstraction invariant *R*(*a, c, u*), which is a Boolean relation between the abstract variables *a* and the concrete variables *c*. The abstract system A is correctly refined by the concrete system C, denoted A ± C, if there exists an *invariant R*(*a, c, u*) (an abstraction relation) on state variables, if the following conditions are satisfied:

*R*(*a*0*, c*0 *, u*0 )= *true* (*Initialization*) (i)

*A* ≤*R C* (*Main action*) (ii)

*skip* ≤*R X* (*Auxiliary action*) (iii)

*R* ∧ *gA* ⇒ *gC* ∨ *gX* (*Continuation condition*) (iv)

*R* ⇒ wp(do *X* od*, true*) (*Internal convergence*) (v)

*R* ∧ wp(*E, true*) ⇒ wp(*E, R*) (*Non-interference*) (vi)

*R* ∧ {C} ⇒ {A} (*Timed behavior*) (vii)

*R* ∧ [C] ∨ *R* ∧ {C} ⇒ [A] ∨ {A} (*Performance related*) (viii)

1. The first condition says that the initialization of the systems A and C es- tablish the abstraction relation *R*.
2. The second condition requires the abstract action *A* to be data-refined by the concrete action *C* using *R*.
3. The third condition, in turn, indicates that the auxiliary action *X* is ob- tained by data-refining a *skip* action. This basically means that *X* behaves like *skip* action with respect to the global variables *u* which are not allowed to be changed in the refinement.
4. The fourth condition requires that whenever the action *A* of the abstract system A is enabled, assuming the abstraction relation *R* holds, there must be a enabled action in the concrete system C as well.
5. The fifth condition states that if *R* holds, the execution of the auxiliary action *X*, taken separately, must terminate at some point.
6. The sixth condition guarantees that the interleaved execution of *E* actions preservers the abstraction relation *R*
7. The seventh condition requires that all the time constraints are met in the concrete timed action system C.
8. The eight condition requires that the area constraint is verified in the con- crete timed action system C and the power constraints are met in the con- crete timed action system C.

The conditions ([i](#_bookmark9))-([v](#_bookmark9)) guarantee, in terms of global and local variables, that the behavior of an abstract system is preserved in the concrete one. That is, the action system is executed in isolation, as a closed system. Therefore, the five first requirements and the seventh ([vii](#_bookmark9)) are sufficient in proving the trace refinement of the timed action system. However, when the system is operat- ing in a parallel composition with other action systems the non-interference condition ([vi](#_bookmark9)) must be validated, too.

The functionality of the timed action is refined using data refinement of conventional actions. The correctness of the data refinement of timed actions is proved by the condition *A* ≤*R C* ⇒ *A* *dP* ) ≤*R C* *dP* ). The proof of this condition is shown in [[23](#_bookmark33)]. The performance related constraints ([viii](#_bookmark9)) are evaluated after the time related constraint are verified. The area constraint is evaluated first because it provides necessary information to the verification of the power constraint. Moreover, the power constraint is evaluated after the defined observation period is completed.

* 1. *Reﬁnement of the constraints*

We illustrate the refinement of constraints through several examples.

Example 5.1 The operation of the timed action system A presented in Ex- ample [3.4](#_bookmark5) was not restricted by any constraints. We start by defining time when the result of the computation of the timed action *Op* must be written onto the output buffer. The deadline is of form (Δ(*Op*[*Add*]) ≤ *D*), where *Op*[*Add*] denotes the fact that *Op* calls a procedure in its body and *D* is the given deadline (*D* ∈ T).

In Example [3.5](#_bookmark8), the average power of the system A was modeled during observation period *T* : *T* = [0*, Op.ft*]. Before we can constrain the average power of the system, we set the area constraint: (*C*A ≤ *l*), where *l* is the maximum allowed area complexity for the system. Notice that the value of *l* remains through refinement steps performed, whereas the system complexity increased/decreases. The value of *l* is set by the designer, and in this example, we assume that it is twice the area complexity of the original system *l* = 2 · *C*A(*orig*). By adopting the limit value *l* in area constrain, we constraint the

average power consumption of the system A by: *P* A (*T* ) ≤ *pavg*, where the

*avg*

*pavg* is the average power limit constraining the system and it is defined by

*pavg*

*E*1·*l*

Δ(*T* )

=

1

*stat*

+ *P*

· *l*, where *l* is the limit value of the area constraint and

Δ(*T* ) is the difference between start and finish times of observation period *T*

1

and *P*

*stat*

is the static power consumption of an unit action.

*End of example.*

Example 5.2 Consider the timed action system A, described in Example

* 1. The timed action *Op* reads data from the input buffer, performs the computation and writes the result onto the output buffer. To separate the read

and write operations, the timed action *Op* : *dOp*) : *d*1*, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈

1 2 1 2

*ibuf* ); *Add*(*d*1*, d*2*, r*); *obuf* := *obuf* ∪ {*r*}; is divided into two timed actions

*Ro*(read operate) and *W* (write): *Ro* *dRo*) : ¬*b* → *d*1*, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈

1 2 1 2

*ibuf* ); *Add*(*d*1*, d*2*, r*); *b, s* := *T, r*; and *W* *dW* ) : *b* → *obuf, b* := *obuf* ∪ {*s*}*,F* ;,

whose delays are Δ(*Ro*) and Δ(*W* ) defined such that Δ(*Ro*)+Δ(*W* )= Δ(*Op*). Notice that only the delay Δ(*Op*) of timed action *Op* is reallocated between the new timed actions. The delay of the procedure is not altered, it is included into the delay of the timed action that calls it. The variable *b* (*b* ∈ {*T, F* }) sequences the operation between the new timed actions. After the refinement we have a timed action system A' whose behavior is given by: exec do *Ro* ▢ *W* od. Showing the correctness of this refinement we need to prove that the conditions ([i](#_bookmark9))-([viii](#_bookmark9)) of timed refinement are satisfied. We have:

* + 1. *Initialization.* The initializations of the timed action systems A and A'

do not contradict.

* + 1. *Main action.* Our goal is to prove that *Op* ≤*I W* , where *I* is an invariant of form *I* =^ *b* ⇒ *r* = *s*. We have:

*Body:*

*I* ∧ *gR* ∧ *wp*(*sOp, Q*) ⇒ *wp*(*sR, I* ∧ *Q*)

⇔ {weakest precondition of sA and sCp } *I* ∧ *b* ∧

*Q* ⇒ *I*[*F/b*] ∧ *Q*[*r/s*]

*Guard:*

*I* ∧ *gR* ⇒ *gW*

⇔ *I* ∧ *b* ⇒ *T*

⇔ *T*

⇔ {the invariant *I* = *b* ⇒ *r* = *s*}

(*b* ⇒ *r* = *s*) ∧ *b* ∧ *Q* ⇒ (*b* ⇒ *r* = *s*)[*F/b*] ∧ *Q*[*r/s*]

b

⇔ { logic }

(*b* ⇒ *r* = *s*) ∧ *b* ∧ *Q* ⇒ *T* ∧ *Q*[*r/s*]

⇔ {logic }

*b* ∧ (*r* = *s*) ∧ *Q* ⇒ *Q*[*r/s*]

⇐ *b* ∧ *Q* ⇒ *Q*[*r/s*] ∧ *r* = *s*

⇔ *b* ∧ *Q* ⇒ *Q*

⇔ *T*

* + 1. *Auxiliary action.* Because the auxiliary action *Ro* does not modify any

interface variables, it behaves like a skip with respect to this kind of variables.

* + 1. *Continuation condition.* There is always either of the new timed actions

*Ro* or *W* enabled when the original timed action *Op* is enabled.

* + 1. *Internal convergence.* Holds trivially as the new auxiliary action disables itself.
    2. *Non-interference.* Holds trivially as the new system is a closed action system.
    3. *Timing behavior.* The tenability of the constraint (Δ(*Op*[*Add*]) ≤ *D*), defined in Example [5.1](#_bookmark10), must be validated to show correctness of this re- quirement. In verification, we use a computation path [[23](#_bookmark33)], which defines a path through the system. The computation path in the new system, based on the functional behavior, the following: *CP* (*Ro* '→ *W* ), where the timed action *Ro* is performed before the execution of *W* . The compu- tation path delay is Δ(∗*Ro* '→ *W* ∗)= Δ(*Ro*)+ Δ(*W* ), where ∗ shows by its position, is the delay of the timed action included in the calculation

or not: for the former action we have: ∗*Ro* =^ ”*Ro included* ”, *Ro*∗ =^ ”

*Ro excluded* ”; and for the latter action the other way around:∗*W* =^ ”*W*

*excluded* ”, *W* ∗ =^ ”*W included* ”. By calculating the computation path

delay and comparing the result to the delay of the original timed action

*Op*, we are able to show that the timing requirement is satisfied. We have: Δ(∗*Ro* '→ *W* ∗) = Δ(*Ro*[*Add*]+ *W* ) = Δ(*Ro*[*Add*]) + Δ(*W* ) = Δ(*Ro*)+

Δ(*Add*)+ Δ(*W* ). Based on the requirement: Δ(*Ro*)+ Δ(*W* ) = Δ(*Op*)

and the fact that Δ(*Op*[*Add*]) = Δ(*Op*)+ Δ(*Add*) we may conclude that the deadline is satisfied, and thus the requirement is satisfied as well.

* + 1. *Performance related*. The area complexity constraint, described in Ex- ample [5.1](#_bookmark10), is validated by defining the area complexity of the system A': *C*A' = *C*(*Ro*)+ *C*(*W* )+ *C*(*ibuf* )+ *C*(*obuf* ), where the area complexity of the input and output buffers is defined in Example [3.4](#_bookmark5). That is, the area complexity of the buffers (*ibuf, obuf* ) is not altered during refinement. To evaluate the effect of the refinement step it is enough to compare the area complexity of the timed action *Op* from the system A with the com- plexities of the timed actions *Ro* and *W* from the system A'. We have: *C*(*Op*) = 8*m* + 2, whereas *C*(*Ro*) = 8*m* +4 and *C*(*W* ) = *m* + 3. We conclude that, the area complexity of the system is increased by *m* +5 nodes during the refinement step A ± A'. However, the area constraint set for the system, in the Example [5.1](#_bookmark10) is satisfied, because the area com- plexity of the new system is less than twice the area complexity of the old system A. Thus, the area constraint is updated by: (*C*A' ≤ *l*).

The average power constraint verification is divided into two phases. First, we verify the observation period from the power equation. The deadline of the action *Op* is satisfied by the new actions *Ro* and *W* as stated in (*vii*), and, furthermore, the delay of the timed action *Op* is reallocated between the two new timed actions *Ro* and *W* , we can adopt the same observation period *T* as defined in Example [5.1](#_bookmark10). In other words, the denominator of the dynamic power clause does not change. Second, we revise the area constraint, which has effect on both dynamic and static power consumption. The new system A' satisfies the area constraint, and therefore, we may conclude that the average power constraint is satisfied

as well. We have: (*P* A'

*avg*

≤ *pavg*).

Thus, we have performed the refinement A ± A'.

sys A' ( ) ::

|[

delay *dRo, dW, dAdd*;

constraint *cnstD* : (Δ∗*Ro* '→ *W* ∗) ≤ *D*;

*cnstA* : (*C*A' ≤ *l*);

'

*cnstP* : (*P* A ≤ *pavg* );

*avg*

var *ibuf, obuf* : set of *data*; *d*1 *, d*2*,r* : *data*;

private proc *Add dAdd)*(in *x*1*, x*2 : *data*; out *r* : *data*): *r* := *r*'*.*(*r*' = *x*1 + *x*2);

action *Ro dRo)* : ¬*b* → *d*1*, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈ *ibuf* ); *Add*(*d*1*, d*2 *, r*); *b, s* := *T, r*;

1 2 1 2

*W dW )* : *b* → *obuf, b* := *obuf* ∪ {*s*}*,F* ;

init *b, d*1 *, d*2*, r, ibuf, obuf* := *F, d*10*, d*20*, r*0 *, ibuf* 0*, obuf* 0;

exec do *Ro ▢ W* od

]|

To have detailed information on power consumption of the two new timed actions, we set the temporal power constraint for the system A'. The order of events in the observation period *T* is defined using relative constraints, we have: *Ro* meets *W* . According to this, we divide the observation period into two time segments, and constrain the peak power consumption for both

segments (*T ,T* ). We have: (*P* A' (*T* ) ≤ *p* ) for time segment *T* , and

1 2 *tmp* 1 *peak* 1

(*P* A' (*T* ) ≤ *p*

) for time segment *T* . The time segments are defined by

*tmp* 2

*peak* 2

*T*1 = [*Ro.st, Ro.ft*] and *T*2 = [*W.st, W.f t*]. The peak power limit is a power

limit set by the designer, and therefore in this example we assume that it is twice the average power constraint (*ppeak* =2 · *pavg* ).

Example 5.3 The communication for the system A' is implemented using procedure based communication. That is, we include a sender and a re- ceiver actions to implement the communication between the system A' and its environment E *nv*. The behavior of the environment is given as (sim- plified model): exec do *Snd* ▢ *E* ▢ *Rec* od, where the timed actions *Snd* and *Rec* implements the procedure based communication with the sys- tem A'' and *E* describes timed actions in the environment. The environ- ment interacts with the system A'' only through the new interface pro- cedures. That is, it does not have access to the inner operation of the system A''. To accomplish this behavior, we introduce a receiver action: *Rec* *dRec*) : ¬*id* → await *n*; *id* := *T* , where *n* is the communication procedure of form: *n* *dn*) : (in *y* : *data*): *ibuf* := *ibuf* ∪ *y*. Furthermore, we introduce a sender action: *Snd* *dSnd*) : *od* → call *p*(*obuf* ); *od* := *F* , where the communi- cation procedure *p* is defined by the environment. The existing timed actions *Ro* and *W* are slightly updated, and we have timed actions *Ro*2 and *W*2:

*Ro*2 *dRo*2) : ¬*b* ∧ *id* → *d*1*, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈ *ibuf* ); *Add*(*d*1*, d*2*, r*); *b, s* :=

1 2 1 2

*T, r* and *W*2 *dW*2) : *b* → *obuf, b, id, od* := *obuf* ∪ {*s*}*, F, F,T* . The de- lays for these four actions *Snd, Ro*2*, W*2 and *Rec* are defined such that Δ(*Snd*)+ Δ(*Ro*2)+ Δ(*W*2)+ Δ(*Rec*) = Δ(*Ro*)+ Δ(*W* ). After refinement, we have a parallel system composition A'' ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAvCAYAAADXTSt/AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAYUlEQVRIie3WIQ6DQBCG0Rd2CcfoeVE9SRVXaLDYnqOigkBTQVBNdjyZz/3JPD9wx0O7EdM5XvgEYMGG0mFAH4CKgtoFh38lSJAgQYIECS4GVscf0WrHF1vFE7cAzHhj/wFPcw8NYBPTqwAAAABJRU5ErkJggg==) E *nv*, where the behavior of the system A'' is given: exec do *Snd* ▢ *Ro*2 ▢ *W*2 ▢ *Rec* od. Showing the correctness of this refinement we need to prove that the conditions ([i](#_bookmark9))-([viii](#_bookmark9)) of timed refinement are satisfied. We have:

1. *Initialization.* The initializations of the timed action systems A' and A''

do not contradict.

1. *Main action.* Our goal is to prove that *Ro* ≤*I Snd*, where *I* is an invariant of form *I* =^ *n*(*y*) ⇒ *r* = *s*. We have (*n*(*y*) is *n* in the proof):

*Body:*

*I* ∧ *gSnd* ∧ *wp*(*sn, Q*) ⇒ *wp*(*sSnd, I* ∧ *Q*)

⇔ {weakest precondition of sn and sSnd } *I* ∧ *n* ∧

*Q* ⇒ *I*[*F/n*] ∧ *Q*[*r/s*]

*Guard:*

*I* ∧ *gSnd* ⇒ *n*

⇔ *I* ∧ *od* ⇒ *T*

⇔ *T*

⇔ {the invariant *I* = *n* ⇒ *r* = *s*}

(*n* ⇒ *r* = *s*) ∧ *n* ∧ *Q* ⇒ (*n* ⇒ *r* = *s*)[*F/n*] ∧ *Q*[*r/s*]

b

⇔ { logic }

(*n* ⇒ *r* = *s*) ∧ *n* ∧ *Q* ⇒ *T* ∧ *Q*[*r/s*]

⇔ {logic }

*n* ∧ (*r* = *s*) ∧ *Q* ⇒ *Q*[*r/s*]

⇐ *n* ∧ *Q* ⇒ *Q*[*r/s*] ∧ *r* = *s*

⇔ *n* ∧ *Q* ⇒ *Q*

⇔ *T*

1. *Auxiliary action.* Because the auxiliary actions *Rec* and *Ro*2 do not modify any interface variables, they behave like a skip with respect to this kind of variables.
2. *Continuation condition.* There is always either of the timed actions *Rec*, *Ro*2, *W*2 or *Snd* enabled when the original timed action *Op* is enabled.
3. *Internal convergence.* Holds trivially as the new auxiliary action disables itself.
4. *Non-interference.* Holds because the environment E *nv* interacts with the system only through the new interface procedures and has no effect on its inner operation.
5. *Timing behavior.* From the timing point of view, we have to show that the constraint *cnstD* is satisfied by the new system. This can be proved by showing that the duration that it takes for data item to traverse through the new system does not violate the constraint. Therefore, we

need to determine the computation path for the sent items. The com- putation path is: (∗*Rec* '→ *Snd*∗) = *Rec*; *n*; *Ro*2; *W*2; *Snd* and its delay is (Δ(∗*Rec* '→ *Snd*∗)) = Δ(*Rec*)+ Δ(*Ro*2)+ Δ(*W*2)+ Δ(*Snd*). Thus, we may conclude that the new system adheres the constraint of the orig- inal timed action system, because we required in the refinement that Δ(*Rec*)+ Δ(*Ro*2)+ Δ(*W*2)+ Δ(*Snd*)= Δ(∗*Ro* '→ *W* ∗).

1. *Performance related.* The area complexity constraint is validated by defining the area complexity of the system A : *C*A'' = *C*(*Snd*)+*S*(*Rec*)+ *C*(*Ro*2)+ *C*(*W*2)+ *C*(*ibuf* )+ *C*(*obuf* ). The effect of the refinement step A' ⊆ A'' is *m* + 6 to the area complexity and all together the area com- plexity is increased by the amount of *m* + 11 during these two refinement steps (A⊆A'⊆A''). Thus, we may conclude that the area constraint is satisfied and we have: (*C*A'' ≤ *l*).

''

The average power constraint is verified in a similar manner as in Ex- ample [5.2](#_bookmark11). The verification of the time constraint in (*vii*) stated that

the new system adheres the deadline constraint from the timed action system A'. Therefore, we may conclude that the observation period *T* is not altered. Furthermore, the area constraint was satisfied for the system A'', and therefore, we may conclude that the average power constraint is

satisfied as well, we update the power constraint: (*P* A'' ≤ *p*

*avg*

*avg* ).

To verify the temporal power constraints, we define the order of events during the observation period *T* using temporal relations, and we have the following execution sequence: *Rec*; *Ro*2; *W*2; *Snd*. That is, after the *Rec* action is finished, the read operate *Ro*2 is enabled and so on. As a result, we have four time segments each of which contains the opera- tion of a one timed action according to the execution sequence presented above (the first time segment contains the operation of the timed ac- tion *Snd*, the second contains the operation of the timed action *Ro*2 and so on.). The time segments are defined by: *T*1 = [*Snd.st, Snd.ft*], *T*2 = [*Ro*2*.st, Ro*2*.f t*], *T*3 = [*W*2*.st, W*2*.f t*], and *T*4 = [*Rec.st, Rec.ft*]. Furthermore, we have that Δ*T*1 + Δ*T*2 + Δ*T*3 + Δ*T*4 = Δ(∗*Rec* '→ *Snd*∗), where Δ(∗*Rec* '→ *Snd*∗) is the computation path delay of a one operation cycle. To verify the temporal power we have to show that the limit value *ppeak* is not exceeded in any of these segments.

The area complexities for the timed actions *Ro*2 and *W*2 are *C*(*Ro*2)=

8*m*+5 and *C*(*W*2)= *m*+5, respectively. The communication actions *Snd* and *Rec* are evaluated as follows: *C*(*Snd*)= 2*m* + 2, which includes the area complexity of the communication procedure *n*. The area complexity of the receiver action *Rec* is *C*(*Rec*)= *m* + 2, where the procedure call is modeled as a substitution operation. Observe that the area complexity of

exported procedure *p* would be modeled in the environment, but since the environment is excluded we can leave it out from this discussion. We can see that the area complexities of the communication actions are signifi- cantly smaller than the actions *Ro*2 and *W*2. Furthermore, by comparing the area complexities of timed actions *Ro* and *W* , defined in Example [5.2](#_bookmark11), we see that there is no significant increase. Therefore, the effect of area complexity is small to the temporal power. The delays of the time segments are smaller as they were in Example [5.2](#_bookmark11), which increases the temporal power consumption. However, we may conclude that the peak power consumption limit *ppeak* is not exceeded (in other words, the power consumption in each time segment is smaller than four times the average power limit *pavg*. This is due to the moderate increase in area, and due to the sequential operation of the actions (see the above definitions of the actions). That is, even though the duration of time segments are smaller, the operation of the action is divided equally for the whole time segment. Thus, we may conclude that the temporal power constraint is satisfied

for the time segments *T* , *T* , *T* and *T* . We have: (*P* A'' (*T* ) ≤ *p* ),

1 2 3 4

*tmp* 1

*peak*

(*P* A'' (*T* ) ≤ *p*

), (*P* A'' (*T* ) ≤ *p*

), and (*P* A'' (*T* ) ≤ *p* )

*tmp* 2

*peak*

*tmp* 3

*peak*

*tmp* 4

*peak*

Thus, we have performed trace refinement A' ± A''.

sys A'' ( imp *p*; exp *n*; ) ::

|[

delay *dRec, dSnd, dn, dRo*2 *, dW*2*, dAdd*;

constraint *cnstOp* : (Δ∗*Snd* '→ *Rec*∗) ≤ *D*; *cnstA* : (*C*A'' ≤ *l*);

''

*cnstP* : (*P* A

*avg*

''

*cnstP* : (*P* A

*tmp*

''

*cnstP* : (*P* A

*tmp*

''

*cnstP* : (*P* A

*tmp*

''

*cnstP* : (*P* A

*tmp*

≤ *pavg* );

(*T*1) ≤ *ppeak*);

(*T*2) ≤ *ppeak*);

(*T*3) ≤ *ppeak*);

(*T*4) ≤ *ppeak*);

var *ibuf, obuf* : set of *data*;

*b, id, od* : *bool*; *d*1 *, d*2*, r, s*; *data*;

public proc *n* : *dn)* : (val *y* : *data*): *ibuf* := *ibuf* ∪ *y*;

private proc *Add dAdd)*(in *x*1*, x*2 : *data*; out *r* : *data*): *r* := *r*'*.*(*r*' = *x*1 + *x*2);

action *Rec dRec)* : ¬*id* → await *n*; *id* := *T* ;

*Ro*2 *dRo*2*)* : ¬*b* ∧ *id* → *d*1 *, d*2 := *d*' *, d*' *.*(*d*' *, d*' ∈ *ibuf* ); *Add*(*d*1*, d*2*, r*); *b, s* := *T, r*;

1 2 1 2

*W*2 *dW*2*)* : *b* → *obuf, b, id, od* := *obuf* ∪ {*s*}*, F, F,T* ; *Snd dSnd)* : *od* → call *p*(*obuf* ); *od* := *F* ;

init *id, od, b, s, ibuf, obuf, d*1*, d*2 := *T, F, F, d*0*, ibuf* 0*, obuf* 0*, d*10*, d*20;

exec do *Rec ▢ Ro*2 *▢ W*2 *▢ Snd* od

]|

# Conclusion

In this paper, we have proposed a method to develop, in a stepwise manner, an abstract system towards more concrete one. One of the advantages of the defined refinement rules is that it is a clear extension to existing refinement rules of both conventional Actions Systems and Timed Actions Systems, and therefore easily adopted. We illustrated using simple examples, how the area and power related refinement rules are step wisely validated into a form where the operation is sequenced by a new auxiliary Boolean variable.

In this paper, we did not considered the scalability of our power modeling approach, as the scope was to introduce this property into the time domain. However, the introduced power modeling approach and the refinement rules is an important step towards that direction, as we are now able to start the development of a system from an abstract specification and refine it towards a more concrete one in a stepwise manner preserving both the temporal and functional characteristics, and furthermore, the power related issues.
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