![](data:image/png;base64,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)![](data:image/png;base64,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) Electronic Notes in Theoretical Computer Science 175 (2007) 87–108 ![](data:image/png;base64,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)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

Synchrony vs Asynchrony in Communication Primitives

# Daniele Gorla[1](#_bookmark0)

*Dip. di Informatica, Univ. di Roma “La Sapienza”, Italy*

Abstract

We study, from the expressiveness point of view, the impact of synchrony in the communication primitives that arise when combining together some common and useful programming features like arity of data, communication medium and possibility of pattern matching. For some primitives, we show how their synchronous version can be encoded in their asynchronous counterpart via a fully abstract encoding, thus proving that the two versions have the same expressive power. For the remaining primitives, we prove that no ‘reasonable’ encoding can exist, thus proving that synchrony adds expressiveness to the language.

*Keywords:* Expressiveness, Encodings, Communication Primitives, Process Calculi.

# Introduction

One distinguishing feature of languages for concurrent systems is the choice of the communication primitives they use for inter-process exchange. These primitives can range from very skeletal ones [[15](#_bookmark38),[7](#_bookmark31)] to more sophisticated and powerful pro- gramming constructs [[12](#_bookmark35),[17](#_bookmark39),[3](#_bookmark26),[8](#_bookmark32)]. It is then natural to formally study and compare these primitives from the expressive power perspective. As a consequence, results in this research line show the peculiarities of every primitive and, thus, they can be exploited to choose the ‘right’ primitive when designing new languages and for- malisms.

In [[13](#_bookmark36)], we studied *asynchronous* communication primitives and the impact that some very common and useful programming features (like *arity of data*, *commu- nication medium* and possibility of *pattern-matching*) have on their expressiveness. As a result, we came out with:

* + eight languages (that, for the sake of uniformity, were small variants of the *π*- calculus [[21](#_bookmark43)]), whose communication primitives were obtained by combining the

1 Email: [gorla@di.uniroma1.it](mailto:gorla@di.uniroma1.it)
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M, D, No ⎫⎬ *s* → *a*

M, D, Pm ⎭

M, C, No : *s* ↔ *a*

P, D, No ⎫⎪

P, D, Pm ⎪⎬ *s* ↔ *a*

M, C, Pm : *s* → *a*

P, C, No

P, C, Pm ⎪⎪⎭

Fig. 1. The Impact of Synchrony in Communication Primitives

above mentioned features;

* and with a hierarchy of such languages, based on their relative expressive power.

In this paper, we extend the results presented in [[13](#_bookmark36)] to assess, from the expressive- ness point of view, the impact of *synchrony* on such primitives. Indeed, as we shall prove, the claim “for many purposes, synchronous message passing can be regarded as a special case of asynchronous message passing” [[25](#_bookmark47)] strongly relies on the ac- cessory features that equip the communication primitives. In particular, for each of the eight languages studied in [[13](#_bookmark36)], we shall see whether their synchronous version has the same expressive power as their asynchronous counterpart or not. In the first case, we can freely implement the primitives asynchronously, since asynchrony usually poses fewer implementative problems; in the second case, asynchronous im- plementations are less innocuous.

Our results are summarised in Figure [1](#_bookmark1). There, M and P denote

monadic/polyadic data exchanges; C and D denote channels/dataspaces; Pm

and No denote presence/absence of pattern matching; *s* and *a* denote syn-

chrony/asynchrony; finally, *s* → *a* means that the synchronous version of the prim- itive is strictly more expressive than its asynchronous counterpart, whereas *s* ↔ *a* means that the two versions have the same expressive power.

To study the expressive power of a programming language, several techniques can be exploited. A first, very rough, test is to determine whether a language is Turing complete or not; however, since almost all ‘useful’ languages are Turing complete, this criterion is too coarse to compare different languages. A second, more informative, approach to show that a language is more expressive than another one is to find a problem that can be solved in the former under some conditions that cannot be met by any solution in the latter.

Another interesting approach to compare two languages consists in encoding one in the other (where an encoding is a function that translates terms of one language in terms of the other language) and studying the properties of the encoding functions. This is the approach we shall follow in this paper and it is very appealing for at least two reasons. First, it is a natural way to show how the key features of a language can be rendered in the other one. Second, it allows us to also carry out quantitative measures on language expressiveness: we can consider aspects like the size and the complexity of the encoding of a term w.r.t. the source term and, consequently, quantitatively assess the encoding proposed.

This paper is organised as follows. In Section [2](#_bookmark2), we start by comparing the

impact of synchrony in the *π*-calculus [[17](#_bookmark39)]; in this way, we gently introduce the reader to the problem and sum up the main related achievements. In Section [3](#_bookmark4), we present the sixteen concurrent languages arising from the combination of the four features studied (synchrony, arity of data, communication medium and presence of pattern-matching). In Section [4](#_bookmark9), we present some criteria that an encoding should satisfy to be a good means for language comparison. Then, in Section [5](#_bookmark14), we prove the results depicted in Figure [1](#_bookmark1); more precisely, we shall provide (*i*) a fully abstract encoding for all those languages whose synchronous and asynchronous versions have the same expressive power, and (*ii*) a formal proof of the impossibility for a ‘rea- sonable’ encoding for all those languages where synchrony improves expressiveness. Finally, Section [6](#_bookmark24) concludes the paper by discussing the results in Figure [1](#_bookmark1).

# Synchrony and Asynchrony in the π-calculus

The *π*-calculus was originally equipped with synchronous, monadic and channel- based communication primitives [[17](#_bookmark39)]; a few years later, its asynchronous version appeared in literature [[14](#_bookmark37),[2](#_bookmark27)] and became a reference point for its simplicity of dis- tributed implementation [[11](#_bookmark34),[22](#_bookmark44)]. Some effort has been spent to prove that the two formalisms have the same expressive power [[14](#_bookmark37),[2](#_bookmark27),[23](#_bookmark45),[5](#_bookmark29)]; nowadays, it is widely believed that this is the case.

The idea underlying these encodings is that a synchronous exchange can be simulated by a sequence of asynchronous exchanges. As an example, consider the encodings from [[14](#_bookmark37),[2](#_bookmark27)]:

Honda and Tokoro’s

Boudol’s

[[ *a*⟨*b*⟩*.P* ]]

*a*(*y*)*.*(*y*⟨*b*⟩ | [[ *P* ]])

(*νc*)(*a*⟨*c*⟩ | *c*(*y*)*.*(*y*⟨*b*⟩ | [[ *P* ]]))

[[ *a*(*x*)*.P* ]]

(*νc*)(*a*⟨*c*⟩ | *c*(*x*)*.*[[ *P* ]])

*a*(*z*)*.*(*νd*)(*z*⟨*d*⟩ | *d*(*x*)*.*[[ *P* ]])

where *a*⟨*b*⟩*.P* denotes the output prefix (send *b* along *a* and, after reception, behave like *P* ), *a*(*x*)*.P* denotes the input prefix (receive something from *a* and use it to replace *x* in the continuation *P* ), (*νc*)*P* denotes the restriction of *c* to *P* (*c* is acces- sible only from within *P* ) and *P* | *Q* denotes the parallel composition of processes *P* and *Q*.

These encodings are proved sound by exploiting some ad hoc techniques; e.g., Boudol only proves that his encoding is adequate w.r.t. a Morris-like preorder. On the other hand, [[23](#_bookmark45),[5](#_bookmark29)] aim at stronger results for such an encoding: in particular, the first paper shows that it enjoys full abstraction w.r.t. a typed version of barbed equivalence [[18](#_bookmark40)], whereas the second paper proves full abstraction w.r.t. to may and fair testing [[10](#_bookmark33),[19](#_bookmark41)] restricted to the translation of synchronous contexts. In both cases, it is necessary to reduce the observational power of the contexts since a context that does not abide by the protocol put forward by the encoding can easily break full abstraction. [2](#_bookmark3) In the first case, the type system characterises the respectful

2 For example, processes *a*⟨*b*⟩*.a*⟨*b*⟩ and *a*⟨*b*⟩ | *a*⟨*b*⟩ are equated both by barbed equivalence and by may/fair

contexts, whereas in the second case the encoding itself yields them. Of course, the first alternative entails a stronger full abstraction result, because in general it accepts more contexts than the translated ones; however, it is usually much more complex. Thus, for the sake of simplicity, in this paper we shall adopt the second alternative; we strongly believe that all our full abstraction results could be also formulated in terms of typed equivalences, instead of translated equivalences.

Recently [[6](#_bookmark30)], it has been proved that there is no encoding of the synchronous *π*-calculus in its asynchronous version preserving *must testing* [[10](#_bookmark33)] and enjoying a few minimal properties. [3](#_bookmark5) This raises the problem of which equivalence should be adopted when defining the full abstraction property to assess expressiveness of two languages. As testified by the case of the *π*-calculus, such a choice is crucial, mainly when proving that a language L1 is more expressive than another language L2: every separation result based on a fixed equivalence could be criticised by saying that it actually compares not the expressive power of the languages, but the discriminating power of the equivalences. For this reason, to prove that L1 is at least as expressive as L2, we shall fix a set of minimal properties that every encoding should satisfy and prove that no encoding of L2 in L1 satisfying such properties exists.

# A Family of Process Languages

Syntax. We assume a countable set of *names*, N, ranged over by *a, b, x, y, n, m,* ··· . Notationally, when a name is used as a channel, we shall prefer letters *a, b, c,* ··· ; when a name is used as an input variable, we shall prefer letters *x, y, z,* ··· ; to denote a generic name, we shall use letters *n, m,* ··· . The (parametric) syntax of our languages is given in the upper part of Figure [2](#_bookmark7). The different languages are obtained by plugging into this basic syntax a proper definition for input prefixes (*IN* ) and output processes (*OutProc*). As usual, 0 and *P* |*Q* denote the terminated process and the parallel composition of two processes, resp.; (*νn*)*P* restricts to *P* the visibility of *n*; finally, if *n* = *m* then *P* and !*P* are the standard constructs for name matching and process replication. [4](#_bookmark6)

In this paper, we study the synchronous/asynchronous versions of the prim- itives arising by the possible combinations of three features: *arity* (monadic vs. polyadic data), *communication medium* (channels vs. shared dataspaces) and *pattern-matching*. As a result, we have a family of sixteen languages, denoted as

*β*1

*L*

*β*2*, β*3*, β*4

, where

* *β*1 = s, if we have synchronous communications, and *β*1 = a, otherwise;
* *β*2 = p, if we have polyadic data, and *β*2 = m, otherwise;

testing; nevertheless, **[** *a*⟨*b*⟩*.a*⟨*b*⟩ ]] and [[ *a*⟨*b*⟩ | *a*⟨*b*⟩ **]** are not equivalent anymore. The problem is that [[ *a*⟨*b*⟩ | *a*⟨*b*⟩ **]** can exhibit two top-level outputs, whereas **[** *a*⟨*b*⟩*.a*⟨*b*⟩ **]** only one; if the receiving context sends no acknowledgement back, the second output of **[** *a*⟨*b*⟩*.a*⟨*b*⟩ **]** (that is blocked by the encoding of the first prefix) is never unleashed. The same problem holds for Honda and Tokoro’s encoding, but with processes *a*(*x*)*.a*(*y*) and *a*(*x*) | *a*(*y*).

3 Another impossibility result is [[20](#_bookmark42)], but it relies on the interplay between output prefixes and non- deterministic choice.

4 Notice that, for the sake of simplicity, we used here replication and a if - then construct instead of recursion and the more powerful if-then-else used in [[13](#_bookmark36)]; this choice does not undermine all our results that still hold also with the other operators.

*Basic Processes:*

*P, Q, R* ::= 0 *OutProc* *IN.P* (*νn*)*P* *P* |*Q* if *n* = *m* then *P* !*P*

a : *OutProc* ::= *OUT*

*L*

*, ,*

*L* s*, ,* : *OutProc* ::= *OUT.P*

*L* m,d,no : *P, Q, R* ::= *... IN* ::= (*x*) *OUT* ::= ⟨*b*⟩

*L* m,d,pm : *P, Q, R* ::= *... IN* ::= (*T* ) *OUT* ::= ⟨*b*⟩

*L* m,c,no : *P, Q, R* ::= *... IN* ::= *a*(*x*) *OUT* ::= *a*⟨*b*⟩

*L* m,c,pm : *P, Q, R* ::= *... IN* ::= *a*(*T* ) *OUT* ::= *a*⟨*b*⟩

*L* p,d,no : *P, Q, R* ::= *... IN* ::= (*x*˜) *OUT* ::= ⟨˜*b*⟩

*L* p,d,pm : *P, Q, R* ::= *... IN* ::= (*T*˜) *OUT* ::= ⟨˜*b*⟩

*L* p,c,no *L* p,c,pm

: *P, Q, R* ::= *... IN* ::= *a*(*x*˜) *OUT* ::= *a*⟨˜*b*⟩

: *P, Q, R* ::= *... IN* ::= *a*(*T*˜) *OUT* ::= *a*⟨˜*b*⟩

where *T* ::= *x*  *n*’ (*Template*)

Fig. 2. Syntax of the 16 Languages

* + *β*3 = c, if we have channel-based communications, and *β*3 = d, otherwise;
  + *β*4 = pm, if we have pattern-matching, and *β*4 = no, otherwise.

Now, the full syntax of every language is obtained from the productions in the lower part of Figure [2](#_bookmark7). There, denotes a (possibly empty) sequence of elements of kind . Whenever useful, we shall write a tuple as the sequence of its elements, separated by a comma; sometimes, we shall also consider tuples simply as sets. Templates of kind *x* are called *formal* and can be replaced by every name upon withdrawal of a datum; templates of kind *n*’ are called *actual* and impose that the datum withdrawn contains exactly name *n*. As usual, *a*(··· *, x,* ··· )*.P* and (*νx*)*P* bind *x* in *P* ; the corresponding notions of free and bound names of a process, Fn(*P* ) and Bn(*P* ), and of alpha-conversion, =*α*, are assumed. We let N(*P* ) denote Fn(*P* ) ∪ Bn(*P* ).

˜

˜

Notice that in *L , ,*pm the if - then construct is redundant because it can be implemented via pattern matching; we kept it for the sake of uniformity with the

other languages. Finally, notice that *L* a

*, ,*

can be seen as the sub-language of

*L* s*, ,* where every output prefix is followed by a 0 continuation. Thus, the non- trivial contribution of this work is in giving a converse encoding, or in proving that this cannot exist.

Operational semantics. The operational semantics of the languages is given

by means of a *labelled transition system* (LTS) describing the actions a process can perform to evolve. Judgements take the form *P* −−*α*→ *P* ', meaning that *P* can become *P* ' upon exhibition of label *α*. *Labels* take the form

*α* ::= *τ* *a*?˜*b* (*ν*˜*c*)*a*!˜*b* ?˜*b* (*ν*˜*c*)!˜*b*

Traditionally, *τ* denotes an internal computation; *a*?*b* and (*νc*)*a*!*b* denote the re- ception/sending of a sequence of names *b* along channel *a*; when channels are not present, ?*b* and (*νc*)!*b* denote the withdrawal/emission of *b* from/in the shared datas- pace. In (*νc*)*a*!*b* and (*νc*)!*b*, some of the sent names, viz. *c* (⊆ *b*), are restricted. Notationally, (*ν*˜*c*) !˜*b* stands for either (*ν*˜*c*)*a*!˜*b* or (*ν*˜*c*)!˜*b*; similarly, ?˜*b* stands for either

˜ ˜ ˜

˜

˜ ˜ ˜ ˜

˜ ˜ ˜ ˜ ˜ ˜

*a*?˜*b* or ?˜*b*. As usual, Bn((*ν*˜*c*) !*b*˜) *c*˜; Fn(*α*) and N(*α*) are defined accordingly.

The LTS provides some rules shared by all the languages; the different semantics are obtained from the axioms for input/output actions. The LTS relies on *π*-calculus structural equivalence, ≡, that rearranges a process to let it evolve according to the rules of the LTS and that is defined by the following standard axioms [[21](#_bookmark43)]:

|  |  |  |
| --- | --- | --- |
| *P* | 0 ≡ *P* | *P* | *Q* ≡ *Q* | *P* | *P* | (*Q* | *R*) ≡ (*P* | *Q*) | *R* |
| !*P* ≡ *P* | !*P* | if *n* = *n* then *P* ≡ *P* | *P* ≡ *P* ' if *P* =*α P* ' |
| (*νn*)0 ≡ 0 | (*νn*)(*νm*)*P* ≡ (*νm*)(*νn*)*P* | *P* | (*νn*)*Q* ≡ (*νn*)(*P* | *Q*) if *n* /∈ Fn(*P* ) |

The common rules of the LTS are reported below (since they are an easy adaptation of an early-style LTS for the *π*-calculus, we do not comment on them and refer the interested reader to [[21](#_bookmark43)]):

e e e e

*P* −−?*b*→ *P* ' *Q* −−!*b*→ *Q*'

*P* | *Q* −−*τ*→ *P* ' | *Q*'

*P* −−*a*−?*b*→ *P* ' *Q* −−*a*−!*b*→ *Q*'

*P* | *Q* −−*τ*→ *P* ' | *Q*'

*P* −−*α*→ *P* ' *n* /∈ N(*α*) (*νn*)*P* −−*α*→ (*νn*)*P* '

(*νc*e) !e*b*

*P* −−−−−→ *P* '

*n* ∈ *b* \{ *, c*}

(*νn,c*e) !e*b*

˜ ˜

*P* −−*α*→ *P* '

Bn(*α*) ∩ Fn(*Q*)= ∅

(*νn*)*P* −−−−−−→ *P* '

*P* ≡ *P*1 −−*α*→ *P*2 ≡ *P* '

*P* | *Q* −−*α*→ *P* ' | *Q*

*P* −−*α*→ *P* '

The rules for output actions in languages *L* a

*,*d*,*

a

*,*c*,*

, *L*

, *L* s

*,*d*,*

and *L* s

*,*c*,*

are,

respectively,

!e*b*

*a*!e*b*

!e*b*

*a*!e*b*

⟨˜*b*⟩ −−→ 0 *a*⟨˜*b*⟩ −−−→ 0 ⟨˜*b*⟩*.P*

−−→ *P a*⟨˜*b*⟩*.P*

−−−→ *P*

On the other hand, to define the semantics for the input actions, we must specify when a template matches a datum. Intuitively, this happens whenever both have the same length and corresponding fields match (i.e., *n*’ matches *n* and *x* matches every

name). This can be formalised via a partial function, called *pattern-matching* and written Match, that also returns a substitution *σ*; the latter will be applied to the process that performed the input to replace formal templates with the corresponding names of the datum retrieved. These intuitions are formalised by the following rules:

Match( ; ) = *ϵ*

Match( *n*’; *n*)= *ϵ*

Match(*x*; *n*)= {*n/x*}

Match(*T* ; *b*)= *σ*1 Match(*T*˜; ˜*b*)= *σ*2

Match(*T, T*˜ ; *b,* ˜*b*)= *σ*1 ◦ *σ*2

where ‘*ϵ*’ denotes the empty substitution and ‘◦’ denotes substitution composition. Now, the operational rules for input actions in languages *L ,*d*,* and *L ,*c*,* are

(*T*˜)*.P*

e

−−?*b*→ *Pσ a*(*T* )*.P*

˜

e

−−*a*−?*b*→ *Pσ*

whenever Match(*T*˜ ; ˜*b*)= *σ*.

Notation: A substitution *σ* is a finite partial mapping of names for names; *Pσ*

denotes the (capture avoiding) application of *σ* to *P* . As usual, we let =⇒ stand for

*α α*

the reflexive and transitive closure of −−*τ*→ , ==⇒ stand for =⇒ −−→ =⇒ and −−*τ*→*k*

denote a sequence of *k τ* -steps. We shall write *P* −−*α*→ to mean that there exists a

*α*

process *P* ' such that *P* −−*α*→ *P* '; a similar notation is adopted for *P* =⇒ and *P* ==⇒ .

Moreover, we let *φ* range over visible actions (i.e. labels different from *τ* ) and *ρ* to range over (possibly empty) sequences of visible actions. Formally, *ρ* ::= *ε* | *φ* · *ρ*, where ‘*ε*’ denotes the empty sequence of actions and ‘·’ represents concatenation;

*ε φ*·*ρ φ ρ*

then, *N* ==⇒ is defined as *N* =⇒ and *N* ===⇒ is defined as *N* ==⇒ ==⇒ .

We conclude this part with a proposition collecting together some properties of the LTSs we have just defined, that will be useful in the sequel; the proof of these results easily follows from the definition of the LTSs.

Proposition 3.1 *The following facts hold:*

e

1. *if P* ∈ *L*

−−−→

˜*b;*

*, ,*no

*and P*

−−?−*b*→ *, then P* ?*c*e

*for every* ˜*c of the same length as*

1. *if P*

−−*τ*→ *P* ' *then P* ≡ (*ν*˜*c*)(*P*1 | *P*2) *and P* ' ≡ (*ν*˜*c*)(*P* '

| *P* ')*, where either*

?e*b* '

1

2

!e*b* '

*a*?e*b* '

*a*!e*b* '

*P*1 −−→ *P*1 *and P*2 −−→ *P*2*, or P*1 −−−→ *P*1 *and P*2 −−−→ *P*2*;*

a (*νc*e) !e*b α* '

1. *if P* ∈ *L , , and P* −−−−−→ −−→ *P , for*

(*νc*e) !e*b*

*τ*

'

*c*˜ ∩ N(*α*) = ∅*, then*

*P* −−→ −−−−−→ *P ; moreover, if α* = ?˜*b, then P*

*α*

'

−−→ (*ν*˜*c*)*P .*

# Quality of an Encoding

We now compare the synchronous and the asynchronous version of the communi- cation primitives just presented by trying to encode every synchronous language in

its asynchronous version. Formally, an *encoding* [[ · **]** is a function mapping terms of the source language into terms of the target language. As already said, the relative expressive power of our languages can be established by defining some criteria to evaluate the quality of the encodings or to prove impossibility results.

Roughly speaking, the encoding must not change the semantics of a source term,

i.e. it must preserve the observable behaviour of the term without introducing new behaviours. This means that the encoded term and the source one should be engageable in the same kinds of interactions and that aspects like deadlock and divergence are either present in both terms or in neither of them. We now discuss two possible ways of formalising this requirement. The first one, called *full abstraction*, is usually exploited for encodability results; the second one, called *reasonableness*, is usually exploited in the impossibility results.

Full abstraction.

When a language can be encoded in another one, we shall prove that the encod- ing function enjoys *full abstraction* w.r.t. barbed equivalence restricted to translated contexts. This is a satisfying result since (weak) barbed equivalence is often consid- ered to be the ‘touchstone’ semantic theory for several process languages. *Barbed equivalence* is obtained by closing under name restriction and parallel composition a relation called *barbed bisimilarity*, that equates two terms that offer the same observable behaviour along all possible computations.

In our framework, a *context* C[·] is a process built up from a hole [·] (to be filled with any process) by using parallel composition and restriction. Formally,

C[·] ::= [·]  *P* | C[·] (*νn*)C[·]

Definition 4.1 [Barbs] [5](#_bookmark12)

e

(*νc*e)!e*b* (*νc*e)*a*!*b*

* *P* ↓*OUT k* holds true iff *P* −−−−→ and |˜*b*| = *k*; *P* ↓*OUTa* holds true iff *P* −−−−−→ .

e

?e*b a*?*b*

˜

* *P* ↓*INk* holds true iff *P* −−→ and |*b*| = *k*; *P* ↓*INa* holds true iff *P* −−−→ .
* Let *o* range over {*OUTk, OUTa,INk,INa*}; then, *P* ⇓*o* stands for

∃*P* '*.P* =⇒ *P* ' ↓*o*.

Definition 4.2 [Barbed Bisimilarity and Equivalence] A symmetric relation ঩ be- tween processes is a *barbed bisimulation* if, for every (*P, Q*) ∈ ঩, it holds that

* 1. *P* ↓*o* implies *Q* ⇓*o*, and
  2. *P* −−*τ*→ *P* ' implies *Q* =⇒ *Q*', for some *Q*' such that (*P* '*, Q*') ∈ ঩.

•

*Barbed bisimilarity*,

∼=, is the largest barbed bisimulation. *P* and *Q* are *barbed*

•

*equivalent*, written *P* ∼= *Q*, if and only if C[*P* ] ∼= C[*Q*], for every context C[·].

5 In order to obtain meaningful equivalences, barbs in *L* M,D*,* should be defined by also specifying the argument of the action. However, since we shall not give full abstraction results for such languages, we ignore this aspect. By the way, notice that for languages *L* P,D*,* the arguments of the action are not strictly necessary, since the barbed equivalence arising from this different kind of barbs would coincide with ∼= defined here.

As already said in Section [2](#_bookmark2), a good form of full abstraction for a given en- coding **[** · ]] : L1 → L2 is w.r.t. *translated observers*, i.e. observers that abide by the schema imposed by the encoding function. Thus, we now restrict the equiv- alences introduced so far to keep this choice into account: first, not all the barbs from Definition [5](#_bookmark10) can be observed by a translated observer; second, we only need to consider translated contexts when defining barbed equivalence. The following definition formalises these ideas; there, we say that an action *α* performed by a

*ρ α*'

L2-process can be consumed by the translation of a L1-process *R* if **[** *R* ]] ==⇒ −−→ ,

with *α*' *synchronisable* with *α* (i.e., with *α*' = ?˜*b* and *α* = (*ν*˜*c*) !˜*b*, or vice versa)

and

Bn(*ρ*) ∩ N(*α*)= ∅.

Definition 4.3 [Translated Barbed Bisimilarity and Equivalence] Fix an encoding [[ · ]] : L1 → L2.

* Let *P* be a L2-process; *P* ↓*tr*

*o*

holds true iff *P* ↓*o* with an action that can be

consumed by the translation of some L1-process; *P* ⇓*tr* is defined accordingly.

*o*

* A symmetric relation ঩ between L2-processes isa *translated barbed bisimulation*

if, for every (*P, Q*) ∈ ঩, it holds that

* 1. *P* ↓*tr* implies *Q* ⇓*tr*, and

*o o*

* 1. *P* −−*τ*→ *P* ' implies *Q* =⇒ *Q*', for some *Q*' such that (*P* '*, Q*') ∈ ঩.

•

*Translated barbed bisimilarity*,

∼= *tr*, is the largest translated barbed bisimulation.

* *P* and *Q* are *translated barbed equivalent*, written *P* ∼= *trQ*, if and only if C[*P* ] =∼ *tr* C[*Q*], for every context C[·] resulting from the translation of a L1-context via **[** · **]** extended with [[ [·] ]] [·].

•

Reasonable Encoding. To prove that two languages have different expressive power, we shall leave full abstraction out (since it requires to fix an equivalence relation): instead, we shall collect together some ‘reasonable’ requirements and prove that no encoding function satisfying them exists. The main requirement is *faithfulness*: the encoding must preserve and reflect the barbs (i.e., the encoding should maintain all the original barbs without introducing new ones); moreover, it should also preserve and reflect divergence. However, these two requirements alone are not enough to control deadlock. Thus, we shall also require that the computations of a process correspond to the computations of its encoding, and vice versa; this property is usually known as *operational correspondence*. Furthermore, a good encoding cannot depend on the particular names involved in the source process, since we are dealing with a family of name-passing languages; we call this property *name invariance*. Finally, the encoding should not decrease the degree of parallelism in favour of centralised entities that control the behaviour of the encoded term; we express this last property as *homomorphism w.r.t.* ‘|’.

Definition 4.4 [Reasonable Encoding] An encoding **[** · ]] is *reasonable* if it enjoys the following properties:

* 1. *(homomorphism w.r.t. ‘*|*’):* [[ *P*1|*P*2 ]] [[ *P*1 ]] | [[ *P*2 ]].
  2. *(name invariance):* [[ *Pσ* ]] [[ *P* ]]*σ*, for every permutation of source language

names *σ*.

* 1. *(faithfulness): P* ⇓*o* iff **[** *P* ]] ⇓*o*' ; *P* diverges iff **[** *P* ]] diverges.
  2. *(operational correspondence):*
     1. if *P* =⇒ *P* ' then **[** *P* ]] =⇒ [[ *P* ' ]];
     2. if **[** *P* ]] =⇒ *Q* then there exists a *P* ' such that *P* =⇒ *P* ' and *Q* =⇒ [[ *P* ' ]].

Evaluation criteria. To sum up, for our encodability results we aim at proving that the encoding function does not introduce divergence and that it enjoys full ab- straction w.r.t. translated barbed equivalence; on the other hand, we shall establish our impossibility results by proving that no reasonable encoding exists. Usually, the latter proofs are by contradiction: we assume that a reasonable encoding exists and show that it cannot be reasonable. This can require a lot of work. However, in this paper, we shall exploit the simple proof-technique developed in [[13](#_bookmark36)]: exhibit a process that cannot reduce but whose encoding reduces. This fact, together with operational correspondence, implies that the encoding introduces divergence.

Proposition 4.5 *Let P be a process such that P*

*not reasonable.*

−−*τ*→*/*

*but* [[ *P* ]]

−−*τ*→ *; then,* [[ · ]] *is*

# The Impact of Synchrony in Communication Primi- tives

In this section, we first consider those languages in which synchrony does not play a crucial rˆole, i.e. those primitives whose synchronous and asynchronous versions have the same expressive power. We then analyse those primitives in which the presence of synchrony matters, i.e. those primitives whose asynchronous version is less expressive than the synchronous one.

s m,c,no

*L*

a m,c,no

have the same expressive power.

Easily, Boudol’s encoding [[2](#_bookmark27)] can be used to prove that *L* s

and *L*

m,c,no

is encodable in

a m,c,no

*L*

with an encoding function that does not introduce divergence (trivially)

and that enjoys full abstraction w.r.t. translated barbed equivalence (see [[23](#_bookmark45)]).

s p,c,pm

*L*

a p,c,pm

have the same expressive power.

To prove that *L* s

and *L*

p,c,pm

can be reasonably encoded in *L* a

, it suffices to impose

that the first name of every datum is a restricted channel used to unleash the continuation of the output prefix; conversely, every template starts with a new variable over which an acknowledgement is sent upon reception of the datum. This discipline is rendered by the following encoding:

p,c,pm

[[ *a*⟨˜*b*⟩*.P* ]] (*νc*)(*a*⟨*c,* ˜*b*⟩ | *c*( )*.*[[ *P* ]]) for *c* fresh

[[ *a*(*T*˜)*.P* ]] *a*(*x, T*˜)*.*(*x*⟨⟩ | [[ *P* ]]) for *x* fresh

The encoding just presented is satisfying because it does not introduce diver- gence and enjoys full abstraction, as proved in the following theorem.

Theorem 5.1 *The encoding* [[ · ]] : *L* s

p,c,pm

a p,c,pm

*does not introduce diver-*

*gence; moreover, P* ∼= *Q if and only if* [[ *P* ]] ∼= *tr*[[ *Q* ]]*.*

−→ *L*

Proof. See Appendix [A](#_bookmark48).

s p,c,no

*L*

a p,c,no

have the same expressive power.

This result is an easy corollary of the encodability of *L* s

and *L*

p,c,pm

a p,c,pm

: it

suffices to restrict both the domain and the range of the encoding function to the

in *L*

and *L*

sub-calculi of *L* s

p,c,pm

a p,c,pm

with templates made up only by formal fields.

s p,d,pm

*L*

a p,d,pm

have the same expressive power.

To prove that *L* s

and *L*

p,d,pm

can be encoded in *L* a

, consider the following trans-

lation:

p,d,pm

[[ ⟨*b*1*,... , bk*⟩*.P* ]] (*νc*)(⟨*c, c, b*1*,... , bk*⟩ | ( *c*’)*.*[[ *P* ]]) for *c* fresh

[[ (*T*1*,... , Tk*)*.P* ]] (*x, y, T*1*,... , Tk*)*.*(⟨*x*⟩ | [[ *P* ]]) for *x* and *y* fresh

Intuitively, data of length one in a translated term are ‘auxiliary’ messages used as acknowledgements (ack, for short), to activate the continuation of an output action. The translation of output prefixes guarantees that ‘actual’ data in the source term are translated to data whose length is at least two; this clear distinction ensures us that no interference between an ‘actual’ data exchange and an ‘auxiliary’ ack exchange can ever happen. Moreover, the fact that acks rely on restricted names rules out interferences between different acks.

Theorem 5.2 *The encoding* [[ · ]] : *L* s

p,d,pm

a p,d,pm

*does not introduce diver-*

*gence; moreover, P* ∼= *Q if and only if* [[ *P* ]] ∼= *tr*[[ *Q* ]]*.*

−→ *L*

Proof. The proof is similar to the one for Theorem [5.1](#_bookmark16); all details are in Ap- pendix [A](#_bookmark48).

s p,d,no

*L*

a p,d,no

have the same expressive power.

*k*

and *L*

Let us define the following notation: ⟨ *.. .*⟩ denotes ⟨*b*1*,... , bk*⟩, where the *bi*’s

are any names; similarly, (*.. .*) denotes (*x*1*,... , xk*), where the *xi*’s are pairwise and

*k*

distinct names. Now, consider the following encoding of *L* s

p,d,no

in *L*

a

p,d,no:

4*k*+1

4*k*+2

4*k*+3

[[ ⟨*b*1*,... , bk*⟩*.P* ]] ⟨ *...* ⟩ | ( *...* )*.*(⟨*b*1*, b*1*, b*1*, b*1*,* ··· *, bk, bk, bk, bk*⟩ | ( *...* )*.*[[ *P* ]])

4*k*+1

4*k*+2

4*k*+3

[[ (*x*1*,... , xk*)*.P* ]] ( *...* )*.*(⟨ *...* ⟩ | (*x*1*, y*1*, w*1*, z*1*,* ··· *, xk, yk, wk, zk*)*.*(⟨ *...* ⟩ | [[ *P* ]]))

for *y*1*, w*1*, z*1*,... , yk, wk, zk* fresh and pairwise distinct names and with the input

4*k*+1

4*k*+2

4*k*+3

variables in ( *...* ), ( *...* ) and ( *...* ) fresh for the continuation process. Intuitively,

data of arity 4*k* within translated terms correspond to actual source data; data of arity 4*k*+1, 4*k*+2 and 4*k*+3 are, instead, only used for synchronisation purposes. In particular, an exchange of arity 4*k* +1 (that, from now on will be called *preliminary*) intuitively means “a datum of arity *k* is available”; an exchange of arity 4*k* +2 (that, from now on will be called *initial*) intuitively means “a datum of arity *k* is going to be consumed”; finally, an exchange of arity 4*k* + 3 (that, from now on will be called *ﬁnal*) intuitively means “a datum of arity *k* has been consumed”. Consumption of a *k*-ary source level datum happens within a 4*k*-ary exchange (that, from now on will be called *consumptive*).

Of course, it is easy to have interferences between the auxiliary data introduced by the encoding of different processes, but this does not create any problem since such data only depend on the length of the translated actions. Consider, e.g., the

encoding of the *L* s

p,d,no

-process (*x*)*.P* | ⟨*b*⟩ | (*y*)*.Q* | ⟨*c*⟩ and the reduction that

replaces *x* with *b* in *P* and *y* with *c* in *Q*. It is immaterial which of the two 5-ary ‘preliminary’ data (either the one from **[** ⟨*b*⟩ **]** or the one from **[** ⟨*c*⟩ **]**) is accessed by [[ (*x*)*.P* **]**, since these are top-level asynchronous outputs and the names appearing in it are irrelevant. A similar argument holds also for the ‘initial’ 6-ary and the ‘final’ 7-ary data.

We believe that also this encoding enjoys full abstraction w.r.t. translated barbed equivalence; however, because of the interferences just discussed, we have still not been able to prove this result, though no counter-example against this con- jecture has emerged yet. We leave this aspect for future work; for the moment, we

prove the (not trivial) reasonableness of this encoding and argue that *L* s

p,d,no

and

a p,d,no

*L*

have a comparable expressive power.

Lemma 5.3 *If* [[ *P* ]]

−−*τ*→ *np*+*ni*+*nc*+*nf Q, where np/ni/nc/nf are the number of*

*preliminary/initial/consumptive/ﬁnal steps in the reduction from* [[ *P* ]] *into Q, then*

*np* ≥ *ni* ≥ *nc* ≥ *nf .*

Proof. Trivial, by construction of the encoding.

Lemma 5.4 *Let* [[ *P* ]]

−−*τ*→ *np*+*ni*+*nc*+*nf Q, where np/ni/nc/nf are the number*

*of preliminary/initial/consumptive/ﬁnal steps in the reduction from* [[ *P* ]] *into Q. Then,*

*h*=1

*Q* ≡ (*νn*˜)( *np*−*ni* ((4*k.h.*+*.*2)*.*(⟨ 4*.k.h.*⟩ | (4*k.h.*+*.*3)*.*[[ *P* 1 ]]) | ⟨ 4*k.h.*+*.*2⟩ | (4*.k.h.*)*.*(⟨ 4*k.h.*+*.*3⟩ | [[ *Q*1 ]])) |

*ni*−*nc* (⟨ 4*kj* ⟩ | 4*kj* +3

*j*=1

*...*

( *...* )*.*[[ *Pj* ]]

*h*

2 | 4*kj*

(*.. .*)*.*(

*h*

⟨ 4*kj* +3⟩ | [[ *Q*2 ]])) |

*...*

*j*

*nc*−*nf* ((4*k.m.*+*.* 3 )*.*[[ *P* 3 ]] | ⟨ 4*k.m.*+*.* 3⟩) | [[ *R* ]] )

*m*=1

*m*

*where* *k*

*i*=1

*Pi denotes P*1 | *...* | *Pk, if k >* 0*, and denotes* 0*, otherwise.*

Proof. Let *n* = *np* + *ni* + *nc* + *nf* ; the proof is by induction on *n*. The base case

(*n* = 0) is trivial. For the inductive case, let **[** *P* ]]

−−*τ*→ *n Q*' −−*τ*→ *Q*; by induction,

*h*=1

*Q*' ≡ (*νn*˜)( *np*−*ni* ((4*k.h.*+*.*2)*.*(⟨ 4*.k.h.*⟩ | (4*k.h.*+*.*3)*.*[[ *P* 1 ]]) | ⟨ 4*k.h.*+*.*2 ⟩ | (4*.k.h.*)*.*(⟨ 4*k.h.*+*.*3⟩ | [[ *Q*1 ]])) |

*ni*−*nc* (⟨ 4*kj* ⟩ | 4*kj* +3

*j*=1

*...*

( *...* )*.*[[ *Pj* ]]

*h*

2 | 4*kj*

(*.. .*)*.*(

*h*

⟨ 4*kj* +3⟩ | [[ *Q*2 ]])) |

*...*

*j*

*nc*−*nf* ((4*k.m.* +*.* 3)*.*[[ *P* 3 ]] | ⟨ 4*k.m.*+*.* 3 ⟩) | [[ *R* ]] )

*m*=1

*m*

where *np* + *ni* + *nc* + *nf* = *n*. We consider two sub-cases, according to whether the step *Q*' −−*τ*→ *Q* is preliminary or not.

* if *Q*' −−*τ*→ *Q* is preliminary, then it must be (by construction) that **[** *R* ]] where

−−*τ*→ *R*',

*R*' ≡ (*ν*˜*c*)( (4*.k.*+*.*2 )*.*(⟨*b ,b ,b ,b ,... ,b ,b ,b ,b* ⟩ | (4*.k.*+*.*3 )*.*[[ *R* ]])

1

1

1

1

*k*

*k*

*k*

*k*

1

| ⟨ *...* ⟩ | (*x*1*, y*1*, w*1*, z*1*,... , xk, yk, wk, zk*)*.*(⟨ *...* ⟩ | [[ *R*2 ]]) | [[ *R*3 ]])

4*k*+2

4*k*+3

Then,

*h*=1

*Q* ≡ (*νn*˜*, c*˜)( *np*+1−*ni* ((4*k.h.*+*.*2)*.*(⟨ 4*.k.h.*⟩ | (4*k.h.*+*.*3 )*.*[[ *P* 1 ]])

*h*

| ⟨ 4*k.h.*+*.*2⟩ | (4*.k.h.*)*.*(⟨ 4*k.h.*+*.*3⟩ | [[ *Q*1 ]])) |

*h*

(*.. .*)*.*(

*...*

*j*

*ni*−*nc* (⟨ 4*kj* ⟩ | 4*kj* +3

*j*=1

*...*

( *...* )*.*[[ *Pj* ]]

2 | 4*kj*

⟨ 4*kj* +3⟩ | [[ *Q*2 ]])) |

*nc*−*nf* ((4*k.m.*+*.* 3)*.*[[ *P* 3 ]] | ⟨ 4*k.m.* +*.* 3⟩) | [[ *R*

*m*=1

*m*

3

]] )

by letting *k*

= *k*, ⟨ 4*knp* +1−*ni* ⟩ = ⟨*b ,b ,b ,b ,... ,b ,b ,b ,b* ⟩, *P* 1 =

*np*+1−*ni*

4*knp* +1−*ni*

*...*

1 1 1 1

*k k k k*

1

*np*+1−*ni*

*R*1,(

*...* )= (*x*1*, y*1*, w*1*, z*1*,... , xk, yk, wk, zk*) and *Qnp*+1−*ni* = *R*2.

* Otherwise, it must be that either *np*−*ni* ··· , or *ni*−*nc* ··· , or *nc*−*nf* ··· per-

*h*=1

*j*=1

*m*=1

form the *τ* -step, according to whether *Q*' −−*τ*→ *Q* is initial, consumptive or final. We then work like in the previous case.

Lemma 5.5 *If* [[ *P* ]]

−−*τ*→ *n Q, then P*

−−*τ*→ *np P* ' *and Q* −−*τ*→ 4*np* −*n* [[ *P* ' ]]*, where*

*np is the number of preliminary steps in the reduction from* [[ *P* ]] *into Q.*

Proof. By induction on *n*; the base case is trivial. For the inductive case, let

[[ *P* ]] −−*τ*→ *n Q*' −−*τ*→ *Q* with

*h*=1

*Q*' ≡ (*νn*˜)( *np*−*ni* ((4*k.h.*+*.*2)*.*(⟨ 4*.k.h.*⟩ | (4*k.h.*+*.*3)*.*[[ *P* 1 ]]) | ⟨ 4*k.h.*+*.*2 ⟩ | (4*.k.h.*)*.*(⟨ 4*k.h.*+*.*3⟩ | [[ *Q*1 ]])) |

*ni*−*nc* (⟨ 4*kj* ⟩ | 4*kj* +3

*j*=1

*...*

( *...* )*.*[[ *Pj* ]]

*h*

2 | 4*kj*

(*.. .*)*.*(

*h*

⟨ 4*kj* +3⟩ | [[ *Q*2 ]])) |

*...*

*j*

*nc*−*nf* ((4*k.m.* +*.* 3)*.*[[ *P* 3 ]] | ⟨ 4*k.m.*+*.* 3 ⟩) | [[ *R* ]] )

*m*=1

*m*

by Lemma [5.4](#_bookmark19). It is then easy to see that *Q*' −−*τ*→ 4*np*−*n* [[ *P* ' ]], where

[[ *P* ' ]] ≡ (*νn*˜)( *np*−*ni* ([[ *P* 1 ]] | [[ *Q*1 *σ*1 ]]) | *ni*−*nc* ([[ *P* 2 ]] | [[ *Q*2*σ*2 ]]) |

*h*=1

*h*

*h*

*h*

*j*=1

*j*

*j*

*j*

*nc*−*nf* [[ *P* 3 ]] | [[ *R* ]] )

*m*=1

*m*

for some substitutions *σ*1’s and *σ*2’s. If *Q*' −−*τ*→ *Q* is not preliminary, then

*h j*

it cannot have been performed by **[** *R* ]]; thus, *Q* −−*τ*→ 4*np*−*n*−1 [[ *P* ' **]**, i.e.

*Q* −−*τ*→ 4*np*−(*n*+1) [[ *P* ' ]]. Otherwise,

*R* ≡ (*ν*˜*c*)(⟨˜*b*⟩*.R*1 | (*x*˜)*.R*2 | *R*3) for |˜*b*| = |*x*˜| = *k*. Now, consider

*P* '' (*νn*˜*, c*˜)( *np*−*ni* (*P* 1 | *Q*1 *σ*1) | *ni*−*nc* (*P* 2 | *Q*2*σ*2)

*h*=1

*h*

*h*

*h*

*j*=1

*j*

*j*

*j*

| *nc*−*nf P* 3

*m*=1

*m*

1

2

*b/*

3

| *R* | *R* {e *x*e} | *R* )

Trivially, *P* ' −−*τ*→ *P* '' and *Q* −−*τ*→ 4*np*−*n*+3 [[ *P* '' **]**, i.e. *Q* −−*τ*→ 4(*np*+1)−(*n*+1) [[ *P* '' ]].

−→ *L*

Proposition 5.6 *The encoding* [[ · ]] : *L* s

p,d,no

a p,d,no

*is reasonable.*

Proof. By Lemma [5.5](#_bookmark20), operational correspondence is easy to prove; divergence freedom is a corollary of Lemmata [5.3](#_bookmark18) and [5.5](#_bookmark20); the remaining requirements are trivial.

s m,d,no

*L*

a

is more expressive than *L* a .

Theorem 5.7 *There exists no reasonable encoding of L* s

m,d,no

m,d,no

m,d,no*.*

Proof. Consider the processes *P* ⟨*b*⟩*.*(*x*)*.*if *x* = *b* then Ω and *Q* (*x*)*.*⟨*a*⟩*.*if *x* = *a* then Ω, where Ω denotes a divergent process. Clearly, *P* |*Q* does not diverge while, as we shall now prove, its encoding diverges. First, observe that in the evolution of **[** *P* |*Q* ]] to [[ 0 **]** (that must happen, because of operational correspondence), both [[ *P* ]] and [[ *Q* **]** must perform an input and an output action: **[** *P* **]** must send *b* and [[ *Q* **]** must send *a*. Then, consider the sequence of actions performed by **[** *P* ]], say *ρ*, and its first input label, say ?*n*; thus, *ρ* = *ρ*1·?*n* · *ρ*2. Notice that, by barb preservation, *ρ*1 cannot be empty and must contain at least an output label, say

*in L*

(*νm*˜ )!*m*; by Proposition [3.1](#_bookmark8)(3,1), **[** *P* ]]

−−*τ*→ . By Proposition [4.5](#_bookmark15), [[ · **]** cannot be reasonable.

implies that **[** *P* ]]

−−?−*m*→ that, again by Proposition [3.1](#_bookmark8)(3),

s m,d,pm

*L*

is more expressive than *L* a .

The impossibility proof relies on a preliminary Lemma.

m,d,pm

*in L*

Lemma 5.8 *Let* [[ · ]] *be a reasonable encoding of L* s

m,c,pm

a m,c,pm

*. Then,*

1. [[ ⟨*b*⟩*.P* ]]

*preﬁx;*

−−!*b*→ *and* [[ ( *b*’) ]] −−?*b*→ *, with the input action relying on an actual input*

1. [[ ⟨*b*⟩*.P* ]]

−−!*k*→ *implies that k* = *b.*

Proof. Easy derivable from the more complex proof of Lemma [5.10](#_bookmark23) later on.

a

Theorem 5.9 *There exists no reasonable encoding of L* s

m,d,pm

m,d,pm*.*

Proof. Consider **[** ⟨*b*⟩*.*Ω | ( *b*’) ]]; by operational correspondence, such a process must evolve in **[** Ω **]** that diverges, because of faithfulness. Since **[** ⟨*b*⟩*.*Ω **]** cannot perform a *τ* -step, **[** ⟨*b*⟩*.*Ω **]** must exhibit at least an input label in every trace. Moreover, by using Proposition [3.1](#_bookmark8)(2) and Lemma [5.8](#_bookmark22)(1), we can say that

*in L*

[[ ( *b*’) ]] −−?*b*→ *ρ*1⇒ −−!*m*−→ *ρ*2⇒ *P* and **[** ⟨*b*⟩*.*Ω ]] −−!*b*→ *ρ*3⇒ −−?−*m*→ *ρ*4⇒ *P*

== == 1 == == 2

where *ρ*1 and *ρ*2 are synchronisable with *ρ*3 and *ρ*4, resp., (*νn*˜)(*P*1 | *P*2) is struc-

turally equivalent to **[** Ω ]], where *n*˜ = Bn(*ρ*1*, ρ*2*, ρ*3*, ρ*4), and ?*m* is the first input

in the trace from **[** ⟨*b*⟩*.*Ω ]]. Moreover, *m* /= *b* and the input ?*m* relies on an actual template (otherwise, by Proposition [3.1](#_bookmark8)(1) and (3), **[** ⟨*b*⟩*.*Ω ]] −−*τ*→ and **[** · ]] would not be reasonable). Finally, by construction, *ρ*3 is only made up by output labels that, by Lemma [5.8](#_bookmark22)(2), are either of the form !*b* or (*νd*)!*d*.

Now, choose *a* /∈ {*b, m*} and consider the process

*P* ⟨*a*⟩ | ( *a*’) | ⟨*b*⟩*.*Ω | !⟨*a*⟩ | !⟨*b*⟩

Clearly, *P* does not diverge while, as we shall now prove, **[** *P* **]** diverges. Let *ρ*' be

*i*

*ρi* with *a* and *b* swapped, for *i* = 1*,... ,* 4. Now, synchronise

* ?*a* · *ρ*'

1

of **[** ( *a*’) ]] with !*a* · *ρ*'

of **[** ⟨*a*⟩ ]];

* !*m* of the prosecution of **[** ( *a*’) ]] with ?*m* of **[** ⟨*b*⟩*.*Ω ]];

3

* ' of the prosecution of **[** ( *a*’) ]] with *ρ*4 of the prosecution of **[** ⟨*b*⟩*.*Ω ]]; this can be

*ρ*

2

freely done except when the action involves *a* or *b*. In such cases, synchronise

* + every ?*a* in *ρ*'

2

with one of the !*a* from the encoding of !⟨*a*⟩, and

* + every ?*b* in *ρ*4 with one of the !*b* from the encoding of !⟨*b*⟩.

This yields a process containing the component

*P* ' *P* ' | *P*2 | [[ !⟨*a*⟩ ]] | [[ !⟨*b*⟩ ]]

1

where *P* ' is *P*1 with *a* and *b* swapped. Since (*νn*˜)(*P*1 | *P*2) diverges, we also have

1

that *P* ' diverges: every time that *P* ' or *P*2 need a ?*a* or a ?*b* to evolve, we can

1

synchronise such actions with a corresponding !*a* or !*b* from the encoding of the replicated processes.

s m,c,pm

*L*

is more expressive than *L* a .

Intuitively, communications in *L* s

m,c,pm

m,c,pm

atomically verify the channel and the sent

value (if pattern matching is involved) and simultaneously activate the continuation

of the sending process. Thus, *L* a

m,c,pm

should provide the possibility of atomically

verifying the channel and the sent value as well, but this excludes any information for synchronisation purposes.

The impossibility proof relies on a preliminary Lemma, that generalises Lemma [5.8](#_bookmark22).

Lemma 5.10 *Let a, b and c be pairwise distinct names and* [[ · ]] *be a reasonable*

*in L*

*encoding of L* s

m,c,pm

a m,c,pm

*. Then,*

1. [[ *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

−−*a*−!*b*→ *and* [[ *a*( *b*’)*.a*( *c*’) ]] −−*a*−?*b*→ *, with the input action relying on*

*an actual input preﬁx;*

1. [[ *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

−−*h*−!*k*→ *implies that h* = *a and k* = *b;*

1. [[ *a*(*x*) ]] −−*a*−?*b*→ *, with the input action relying on a formal input preﬁx;*

(*νk*)*h*!*k*

1. [[ *a*⟨*b*⟩*.a*⟨*c*⟩ ]] −−−−−−→ *implies that h* = *a;*

*or the same claims with a and b swapped in every label.*

Proof.

(*νm*e )*n*!*m*

1. By barb preservation, **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]] −−−−−−→

and **[** *a*( *b*’)*.a*( *c*’) ]] −−*n*−?−*m*→ . We

prove that *m*˜

= ∅ and that {*n, m*} = {*a, b*}; let us reason by contradic-

tion. If *m*˜

/= ∅, then the input label *n*?*m* must come from a formal in-

*n*?*m*'

put action in **[** *a*( *b*’)*.a*( *c*’) ]]; thus, **[** *a*( *b*’)*.a*( *c*’) ]] −−−−→ , for every name

*m*', and this would imply that **[** *c*⟨*b*⟩*.c*⟨*a*⟩ ]] | [[ *a*( *b*’)*.a*( *c*’) ]] −−*τ*→ , if *n* /= *a*, and **[** *a*⟨*c*⟩*.a*⟨*b*⟩ ]] | [[ *a*( *b*’)*.a*( *c*’) ]] −−*τ*→ , otherwise. Now, assume that {*n, m*} /=

{*a, b*}; we have three possible cases:

* 1. {*n, m*} ∩ {*a, b*} = ∅: pick up any *d* /∈ {*a, b, c, n, m*} and the

permutation swapping *a* and *d*; then, **[** *d*⟨*b*⟩*.d*⟨*c*⟩ ]] [[ *d*⟨*b*⟩*.d*⟨*c*⟩ ]] | [[ *a*( *b*’)*.a*( *c*’) ]] −−*τ*→ .

−−*n*!−*m*→ and so

* 1. {*n, m*}∩ {*a, b*} = {*n*}: if *n* = *b* we work like in case (a); otherwise, pick up *d* /∈ {*a, b, c, n, m*}, consider the permutation swapping *b* and *d* and conclude that **[** *a*⟨*d*⟩*.a*⟨*c*⟩ ]] | [[ *a*( *b*’)*.a*( *c*’) ]] −−*τ*→ .
  2. {*n, m*}∩ {*a, b*} = {*m*}: similar to case (b).

This proves that **[** *a*⟨*b*⟩*.a*⟨*c*⟩ **]** must exhibit either label *a*!*b* or label *b*!*a* and, consequently, that **[** *a*( *b*’)*.a*( *c*’) **]** must exhibit either label *a*?*b* or label *b*?*a*.

1. By point 1 of this Lemma, we have that **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

−−*a*−!*b*→ and **[** *a*( *b*’) ]] −−*a*−?*b*→

(the other case is similar). By name invariance, we have that **[** *h*( *k*’) ]] −−*h*−?*k*→ ;

this fact, together with the hypothesis **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

−−*h*−!*k*→ , would be in contra-

diction with reasonableness of **[** · **]** whenever *h* /= *a* or *k* /= *b*.

1. Consider now the process *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*); like before, **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

(*νk*e)*h*!*k*

−−−−−→

and **[** *a*(*x*) ]] −−*h*−?*k*→ but, as we shall now prove, the input label *h*?*k* must come from a formal input action in **[** *a*(*x*) ]]. Indeed, if *k* /= ∅, the input must be formal. If *k* = ∅, because of point 2 of this Proposition, it must be that *h* = *a* and *k* = *b*, or vice versa; in both cases, the input cannot rely on an actual template, otherwise **[** *a*(*x*) **]** would have an infinite number of parallel components (one for every name *n*, since *a*⟨*n*⟩*.a*⟨*c*⟩ | *a*(*x*) −−*τ*→ ).

˜

˜

1. By contradiction, let *h* /= *a*; then, we would have that **[** *a*(*x*) ]] −−*h*−?*k*→ (since the input is formal, see point 3 of this Proposition) and so [[ *d*⟨*b*⟩*.d*⟨*c*⟩ ]] | [[ *a*(*x*) ]] −−*τ*→ , for any *d* /∈ {*a, b, c, h, k*}.

Theorem 5.11 *There exists no reasonable encoding of L* s

m,c,pm

m,c,pm*.*

Proof. From Lemma [5.10](#_bookmark23)(1,2,4), we know that the process **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]] (with *a*, *b* and *c* pairwise distinct) must exhibit the label *a*!*b* and, possibly, some bound outputs over *a* (the case for *a* and *b* swapped is similar). Moreover, by a reasoning similar to the proof of Theorem [5.7](#_bookmark21), we have at least a trace of **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]] with at least an input action; let *n*?*m* be the first of such input actions. If *n* = *a* and *m* = *b*,

*in L*

a

then, by Proposition [3.1](#_bookmark8)(3), we would have that **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]] −−*τ*→ . Then, it must be

that *n* /= *a* or *m* /= *b*; if we now prove that no bound output can be produced from

[[ *a*⟨*b*⟩*.a*⟨*c*⟩ ]], then [[ *a*⟨*b*⟩*.a*⟨*c*⟩ ]] | [[ *n*⟨*m*⟩*.n*⟨*b*⟩ ]]

−−*τ*→ , since **[** *n*⟨*m*⟩*.n*⟨*b*⟩ ]]

−−*n*!−*m*→ .

Let us consider the process **[** *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*) **]** and assume, for the sake of simplicity, that only one *a*!*b* and one bound output action can

be produced before *n*?*m*, i.e. **[** *a*⟨*b*⟩*.a*⟨*c*⟩ ]]

−−*a*−!*b*→ *P*

(*νk*)*a*!*k*

*P* −−*n*−?−*m*→ *P*

and

1 −−−−−→ 2 3

[[ *a*(*x*) ]] −−*a*−?*b*→ *Q*

−−*a*−?*k*→ *Q*

(*νm*e )*n*!*m*

*Q* , for (*νk, m*˜ )(*P*

| *Q* ) =⇒ [[ *a*⟨*c*⟩ ]]. Notice

that both the *a*?*b* and the *a*?*k* labels must have been originated from formal input actions: the first one because of Lemma [5.10](#_bookmark23)(3), the second one because *k* was restricted in *P*1. Now, consider the process **[** *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*) | *a*(*x*) **]** and the compu-

1

2 −−−−−−→

3

3

3

tation **[** *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*) | *a*(*x*) ]] −−*τ*→ *P* | *Q* | [[ *a*(*x*) ]] −−*τ*→ (*νk*)(*P* | *Q* | *Q* {*k/b*}).

1

2

1 1 1

Clearly, *Q*

−−*a*−?→ and *Q* {*k/b*} −−*a*−?→ , whereas *P* −−*a*−!→

Then, by Defi-

1 1 2 */* .

nition [4.4](#_bookmark13)(4).b, it must be that either *Q*1{*k/b*} =⇒ *Q*' −−*a*−!*k*→ *Q*'' =⇒ [[ *a*(*x*) ]] or

*Q*1 =⇒ *Q*' −−*a*−!*b*→ *Q*'' =⇒ [[ *a*(*x*) **]**; let us consider the second case, since the first one

*τ*

is similar. It is easy to prove that *Q*' ≡ *a*⟨*b*⟩ | *Q*''; so, *Q*1 =⇒ *a*⟨*b*⟩ | [[ *a*(*x*) ]] −−→ *Q* .

1

Hence, by assuming that **[** *a*⟨*b*⟩*.a*⟨*c*⟩ **]** exhibits one bound output we have proved that **[** *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*) | *a*(*x*) **]** diverges, whereas *a*⟨*b*⟩*.a*⟨*c*⟩ | *a*(*x*) | *a*(*x*) does not; thus, **[** · **]** is not reasonable.

# Concluding Assessment

We have studied the impact of synchrony in the eight communication primitives that arise when combining three common and useful programming features: arity of data, communication medium and presence of pattern matching. Our results have been summarised in Figure [1](#_bookmark1); we now briefly discuss them.

It is evident that polyadicity is the only feature that alone ensures fully abstract encodings of synchrony in asynchrony: this is related to the possibility of equipping polyadic data exchanges with auxiliary information (either a restricted channel that will be exploited for acknowledgement purposes, or the length of the data) used to synchronise the sending and the receiving process.

For monadic and channel-based communications, we have that absence of pat- tern matching makes synchrony encodable asynchronously, whereas presence of pat-

tern matching rules out any such (reasonable) encoding. The problem is that pattern matching introduces the possibility of atomically matching the name transmitted in the communication; this leaves no space for any auxiliary synchronisation infor- mation.

Finally, monadic and dataspace-based communications are too weak to ensure any reasonable encoding: the problem is that there is no way to associate a datum with the process that emitted it. The latter fact entails that those languages that exploit such primitives (e.g., Ambient [[7](#_bookmark31)] or CCS [[15](#_bookmark38)]) cannot freely interchange their synchronous and asynchronous versions, though the latter ones are still Turing powerful [[7](#_bookmark31),[4](#_bookmark28)].
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# A Omitted Proofs

To prove full abstraction results for the encodings of *L* s

p,c,pm

a p,c,pm

in *L*

and of

s p,d,pm

*L*

a p,d,pm

, we rely on a well-know up-to proof-technique for weak (barbed)

bisimulation [[24](#_bookmark46)], i.e. the *up-to expansion* technique. Intuitively, an expansion

in *L*

relates two weakly barbed equivalent processes by taking into account the number of their *τ* -steps; roughly speaking, if *P* *Q*, then *P* ∼= *Q* but *P* ‘has more’ *τ* -steps than *Q*.

However, we are interested in proving relations closed only under translated contexts for a fixed encoding function **[** · ]] : L1 → L2; moreover, we want to precisely count the difference between the *τ* -steps of the processes related by an expansion. Thus, we shall slightly adapt the definition of the expansion preorder [[1](#_bookmark25)], as follows. There, we use *tr* to denote the strong version of translated barbed equivalence,

i.e. the relation defined like in Definition [4.2](#_bookmark11) with ↓ in place of ⇓ and −−*τ*→ in place of =⇒ everywhere.

Definition A.1 [Translated one-step expansion] Given an encoding function **[** · ]] : L1 → L2, *tr* is the largest preorder between L2-processes such that, whenever *P* *trQ*, it holds that

* + *P* −−*τ*→ *P* ' implies that either *Q* −−*τ*→ *Q*' for some *Q*' such that *P* ' *trQ*' or

*P* ' *trQ*;

* + *P* −−*α*→ *P* ', where *α* can be consumed by a translated process, implies that

*Q* −−*α*→ *Q*' for some *Q*' such that *P* ' *trQ*';

* + *Q* −−*τ*→ *Q*' implies that either *P* −−*τ*→ *P* ' for some *P* ' such that *P* ' *trQ*' or

*P* −−*τ*→ −−*τ*→ *P* ' for some *P* ' such that *P* ' *trQ*';

* *Q* −−*α*→ *Q*', where *α* can be consumed by a translated process, implies that either *P* −−*α*→ *P* ' for some *P* ' such that *P* ' *trQ*' or *P* −−*τ*→ −−*α*→ *P* ' for some *P* ' such that *P* ' *trQ*'.

When notationally convenient, *P* *trQ* could be also written as *Q* *trP* . The first crucial property of *tr* is that it preserves and reflects divergence, as proved below.

Proposition A.2 *If P* *trQ then P diverges if and only if Q diverges.*

Proof. The proof simply follows from Definition [A.1](#_bookmark49), once observed that *tr* pre- serves and reflects divergence.

The second crucial property of *tr* is that translated barbed bisimilarity and equivalence up-to translated expansion (defined below) coincide with translated barbed bisimilarity and equivalence, respectively.

Definition A.3 Fix an encoding **[** · ]] : L1 → L2.

* A symmetric relation ঩ between L2-processes isa *translated barbed bisimulation up-to expansion* if, for every (*P, Q*) ∈ ঩, it holds that
  1. *P* ↓*tr* implies *Q* ⇓*tr*, and

*o o*

* 1. *P* −−*τ*→ *P* ' implies *Q* =⇒ *Q*', for some *Q*' such that *P* ' *tr*঩ *trQ*'.
     + *tr*

~

*Translated barbed bisimilarity up-to expansion*, =

barbed bisimulation up-to expansion.

, is the largest translated

* *P* and *Q* are *translated barbed equivalent up-to expansion*, written *P* ∼= *tr Q*, if

∼• *tr*

and only if C[*P* ] = C[*Q*], for every context C[·] resulting from the translation

of a L1-context via **[** · **]** extended with [[ [·] ]] [·].

•

* *tr*

~

Proposition A.4 (i) *If P* =

(ii) *if P* ∼= *trQ, then P* ∼= *trQ.*

*Q, then P* ∼= *trQ;*

Proof. For the first claim, it suffices to prove that relation {(*P, Q*) : *P* *trP* ' ∼= *trQ*' *trQ*} is a translated barbed bisimulation; this follows straightfor- wardly from Definitions [A.1](#_bookmark49) and [4.2](#_bookmark11). The second claim is an easy corollary of the first one.

•

We are now ready to prove full abstraction and divergence freedom for the encodings presented in the body of the paper. They rely on a slightly enhanced version of the operational correspondence property presented in Definition [4.4](#_bookmark13).

Lemma A.5 *Consider the encoding* [[ · ]] : *L* s

p,c,pm

a p,c,pm

s p,c,pm

*-process*

*P. Then,*

−→ *L*

*and a L*

*τ* '

1. *P*

−−*τ*→ *P* '

*implies that* [[ *P* ]]

==⇒ [[ *P* ]]*;*

1. [[ *P* ]]

−−*τ*→ *Q implies that P*

−−*τ*→ *P* ' *for some P* ' *such that Q* *tr*[[ *P* ' ]]*.*

Proof. Both claims are proved by a simple induction over the inference of

the −−*τ*→ in their premise. For the second claim, it is crucial to note that

(*νc*)(*c*⟨⟩ | *c*()*.P* ) *tr P* , whenever *c* ∈*/* Fn(*P* ).

−→ *L*

*and a L*

s

Theorem A.6 *Consider the encoding* [[ · ]] : *L* s

p,c,pm

a p,c,pm

p,c,pm*-*

*process P. Then, P* ∼= *tr*[[ *P* ]]*.*

•

Proof. We prove that {(*P,* [[ *P* ]])} is a translated barbed bisimulation up-to trans- lated expansion. By definition of **[** · **]**, it holds that *P* ↓*o* if and only if **[** *P* ]] ↓*o*.

*τ* '

If *P* −−*τ*→ *P* ' then, by Proposition [A.5](#_bookmark52)(1), **[** *P* ]] ==⇒ [[ *P* ]]. Finally, if **[** *P* ]] −−*τ*→ *Q*,

then, by Proposition [A.5](#_bookmark52)(2), *P* −−*τ*→ *P* ' and *Q* *tr*[[ *P* ' **]**; because of Proposition [A.4](#_bookmark51),

this suffices to conclude.

Corollary A.7 (completing Theorem [5.1](#_bookmark16)) *The encoding* [[ · ]] : *L* s −→

p,c,pm

a p,c,pm

*L*

*enjoys full abstraction w.r.t. translated barbed equivalence and does not*

*introduce divergence.*

Proof. Full abstraction w.r.t. translated barbed equivalence easily holds by The-

•

orem [A.6](#_bookmark53) and transitivity of ∼= *tr*. The fact that **[** · **]** does not introduce diver-

gence is proved by building up a divergent computation for every *P* such that

[[ *P* ]] −−*τ*→*ω*. This is an easy task, thanks to Lemma [A.5](#_bookmark52)(2): indeed, if **[** *P* ]] diverges,

then **[** *P* ]] −−*τ*→ *Q*, for some *Q* that diverges. Then, we can find a *P* ' such that

*P* −−*τ*→ *P* ' and *Q* *tr*[[ *P* ' **]**; because of Proposition [A.2](#_bookmark50), also [[ *P* ' ]] diverges. Thus, *P*

reduces to a process whose encoding diverges; by iterating this reasoning arbitrarily, we can conclude that also *P* diverges.

We now prove similar results for the encoding of *L* s

p,d,pm

a p,d,pm

; however,

since the encoding changes the barbs of any translated process (remember that every

in *L*

source language input/output of arity *k* is translated in a (*k* + 2)-ary input/output), an analogous of Theorem [A.6](#_bookmark53) cannot hold. This makes the proof of full abstraction slightly more complex; on the contrary, divergence freedom is proved exactly in the same way (thus, we shall not mention it anymore).

−→ *L*

*and a L*

s

Lemma A.8 *Consider the encoding* [[ · ]] : *L* s

p,d,pm

a p,d,pm

p,d,pm*-*

*process P. Then,*

*τ* '

* 1. *P*

−−*τ*→ *P* '

*implies that* [[ *P* ]]

==⇒ [[ *P* ]]*;*

* 1. [[ *P* ]]

−−*τ*→ *Q implies that P*

−−*τ*→ *P* ' *for some P* ' *such that Q* *tr*[[ *P* ' ]]*.*

Proof. Like the proof of Lemma [A.5](#_bookmark52), but relying on the fact that

(*νc*)(⟨*c*⟩ | ( *c*’)*.P* ) *tr P* , whenever *c* /∈ Fn(*P* ). Indeed, (*νc*)(⟨*c*⟩ | ( *c*’)*.P* ) −−?→*c/* ,

(*νc*)!*c*

whereas (*νc*)(⟨*c*⟩ | ( *c*’)*.P* ) −−−−→ ; however, there exists no translated process

able to exhibit a trace *ρ*·?*c* without having *c* ∈ Bn(*ρ*). Thus, (*νc*)(⟨*c*⟩ | ( *c*’)*.P* ) ↓*tr*

*o*

cannot hold and this suffices to conclude.

Theorem A.9 *Consider the encoding* [[ · ]] : *L* s

p,c,pm

a p,c,pm

•

−→ *L*

*; then,* [[ · ]] *is*

*fully abstract w.r.t. translated barbed bisimilarity, i.e. P*

•

[[ *P* ]] ∼= *tr* [[ *Q* ]]*.*

∼= *Q if and only if*

Proof. For the “only if” part, we prove that

঩ {([[ *P* ]]*,* [[ *Q* ]]) : *P* ∼= *Q* }

•

is a translated barbed bisimulation up-to *tr*. Let **[** *P* ]] ↓*tr*

*OUT*

*k* (the case for

[[ *P* ]] ↓*tr k* is similar); by definition of **[** · ]], *k* = *h* +2 and *P* ↓*tr h* ; then, *Q* ⇓*tr h*

*IN*

and hence **[** *Q* ]] ⇓*tr k*

*OUT*

. Let **[** *P* ]]

*OUT*

−−*τ*→ *P* ; then, by Lemma [A.8](#_bookmark54)(2), *P*

1

•

*OUT*

−−*τ*→ *P* ' and

*P*1 *tr* [[ *P* ' **]**. Then, *Q* =⇒ *Q*' and *P* ' =∼ *Q*'; by Lemma [A.8](#_bookmark54)(1), this implies that [[ *Q* ]] =⇒ [[ *Q*' ]] and (*P*1*,* [[ *Q*' ]]) ∈঩ up-to *tr*.

For the “if” part, we prove that

঩ {(*P, Q*) : **[** *P* ]] =∼ *tr* [[ *Q* ]] }

•

is a barbed bisimulation. Let *P* ↓*tr k* (the case for *P* ↓*tr k* is similar);

*OUT*

*IN*

*OUT*

then, **[** *P* ]] ↓*tr k*+2

*OUT*

and, hence, **[** *Q* ]] ⇓*tr k*+2

. Let **[** *Q* ]]

*τ n tr*

*OUT k*+2

−−→ ↓

;

by induction on *n*, we now prove that *Q* ⇓*tr*

*OUT*

*OUT*

*k* , as desired. The base

case is trivial: **[** *Q* ]] ↓*tr*

*OUT*

*OUT k*+2

*k*+2 implies *Q* ↓*tr*

*k* . For the inductive case, let

[[ *Q* ]]

−−*τ*→ *R* −−*τ*→ *n* ↓*tr*

; by Lemma [A.8](#_bookmark54)(2), *Q* −−*τ*→ *Q*' and *R* *tr* [[ *Q*' ]]. By

definition of *tr*, [[ *Q*' ]] conclude.

*τ m tr*

*OUT k*+2

−−→ ↓

, for *m* ≤ *n*, that, by induction, allows us to

Finally, let *P* −−*τ*→ *P* '; by Lemma [A.8](#_bookmark54)(1), this implies that **[** *P* ]] =⇒ [[ *P* ' ]] that in

•

turn entails **[** *Q* ]] =⇒ *R* and **[** *P* ' ]] =∼ *tr R*. Let **[** *Q* ]] −−*τ*→ *nR*; by induction on *n* we now

prove that *R* *tr* [[ *Q*' ]], for some *Q*' such that *Q* =⇒ *Q*'. This suffices to conclude,

•

•

since (*P* '*, Q*') ∈ ঩ (thanks to *tr* ⊆ ∼= *tr* and transitivity of

∼= *tr*). The base case

is trivial, since *R* = **[** *Q* **]**. For the inductive case, let **[** *Q* ]] −−*τ*→ *R*' −−*τ*→ *nR*; by

Lemma [A.8](#_bookmark54)(2), *Q* −−*τ*→ *Q*'' and *R*' *tr* [[ *Q*'' **]**. By definition of *tr*, [[ *Q*'' ]] −−*τ*→ *mR*,

for *m* ≤ *n*, that, by induction and transitivity of *tr*, allows us to conclude.

Corollary A.10 (completing Theorem [5.2](#_bookmark17)) *The encoding* [[ · ]] : *L* s −→

p,d,pm

a p,d,pm

*L*

*enjoys full abstraction w.r.t. translated barbed equivalence and does not*

*introduce divergence.*