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Abstract

In addition to static structures, the Unified Modelling Language (UML) supports the specification of dynamic properties of objects by means of statechart and sequence diagrams. Moreover, the upcoming UML 2.0 standard defines several kinds of actions to specify invocations, computations and the access of structural features. The formal specification technique compositional Temporal Logic of Actions (cTLA) provides for modular descriptions of behavior constraints and its process composition operation corresponds to superposition. Furthermore, cTLA facilitates the selection of an arbitrary subsystem of a complex specification which is composed of processes. We introduce an approach for formal-based refinement verifications of detailed UML models which fulfill more abstract ones. In a first step of the verification, the abstract and the detailed model are transformed to cTLA specifications. Thereafter, we can prove that the cTLA specification of the more detailed model implies the cTLA description of the more abstract one by application of the model checker TLC (Temporal Logic Checker).

*Keywords:* UML, statecharts, sequence diagrams, compositional Temporal Logic of Actions, cTLA, TLC.

# Introduction

UML (Unified Modeling Language) [[5](#_bookmark20)] is the defacto standard for the speci- fication of software under the care of the OMG (Object Management Group)
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since 1997. The OMG is also responsible for the evolution of the UML. Mean- while several attempts have been started to form an executable version of UML (cf. e.g., [[29](#_bookmark44)]). Stephen Mellor and Marc Balcer [[26](#_bookmark41)] provided an xUML (exe- cutable UML) profile which supports the enaction of UML models by the aid of simulation tools. Moreover several companies (e.g. Kennedy Carter, Project- tech) developed tools which support the enaction and simulation of executable UML models. The executability of UML models is in particular of interest for the MDA (Model Driven Architecture) initiative (cf. e.g., [[22](#_bookmark37)]) started by the OMG two years ago, which has the aim to generate executable code from models specified in UML.

Our approach has stronger requirements on the correctness of models which are used as input for transformation and generation tools. The upcoming UML

2.0 standard [[21](#_bookmark36),[27](#_bookmark42),[32](#_bookmark45)] includes an improved action semantics and new seman- tical foundations for sequence diagrams and activity diagrams. Our former work concentrated on the formalization of UML 1.4 models using cTLA (com- positional Temporal Logic of Actions) as a foundation [[10](#_bookmark25),[11](#_bookmark26),[8](#_bookmark23)] in order to prove formally that systems are refined in a correct fashion. cTLA [[16](#_bookmark31)] is a specification technique based on Lamport’s TLA (Temporal Logic of Ac- tions) [[23](#_bookmark38)] with a strong emphasis on constraint-oriented modelling and com- position of specification blocks which are described in a process-like notation. The ability to compose arbitrary processes to subsystems facilitates the specifi- cation of interesting properties — even, if the specified system has a remarkable complexity — in an acceptable amount of time.

Moreover, cTLA supports refinement proofs verifying that a system ful- fills certain properties. Due to the compositional structure of cTLA system definitions, a verification can be reduced to relatively easy provable lemmas (cf. [[16](#_bookmark31)]) each stating that a — usually small — subsystem realizes a single cTLA process describing a certain aspect of the property as well as some — normally trivial — consistency checks.

The structured verification is a basis for so-called specification and verifica- tion frameworks supporting specification and verification in certain application domains. At first, a framework contains libraries of cTLA processes which may be instantiated and composed in order to create specifications of systems and properties in a rather easy fashion. At second, the framework contains theo- rems proven by the framework designers which correspond directly to the proof steps of a structured verification. Thus, a refinement proof can be performed by selecting suitable theorems and by performing some simple consistency checks which can also be supported by a tool (cf. [[18](#_bookmark33)]). We already created frame- works for the domains of communication protocol verification [[15](#_bookmark27),[16](#_bookmark31)], hazard analysis of technical processes [[17](#_bookmark32)], and verification of security properties of component-structured software [[14](#_bookmark28)].
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Fig. 1. The class model of the abstract Controller

Besides of the frameworks, which are beyond the scope of this article, one can also perform refinement proofs by means of model checks if the space of the reachable system states does not exceed a certain finite number (cf. [[1](#_bookmark16),[24](#_bookmark39)]). The advantage of model checker application to the frameworks is that the proofs can be performed in a highly automated fashion. Since UML-based system descriptions tend to describe systems in a relatively abstract manner, we ex- pect that the modeled state space of many real-life systems can be handled by a model checker. Therefore we decided to apply the powerful checker TLC (Temporal Logic Checker) [[24](#_bookmark39),[33](#_bookmark46)], to perform the refinement proofs. Tools for the transformation of UML specifications into cTLA [[9](#_bookmark24),[11](#_bookmark26)] and of cTLA spec- ifications into TLA [[19](#_bookmark34)] exist. The transformation utilizes the compositional features of cTLA extensively since a UML diagram can be transformed into a separate cTLA process. Our approach complements a lot of other approaches formalizing UML diagrams by formal models (cf. [[25](#_bookmark40),[28](#_bookmark43),[30](#_bookmark47),[31](#_bookmark48)]) which, however, do not use compositionality in the way explained in this paper.

We adapted our formalization to the upcoming UML 2.0 standard since the improved action semantics (which was introduced in UML 1.5) and the compo- sitional aspects of sequence diagrams facilitate the transformation into cTLA processes. Based on these new semantical features we redefined our transfor- mation rules from UML diagrams to cTLA processes fostering the generation of very compositional cTLA system descriptions which facilitate the carrying out of suitable refinement proofs by means of the model checker TLC. In order to stay within the boundaries of this paper, we had to restrict ourselves into sketching the process of transforming a UML model into the corresponding cTLA processes and to verify some example properties.

In Secs. 2 to 4, we explain the UML 2.0 statecharts, sequence diagrams, actions, and activities. After an introduction to cTLA in Sec. 5, we focus on the transformation of statechart diagrams and sequence diagrams into cTLA in Secs. 6 and 7. Finally, we sketch the steps of an example proof in Sec. 8.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAABFCAYAAAC7UJ3SAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFjElEQVRYhe3Za1BUVRwA8P8598Iub+/ycnm4DAo+SEEImVJHJ4EJG7XM/FCZpTmpgIOgpTaVTR8oDdThpWlqk+OHUqYxFb1Ag5MpYJkgCBosuzxVRIQVdmHvvf8+yDqAC+wi24dm/zP/D3vP2f9v7uPcc+69BBFhpDA0tQRqD+Sl6CqqwrsqbkZIHZ2e5vqxSt82bl5UmVdCXIH/+jVHCKWSuX7EHIaSRJsPHt10+5Mv9hj1BqcGEKFeMhINitAAT1IPCNOAgenAQghhIIyRiZMlYLgli4peOJ67Vu6nbH22MOKQ1N2qnVk6P/4KTzlMp26SL1AEAItyKTjiWUYhFimCHt775dyK4bWH/Gg6dOwjXubdn88qxDhwtBgZnAFAMZfxEHnKYW3qrkyzmK66ZhYv8+5PJ644Cci4IFOyALiFOCNPOXxwsTh+CCaJIr36ctzVfFYhejwnZEoHAPyB5cRL0+bWCXq9/CnWmHM4kaccxo7z0I2UkcAiTzms/2rPZ4gI0KttmlLo6teTTt2kiYRMuYu4IC/37eupbwhm1jDOn3dcLl24U9KRHhh5zI03boEAK9CRUAkZqrtxM0INItwDs+PwuaMDEOpQILrKqnDaVVEVoZaMxCbSQKhRIN2V1XOo9LBT0YCiLS3QoAjSo65JFACgAWyMDdT/7zGDDa7CwWGqTwEApgJjU8xUnwIAhAJrUyxkoD5lfL3vTSe23bNQwgDj7dlOFTHRpbMYmW1G9EDMZBwlLjqqnHolxBYoJaAJ4GgTaDE4QIBEqOerSy6AJIq0fMny4rOsQgywYla2JDkgmM8qxCsxr5RLgsAAIoK+ucW/iFN15jIeIjuB2G7iirzct+9xze0ZQ2bqu6fPrOQph8nEGR0mAHodZMhTDjWZOalm1yA1KTv285TDYywnRgA77kO3m7giTzm8Fv8GLwkCYxZDRGg/X5hQEhyu5imHO4gLKqxYJiwCB8xnFSIv9+nTZGSnDYYQ0fy6UTQY5JpvDuxQf525s18Q2H8kgTSgQDQoggZE0IIIBkAIBgZCgIVQwsBMxlEKlAh1jZ57bc7xvPdcZoTWDq9rFjNFb516WuOBgyndlVXh3ZXVc7Bb525qQwAwTYLUU9HBRUeWeyXEFgRsXJdHWVYwV29UbHAgIulru6v8IzSqzmNeVBm3aMElt4jZf7tHhf8l8/drIYSMXWj4ORsri90DdbVpn2ZY+z9EfHIj/q/CjtkxO2bH7Jgds2N2zI79v7Cm3COJtckfZ1tTyNDa5nc9YdVF3c1bs63CDC1t/k1532/urW+YainWlPXdlo6ikljGxbnHKmxK0oYswrKCdl9uqiWQoNO5NR86ttF35bLTzsFBaqswmXJym/Kd1Sdaj5/8oP9Bh9dYWMvRE+uFrm4PVWpixmj9RrxAVKmJGZJe79R88Oim0QpIRqND4/68rZMWvvS7R8yLZePCXMNmVHstjTvfmH04WdTrnUbqd//0mVWGxuYpQWnJe0eDRsUAAFSpSd8a2x94t534aY25dkQkmozsbc7TQ257vRZ/7rkwbvGCErfI8OvazJw0lKRn+naWXF6su14RqUpNzBjp+4vFGCEEg7Yl7+29Uxfa/uuFZcPbNRlZ2x19vO8r313941jQmBgAgM+by0/JVYFabWb2tsHbH1fXhnUUFCUEJm3IYuRyw4RglGUFVcqmfY8uly7oKvszxrRdm5mTRp2c9AEb1+VZAgGAZc/Uxu5ut98UQZ033lp7qtg9UFf59ocnC2U+/TVJ27Oteaa2uOOdnV+m84xCKnL1f1wo8+nnWU+xp0491SaYobVNWSjz6S+U+fTzlMMbq9//2WZvC0y3MDQaHQAAVFs3j3prGvc5e/qNraomjHfwEq6Ez68Yz3uQfwFQ8rapY6WdxgAAAABJRU5ErkJggg==)![](data:image/png;base64,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)

init

loop

sleep

wait

stopped

end

restart

return

/ getValue

waitActuator waitSensor

/ setValue(newVal)

return(val) / compute

valuesComputed

Fig. 2. The statechart of the abstractController class

# Statecharts in UML 2.0

In UML models, states can be used to define attributes of an object and its behavior in a rather fine-grained way. Here, we apply them in a more abstract fashion in order to model the current situation of an object and its reaction on incoming events. Fig. [1](#_bookmark0) shows an example class-diagram describing a controller for a technical process which gets input from a sensor and forwards corresponding output values to an actor unit. As depicted in Fig. [2](#_bookmark1), a state description in UML 2.0 contains an unambiguous name. Moreover, one can define activity identifiers which are accompanied by the keywords *entry*, *exit* or *do* each. An activity (cf. Sec. 4) marked by *entry* is executed when the object enters the state containing the entry statement. Activities accompanied by *exit* are carried out when the state is left, whereas activities marked by *do* are triggered when an object remains in a particular state for a while.

In UML 2.0, transitions can be provided with a statement containing an event name, a guard condition, and an activity identifier. By the event name it is possible to specify a UML change event, call event, send event or comple- tion event. Change, call and send events are triggered by changing an object attribute resp. by execution of a call or a send action whereas a timed event refers to a certain real time constraint. A transition is executed if the spec- ified event occurs and the guard condition specified in the statement holds as well. In contrast, so called completion transitions or triggerless transitions depending on a completion event are carried out without an external trigger. A completion event fires if all transitions and entry resp. state activities in the currently active state are completed. It is preferred against other events in order to prevent deadlocks. Furthermore, one can allow the deferral of events.

If an event cannot be processed in the current state, it is stored in an event queue and can be used later. During the execution of a transition, the ac- tivity identified in the transition statement is carried out. Similar to Harel’s statechart diagrams [[12](#_bookmark29)], one can define so-called composite states from sub- states which can contain substates as well. A composite state can be a nested state corresponding to the OR-States in a statechart diagram. If an incoming transition of the nested state is fired, exactly one of its substates gets active. The other kind of a composite is a concurrent state which corresponds to an AND-state in a statechart diagram. Here, the substates carry out transitions concurrently. A special class of states are pseudostates which have to be left immediately after being entered. Therefore, pseudostates must not contain *do* activities which are only executed if a state remains active for a while. Well-known pseudo-states are initial states. In contrast, final states are not pseudostates since an object remains in this state after reaching it. Another class are decision nodes which are used to model decision processes between alternating state-transition sequences. In nested states history states (e.g. the state H\*) can be applied to store the lastly visited substate of a nested state. By executing an incoming transition of a history state the substate stored by it is reached.

To model the processing of events and correspondingly, the selection of transitions UML 2.0 defines a special state machine which is based on the run- to-completion semantics. According to this semantics only one event may be processed at a point in time and the processing cannot be interrupted by other events. By special state configuration information the state machine describes which state resp. substates are currently active (cf. [[10](#_bookmark25)]).

# Sequence Diagrams in UML 2.0

In UML 2.0, sequence diagrams are strongly influenced by the current Message Sequence Chart (MSC) standard [[13](#_bookmark30)]. Sequence diagrams consist basically of object instances and their lifelines. Event occurrences may be found on a life- line and correspond to actions which are executed in an object. For instance, an action may represent the creation and the reception of a message. The occurrence of messages is described by the aid of traces. A trace consists of sequences of event occurrences *< E*1*, E*2 *... , En >*. In UML 2.0, it is possible to incorporate traces of foreign sequence diagrams into another diagram using the keyword *ref* and an identifier which refers to another sequence diagram. Moreover, one can compose sequence diagrams from other diagrams by ap- plication of so-called *CombinedFragments*. A *CombinedFragment* may contain so called *InteractionOperands*. That are special regions in the diagram where events may occur in arbitrary orders defining a set of alternate traces. The
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mode of interleaving between the events in such a region is determined by a special *InteractionOperator*. In the following, we will introduce two of the currently 11 defined InteractionOperators:

* + *seq*: This *InteractionOperator* determines that the *CombinedFragment* pro- vides a weak sequencing of the behavior of its *InteractionOperands*. Weak sequencing is defined on a set of traces which fulfill the following three prop- erties. Firstly, the order of event occurrences of each *InteractionOperand* is preserved in the result. Secondly, event occurrences on different lifelines which stem from different *InteractionOperands* may occur in an arbitrary order. Thirdly, the event occurrences on the same lifeline stemming from different *InteractionOperands* are sequenced with respect to the order of these *InteractionOperands*.
  + *strict*: The strict *InteractionOperator* implies that a *CombinedFragment* has a strict order of the event occurrences belonging to each *InteractionOperand*. The strict sequencing, however, is only enforced on the uppermost level of *CombinedFragment* with the operator strict. Thus, if the strict *Combined- Fragment A* contains another combined fragment *B*, the event occurrences of *B* will not be directly compared with those of *A*.

In the sequence diagram listed in Fig. [3](#_bookmark2), an interaction scenario is described. It contains two *CombinedFragments* the first of which is depicted in Fig. [4](#_bookmark3). The corresponding sequence diagram contains a *CombinedFragment* which is marked by the *InteractionOperator strict*. Thus, the event occurrences of this *CombinedFragment* have to keep a strict order.

**SD get**

**strict**

getValue

getValue

getValue

O4 : Sensor

O3 :

SensorAdapter

O2 :

SensorProxy

Fig. 4. The reused sequence diagram

# Actions and Activities in UML 2.0

Another major improvement of UML 2.0 is the new Action Semantics defining a meta-model for action based description languages [[32](#_bookmark45)]. In contrast to the traditional Object Constraint Language (OCL) it facilitates the description of dynamic behavior enabling the generation of implementation code from UML models. Actions are the fundamental units of executable functionality. The Action Semantics does not define a particular syntax for action statements but more abstract class definitions which can be realized by applying various different syntaxes. Two actions exchange data and object information via special input and output pins.

The UML 2.0 superstructure [[27](#_bookmark42)] distinguishes Invocation Actions, Read Write Actions, and Computation Actions. *Invocation Actions* are used to per- form operation calls and transmission of signals between objects. A relevant derived action is the so called *CallOperationAction* which transmits an opera- tion call request to a target object where it invokes an associate behavior. The operation call is completed by a reply transmission which is performed by a *ReplyAction*. A CallOperationAction may be carried out synchronously block- ing the caller until receiving the reply transmission. In contrast, if the action is asynchronous, the caller may proceed immediately and acts in concurrence with the invoked action. At the target object the receipt of an operation call triggered by a remote object is handled by an *AcceptCallAction*. This action produces a special output token which is used later to supply the results of the associated behavior to the ReplyAction returned to the caller. Other Invoca- tion Actions are used to send or broadcast signals to target objects in order

to carry out operations without reply transmissions and to transmit objects to target objects.

A *Read Write Action* is used to perform read and write access to structural features like object attributes and properties, to create and destroy objects, and to handle links between objects. Derivations are *Structural Feature Ac- tions* to handle access to structural features, *Object Actions* to manage the life cycle of an object, and *Association Actions* in order to operate on links and associations. An example of the first subclass is *ReadStructuralFeature* retriev- ing the values of a uniquely identified and not statical structural feature of a certain target object. So called Object actions are responsible for the creation and destruction of objects. A CreateObjectAction is an action which creates an object conforming to a class. The destruction of objects is performed using a DestroyObjectAction.

Finally, *Computation Actions* invoke primitive functions computing output values from input values without reading or writing other system resources.

A CreateObjectAction is an action which creates an object conforming to a class. The destruction of objects is performed using a DestroyObjectAction. The actions are incorporated into activities which define certain orders of action executions. In our current work, we concentrate on so called *Basic- Activities* which, in contrast to more powerful extensions, do not allow the concurrent execution of different actions. An activity is modelled in a Petri Net-like style containing nodes which are connected by edges forming a com- plete flow graph for data and control values. An activity model consists of three types of nodes: An *action node* is used to define an action operating on received control and data values and providing control and data to other ac- tions. *Control nodes* are used to coordinate control flow as well as data flow by routing control and data tokens through the graph. Finally, object nodes are applied to store both objects and data temporarily until they can be accepted

by an action.

Activity graphs may contain two kinds of directed edges connecting the activity nodes. On the one hand, *control flow edges* permit only the passing of control tokens between two actions. A control flow edge implies that the action at the target end of the edge (arrowhead) cannot start before the source action finishes. On the other hand, *object flow edges* describe the relations between output and input pins of subsequent actions. Only data tokens and objects are permitted to pass along object flow edges.

# cTLA

Leslie Lamport’s Temporal Logic of Actions (TLA, [[23](#_bookmark38)]) is a linear time tem- poral logic which describes safety and liveness properties (cf. [[2](#_bookmark17)]) of state tran-

PROCESS Adapter(data : ANY;

processCallFct : SET[data → data]; processReturnFct : SET[data → data]; callAdapterEvents : SUBSET(data))

BODY

VARIABLES

qu : queue of data;

sAdapter : {"init", "deqCall", "procCall", "called", "deqReturn", "procReturn"};

val : data;

sync : {"true","false"};

.. .;

∆

INIT =

sAdapter = "init" ∧ qu = empty ∧ sync = "false" ∧ .. .;

ACTIONS

∆

getCallProxy(value : data) =

' '

qu = insert(qu, value) ∧ sAdapter

∆

= sAdapter;

dequeueCall =

sAdapter = "init" ∧ sync = "false" ∧ qu /= empty ∧

'

head(qu) ∈ callAdapterEvents ∧ sAdapter = "deqCall" ∧

'

val

'

= head(qu) ∧ qu

∆

= tail(qu) ∧ Unchanged(sync);

processCall =

sAdapter = "deqCall" ∧ sync = "false" ∧

'

sAdapter

'

= "procCall" ∧ val

= processCallFct[val] ∧

Unchanged(qu,sync);

∆

callControl(value : data) =

sAdapter = "procCall" ∧ sync = "false" ∧ value = val ∧

'

sAdapter

'

= "called" ∧ sync

∆

= "true" ∧ Unchanged(val, qu);

callControlReply =

sAdapter = "called" ∧ qu /= empty ∧

sAdapter ' = "deqReturn" ∧ val ' = head(qu) ∧

'

qu

.. .;

'

= tail(qu) ∧ sync

= "false";

WF : dequeueCall, processCall, callControl, .. .; END Adapter

Fig. 5. cTLA process of the adapter object in the design pattern

sition systems by means of canonical formulas. cTLA (compositional TLA, [[16](#_bookmark31)]) is based on TLA, but enables the suitable specification of systems in the notation of processes omitting canonical parts of TLA specifications. In partic- ular, it enables the composition of system descriptions from implementation- oriented processes, constraint-oriented processes, and combinations. Process composition in cTLA has the character of superposition (cf. [[3](#_bookmark18)]). Here, a rele- vant property of a process or a subsystem is also a property of the embedding system. Therefore structured verification is possible (i.e., a proof that a system has a property can be reduced to the verification that a subsystem fulfills the property). A cTLA process acts as a modular specification component and a system can be specified by a set of coupled processes. A process has either the form of a simple process or of a process composition. Simple processes refer directly to state transition systems and can represent implementation parts as well as logical constraints. Fig. [5](#_bookmark4) depicts the simple cTLA process type Adapter which is used in our verification example (cf. Sec. [8](#_bookmark13)). In the header, the process type name and generic module parameters (e.g., processCallFct)

are declared. The parameters facilitate the specification of a spectrum of sim- ilar but different processes by a single process type. The body of the process type defines the state transition system modelling a process instance. The state space is specified by state variables like qu, sAdapter, val, and sync. The initial condition INIT refers to state variables and defines the set of initial states (i.e., sAdapter initially has the string value "init"). The state transi- tions are specified by actions (i.e., getCallProxy). An action is a predicate on a pair of a current and a successor state modelling a set of state transitions. The state variables referring to the current state are described by ordinary variable identifiers (i.e., sAdapter) while variables referring to the successor state occur in the so-called primed form (i.e., sAdapter’). An action may be supplemented by action parameters (e.g., var). The next state relation of the modelled state transition system corresponds to the disjunction of the actions. Liveness constraints in cTLA are modelled by means of fairness assump- tions on actions. The specification in Fig. [5](#_bookmark4) contains a new construct WF listing some action names (e.g., dequeueCall). It declares that the corresponding ac- tions have to be executed “weak-fairly” for all defined action parameters (i.e., a weak-fair action has eventually to be performed if, otherwise, it will be con- tinuously enabled for an infinite period of time). Similarly, by the construct SF one can define “strong-fair” actions which have even to be executed if they are disabled from time to time. In order to guarantee the superposition prop- erty of cTLA, the fairness constructs are conditional. They force an action only if for a certain period of time both the action itself was enabled and the process environment does not block it. Due to these conditional fairness as- sumptions the fairness properties of local processes cannot be spoiled by the process environment guaranteeing that all composed systems describe a realiz- able behavior. A disadvantage of this definition, however, is that it is harder to check if the conditional fairness assumptions assure the desired system liveness properties. Nevertheless, one can overcome this problem by adopting a certain specification style guaranteeing that a fair process action is only blocked by the environment in system states if it is disabled locally, too. In our appli- cation example, this property holds trivially for nearly all of the fair actions since they are coupled only with other actions which are always enabled. For the remaining cases one has to prove the property by means of an invariant

verification.

Systems and subsystems are described as compositions of concurrent pro- cesses. As in the ISO/OSI specification language LOTOS [[20](#_bookmark35)], a set of pro- cesses interact in a rendezvous-like way by performing actions jointly, and the data parameters of the actions can model the communication of values be- tween processes. Each process encapsulates its variables and changes its state by atomic execution of its actions. The system state is the vector of the process

PROCESS concreteComposition

(Sdata : ANY;

aSprocCallFct : SET[data → data]; aSprocReturnFct : SET[data → data];

.. .)

PROCESSES cT : concreteController(.. .); cS : concreteSensor(.. .); cA : concreteActor(.. .); pS : Proxy(.. .);

aS : Adapter(Sdata, aSprocCallFct, aSprocReturnFct); pA : Proxy(.. .); aA : Adapter(.. .);

sd : SequenceDiagram;

ACTIONS

getCallSensor(value : Sdata; actionInfo1 : String;

∆

actionInfo2 : String) =

aS.callControl(value, actionInfo1) ∧ cS.getCallAdapter(value, actionInfo2) ∧ sd.possibleMessageOfSD(actionInfo1, actionInfo2) ∧ cT.stutter ∧ cA.stutter ∧ pS.stutter ∧ pA.stutter ∧

aA.stutter;

getCallSensorReturn(.. .) =∆

.. .;

.. .;

END

Fig. 6. Process type concreteComposition

state variables. State transitions of the system correspond to simultaneously executed process actions or to so-called process stuttering steps (i.e., the pro- cess does not change its state). Since, moreover, a process participates in a system action either by exactly one process action or by a process stuttering step, one can define a system action by a conjunction of process actions and stuttering steps. In consequence, concurrency is modelled by interleaving while the coupling of processes corresponds to joint actions. The fairness assumption of a process action is inherited by the system action to which it is coupled. The design of cTLA process types as well as the composition of processes to systems and the transformation to TLA is supported by a compiler tool [[19](#_bookmark34)]. An example of a compositional cTLA process is depicted in Fig. [6](#_bookmark5). In the section PROCESSES, instances of cTLA process types are listed (e.g., in the ex- ample an instance aS of the process type Adapter introduced in Fig. [5](#_bookmark4)). The coupling of process actions to system actions is defined in the part ACTIONS. For instance, the system action getCallSensor is coupled from the action callControl of process aS, the action getCallAdapter of process cS, and the action possibleMessageOfSD whereas the other processes of the system per- form so-called stuttering steps in which their local variables are not changed.

# Transformation of statecharts and actions into cTLA

The transformation of statecharts to cTLA processes was already described in [[10](#_bookmark25)]. The basic idea is to create a separate cTLA process for the state machine of each UML class. Instances of the cTLA process specify the behavior of

each object instantiated from the corresponding UML class according to its statechart diagram. Our transformation of a statechart to a cTLA process is based on the concept of run-to-completion semantics (cf. [[6](#_bookmark21)]) which assumes that only one thread of control is active in an object at a certain point of time. This concept forces the interleaving of concurrent processes.

The transformation is performed in two steps. At first, we flatten a state chart to another state chart containing only simple states and pseudostates. This is done by application of graph grammars (cf. [[7](#_bookmark22)]). In this step, we also consider the actions defined in a state. Actions of entry activities are shifted to every activity of an ingoing transition. In contrast, an action of an exit activity belonging to a state is shifted to every activity of an outgoing transition. Do activities are not supported since they invoke concurrent computations which can be interrupted at any point of time. This, however, violates our assumption of run-to-completion semantics for a state machine.

Moreover, by this transformation, we solve conflicts between transitions in an active state. According to the firing priorities of the UML (cf. [[27](#_bookmark42)]), we extend the guards of the lower priority transitions. In consequence, in the flattened statechart a transition *t* is only enabled if all other transitions, which in the original statechart are in conflict with *t* and have a higher priority, cannot be executed.

At second, we transform the flattened state chart into a cTLA process. Since this state chart corresponds to a simple state transition system, this transformation is straightforward. The states are modelled by a cTLA vari- able and the transitions by cTLA actions. As an example of a cTLA process resulting from a transformation, we depicted the process Adapter in Fig. [5](#_bookmark4). The variable sAdapter list the various states of the flattened statechart as Strings while the transitions between these states are specified by actions. A cTLA action (e.g., processCall) checks the currently active state and guard in the predicate and sets the value of the state variable sAdapter to the suc- ceeding state. Non-determinism of UML transitions can be directly mapped to the cTLA actions. If two transitions of the flattened state chart are enabled non-deterministically, their two cTLA action representatives are also enabled in the same state.

Besides of transforming states and transitions, we have to consider other parts of a statechart. Each attribute of a class is transformed into a variable of the cTLA process representing a corresponding object. For instance, an attribute *val* of the statechart is represented by the variable val in the cTLA process Adapter. Moreover, the cTLA process representing an active object contains a queue qu handling concurrent calls. A cTLA action describing a UML transition with a trigger (e.g. dequeueCall), has an additional conjunct (head(qu) ∈ callAdapterEvents) which checks if the appropriate event is

contained in qu. A state variable sync used to block an object initiating a synchronized calls. Moreover we introduced the state variable lifecycle describing the lifecycle state of an object [3](#_bookmark8) . Possible values of lifecycle are unborn, alive, and dead. Unborn and dead objects are neither able to compute a result nor to take part in an interaction. Moreover, for every pin of an action we added a set of state variables. One variable is used to store the data transferred via the pin. For the sake of simplicity, we restrict the range of pin types to simple data types. Another variable states if the pin is currently filled by a data or control value.

In the UML2.0, an activity is modelled by a kind of Petri Net. Since a Petri Net corresponds with a state transition system, it can be transformed relatively easily to corresponding cTLA variables and actions. As outlined in Sec. 4, we currently restrict ourselves to so called *BasicActivities* (cf. [[27](#_bookmark42)]) using actions which are connected by their object and control flow edges permitting no concurrent flow between actions. This basic level of activity modelling supports the description of traditional sequential flow charts including decisions and merges. Moreover, we assume that a well formed activity is completed by an *ActivityFinalNode* which is connected to the final actions of an activity. Thus, in cTLA one can model a transition linked with an activity by two cTLA actions. The first describes the control flow from the previous state of the transition to the initial state of the activity while the other forms the link between the *ActivityFinalNode* and the transition’s next state.

The UML actions are transformed within the context of the transformation of their corresponding activities. An action is extended by statements which are responsible for removing data and control values from the state variables representing the input and output pins as well as the control edges of an action (cf. Fig. [5](#_bookmark4)). The transformation of an UML action is handled based on its scope. Read and Write Actions as well as Computation actions have only local scope whereas invocation actions have access to other objects. For each UML action with local scope it is sufficient to introduce a new cTLA action transforming the semantics of the UML action and describing its access to its input and output pins as well as its incoming and outgoing control edges. An example in the cTLA process Adapter is the Computation Action processCall which modifies the variable val coupled with the action’s input and output pins.

Read Write Actions reading or writing structural features can also be trans- formed into a single cTLA action each. This action models the assignment of a value from the corresponding attribute to the corresponding pin and vice versa. Moreover, CreateObjectActions and DestroyObjectActions are supported by

3 In Fig. [5](#_bookmark4), we omitted this and the remaining variables in order to save space.

cTLA actions that change the value of the state variable lifecycle if the cre- ation and destruction of objects is handled in the corresponding UML model. The cTLA action which creates an object sets the value of the state variable lifecycle to alive if it has the value unborn. An additional action is used to change the value of lifecycle to dead if an object has to be destroyed and the value of lifecycle is alive.

Invocation actions have to reflect that they are coupled with other actions in a peer object. In consequence, the corresponding cTLA action will be cou- pled with another action in a different process modelling the peer behavior. For instance, in a cTLA system specification a cTLA action representing a *CallOperationAction* of a calling object will be coupled with the cTLA action modelling the corresponding *AcceptCallAction* of the called object, which en- queues pending calls to the queue of the called object. For instance, in the sys- tem specification concreteComposition in Fig. [6](#_bookmark5) the action getCallSensor models an operation call of the adapter to the sensor. Here, the process action callControl of the adapter describing a *CallOperationAction* is coupled with the process action getCallAdapter in the sensor specifying the correspond- ing *AcceptCallAction*. The two linked process actions have to carry identical action parameters modelling the arguments of the operation call.

Similar to an operation call, the corresponding operation reply is also mod- elled by two coupled cTLA actions. In the UML, however, an incoming reply transmission is accepted by the same CallOperationAction which also trig- gered the initial call. Since this non-atomic behavior cannot be specified by a single cTLA action, we describe CallOperationActions by two cTLA ac- tions modelling the execution of an operation call resp. the acceptance of the reply transmission. In the process Adapter the actions callControl and callControlReply are both used to model a single CallOperationAction.

# Transformation of UML 2.0 sequence diagrams

Each UML sequence diagram is transformed into one instance of the cTLA process type *SequenceDiagram* which is depicted in Fig. [7](#_bookmark10). In particular, the transformation tool computes the set of all total traces permitted by the se- quence diagram and instantiates the generic module parameter *SetOfTraces* with it. In the cTLA process type, a trace is represented as a sequence of strings. Each string represents an occurrence of an object and is composed of the object name, a dot used for separation and the name of the action asso- ciated with the event occurrence (e.g., ”O2.getValue” represents the CallOp- erationAction *getValue* on the lifeline of *O2*). In order to model the sequence diagram’s behavior, we, moreover, use the set of all legal partial traces which is specified by the constant *SetOfPossibleTraces*. The set of partial traces cor-

PROCESS SequenceDiagram(SetOfTraces : SUBSET(Sequence)) CONSTANT

setOfPossibleTraces : SUBSET(SetOfTraces)

∆

= UNION {

{SubSeq(d, 1, 2) : d ∈ setOfTraces},

{SubSeq(d, 1, 3) : d ∈ setOfTraces}, ... };

VARIABLES

currentTrace : Sequence;

INIT

∆

= ∧

currentTrace = << >>;

ACTIONS

∆

possibleMessageOfSD(EventOccurrence1, EventOcurrence2) =

currentTrace ◦

<< EventOccurrence1, EventOccurence2 >>

∈ setOfPossibleTraces ∧

'

currentTrace = currentTrace ◦

<< EventOccurence1, EventOccurence2 >> ∧

END

Fig. 7. Process type SequenceDiagram

responds to the union of all subsequences of *SetOfTraces* which are described by the cTLA operator *SubSeq* [4](#_bookmark11) . Moreover, the cTLA process introduces a variable *currentTrace* modelling the partial trace of events which already took place during the system execution. An interaction between two UML objects or between two UML actions of the same object is specified by the action *possibleMessageOfSD*. Its action parameters *EventOccurrence1* and *EventOc- currence2* describe the events taking place during firing the interaction. The enabling condition of *possibleMessageOfSD* states that the action may only be executed if the two events corresponding to the interaction lead to a partial trace of occurred events which is permitted by the sequence diagram. The new trace of events is stored by the variable *currentTrace*.

In the UML, sequence diagrams are used to describe the interaction of ob- jects. Thus, they form a link between the state chart diagrams describing the behavior of the objects. In consequence, we use the cTLA representation of the sequence diagrams in order to model the interaction of the cTLA processes specifying the statecharts. Therefore, in cTLA processes modelling a complete system the cTLA action *possibleMessageOfSD* is coupled with the cTLA ac- tions of the process instances representing the corresponding UML actions and their events in the statecharts. In order to achieve correct compositions, we assume that the state machines are statically bound. Thus, the alphabets of the combined state machines can be mapped into each other.

In the example system outlined in Fig. [6](#_bookmark5), *possibleMessageOfSD* is coupled with the actions *callControl* of the process modelling the adapter and *get- CallAdapter* of the cTLA process specifying the concrete sensor. Each of these

4 The first argument of *SubSeq* describes the orignal trace *d*, the second argument indicates which string of *d* is the first element of the subtrace, and the third argument refers to the length of the subtrace.
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Fig. 8. The class model of the detailed Controller

two actions contains an action parameter *actionInfo1* resp. *actionInfo2* de- scribing the event occurrence related with the specified UML action. Since the action parameters have to be equal to the parameters of action *possibleMes- sageOfSD*, the two UML actions of the adapter and the concrete sensor may only take place if the related event occurrence can be tolerated by the sequence diagram.

# Verification

As an example for outlining the refinement verification of systems, we use a re- finement pattern for developing a distributed controller of technical processes. A refinement pattern describes the correct refinement of an analysis pattern by adding design-relevant information which is modelled in design patterns and classes. The particular refinement pattern consists of an analysis pattern describing the scenario of a controller, a sensor, and an adapter without in- cluding the communication aspects and a design pattern for creating the real controller. The UML class diagram in Fig. [1](#_bookmark0) describes the analysis pattern. It consists of an abstract controller class which in periodic loops asks an ab- straction of a sensor for certain values of the technical process. Based on this value, a setting of the actor, which is also modelled abstractly, is computed and forwarded to the actor. In contrast, the design pattern contains more detailed objects describing the controller, the sensor, and the actor. Moreover, it con- tains additional objects realizing the distributed communication between the controller and the sensor resp. actuator. At the node executing the controller, the sensor is represented by a special proxy object which maintains the data transfer to the server site. Here, the communication is realized by an adapter object which directly interacts with the proxy. Likewise, the communication with the actor is also performed by means of a proxy and an adapter object. The UML class diagram of the design pattern is listed in Fig. [8](#_bookmark12).

The goal of our verification is to prove that the refinement pattern per- forms only model transformations where the behavior of the derived more detailed UML specification does not contradict to the behavior of the original abstract UML description. For this purpose, we transform both UML models to cTLA specifications as outlined in Sec. [6](#_bookmark6) and [7](#_bookmark9). Thereafter, we perform

∆

qu = IF (pS.qu /= empty V pS.sProxy ∈ {"deqCall", "procCall"} V aS.qu /= empty V aS.sAdapter ∈ {"deqCall", "procCall"} V cS.qu /= empty

THEN << SensorCall >> ELSE empty;

Fig. 9. Extract of the refinement mapping for the example proof

a cTLA refinement verification proving that any state sequence modeled by the cTLA representatives of the design pattern is also state sequence specified by the cTLA processes describing the more abstract analysis pattern. This verification corresponds directly to our proof goal.

As an example for a cTLA specification, modeling a part of the design pat- tern, we use an instance of the cTLA process Adapter (cf. Fig. [5](#_bookmark4)) specifying the adapters of the sensor and actor in the design pattern. An adapter run is activated by receiving a call event from the proxy which is enqueued to the message queue (cTLA action getCallProxy). Thereafter, the event is read from the message queue and stored in the variable val (action dequeueCall). Afterwards, the event may be processed (e.g., certain communication-related computations are performed). This is modelled in the action processCall by means of the function processFct which is defined as a cTLA action parame- ter. In the next step, the processed value is handed over to the sensor (action callControl). Similarly, the other cTLA actions model the handling of the return of the call event which is received from the sensor and sent back to the proxy. The actions modelling UML actions triggered by the adapter itself are provided by weak fairness assumptions in order to guarantee lively behavior. A weak fair action must not be enabled continuously without eventually being executed.

The various cTLA processes are composed to a cTLA system specification Φ of the detailed design pattern objects and Ψ of the abstract analysis pattern objects. Fig. [6](#_bookmark5) depicts the compositional cTLA process concreteComposition specifying Φ. The coupling is performed by defining system actions joint from process actions. For instance, the action callControl of the cTLA process instance aS, specifying the adapter of the sensor, is coupled with the cTLA action getCallAdapter of the cTLA process cS modeling the sensor to the system action getCallSensor which describes a method call of the adapter to the sensor object. The verification of the refinement pattern is performed by a TLA-based logic deduction proof of the implication Φ ⇒ Ψ.

Since the state spaces of Φ and Ψ are different, we have to define a so-

called refinement mapping (cf. [[1](#_bookmark16)]) from the states of Φ to those of Ψ. Here, the compositional structure of the specifications facilitates the understanding of the system behavior and, in consequence, fosters the detection of a suitable refinement mapping. In particular, the abstract controller, sensor, and actor are similar to their detailed counterparts and the mapping of their respective

variables is straightforward. The mapping of the proxy and adapter variables is a little more subtle since they do not have counterparts in the abstract spec- ification Ψ. A glance into Ψ, however, shows that, for instance, a getValue call of the abstract controller leads to the enqueueing of a call event into the message queue of the abstract sensor. In contrast, in Φ the call of getValue leads to a sequence of operations in which the call event is forwarded through the proxy and adapter objects before it can finally be enqueued into the mes- sage queue of the detailed sensor. Therefore, one should map all states of Φ, in which the proxy and adapter objects are involved in the transmission of the call event to the sensor, to the state of Ψ where the call event is waiting in the message queue of the abstract sensor. Likewise, one can treat the reply of the call event as well as the events for manipulating the actuator. In consequence, the refinement mapping for the variable qu describing the message queue of the abstract sensor [5](#_bookmark15) is defined as outlined in Fig. [9](#_bookmark14). When in the detailed system a call message is in the queues of the proxy, adapter, or the sensor resp. the proxy or adapter are processing or transmitting the call message (their main states are either in the state "decCall" or "proveCall", the message queue qu of the abstract sensor contains a call message of type <<SensorCall>>. Otherwise, qu is empty. By means of the refinement mapping, we can replace the variables of the cTLA processes in the abstract system specification Ψ by those of Φ achieving the modified specification Ψ. Lamport proved in [[23](#_bookmark38)] that the proof Φ ⇒ Ψ is sufficient to verify the refinement between Φ and Ψ.

In the example proof we verify at first, that the safety properties (cf. [[2](#_bookmark17)])

of Φ and Ψ are consistent. Here, we have to prove that the initial condition of Φ implies the initial condition of Ψ. Moreover, every system action of Φ has to imply either a system action or a stuttering step of Ψ. As an example, we look at the system action adapterDequeueCall of Φ which is coupled from the process action dequeueCall in the adapter (cf. Fig. [6](#_bookmark5)) while the other processes of Φ perform a stuttering step. adapterDequeueCall is mapped to a stuttering step in Ψ since according to the refinement mapping the vari- able abstractSensor is not altered by the execution of the system action and the other variables of Ψ do not depend on the variables of the cTLA process Adapter. Since in our example, Φ consists only of a relatively small number of reachable states, the proof of all safety properties could be performed auto- matically by application of the model checker TLC [[24](#_bookmark39),[33](#_bookmark46)] which finished the proof within 4 seconds on a standard PC.

Liveness verifications are the second part of the refinement proof. By these proof steps we guarantee, that the detailed system Φ fulfills the liveness con-

5 The complete refinement mapping as well as the specification and proof steps of the refinement verification are depicted in the WWW (URL: [ls4-www.cs.uni-dortmund.de](http://www.cs.uni-dortmund.de/)

/RVS/P-OORT/ExampleProof).

straints of the abstract system Ψ. As an example, we look on the system action abstractSensorDequeueCall of Ψ which models the dequeueing of call events from the message queue in the abstract sensor. This weak-fair action is real- ized by the action sensorDequeueCall in Φ. Since sensorDequeueCall is also provided by a weak fairness constraint, we have only to prove that, whenever abstractSensorDequeueCall is constantly enabled, also sensorDequeueCall will eventually be enabled. Moreover, sensorDequeueCall has to be enabled until being executed. As outlined above, however, abstractSensorDequeue- Call is enabled in all states when in the design pattern a *getValue* call event is forwarded through the proxy and adapter objects. Thus, we have to prove that the call event passes the proxy and the adapter in a lively manner and will be eventually enqueued in the message queue of the detailed sensor ob- ject enabling the action sensorDequeueCall. We have to find a sequence of system states which are passed in the transmission process of the call event. For example, after passing the event from the proxy to the adapter, the sys- tem in succession passes states in which the variable sAdapter gets the values "deqCall", "procCall", and "called" (cf. Fig. [5](#_bookmark4)). When it is in the state "called", the action sensorDequeueCall is enabled. Finally, we have to prove that Φ may not last forever in a state of the sequence but eventually proceeds to a successor state. Here, we can apply the fairness constraints of Φ. For instance, the weak fairness assumption of the action dequeueCall in the process Adapter guarantees that the action will eventually be executed if sAdapter is in the state "init" passing to the state where sAdapter contains the value "deqCall". This proof was also performed by TLC but due to the large amount of states to check, the proof run lasts for about 80 seconds. By application of TLC we proved at first that each initial state of Φ is mapped to an initial state of Ψ and each state change of Φ corresponds either to a state change or to a stuttering step of Ψ. Moreover, we proved that each state change in Ψ enforced by a fairness assumption is fulfilled by the fairness- enforced state changes of Φ. According to Abadi’s and Lamport’s refinement mapping proof [[1](#_bookmark16)], this is sufficient to verify that Φ implies Ψ.

# Concluding Remarks

We discussed that it is possible to formalize UML 2.0 diagrams on the base of cTLA with an emphasis on new features of the upcoming standard. Moreover, we showed how to prove properties of UML models applying the TLA proof rules and the according calculus. Based on the experience of one author in a software development enterprise, we are convinced that the specification lan- guage cTLA is a suitable means to formalize actions and the different kinds of diagrams of UML 2.0. Future research will concentrate on the following

goals. Firstly, existing tools which are used for the transformation of UML

1.4 models into cTLA will be adapted (e.g., the adaption to the new action semantics and to sequence diagrams based on MSCs). Furthermore, the for- malization of sequence diagrams and activity diagrams using cTLA has to be broadened. The *CombinedFragments* of sequence diagrams supporting several different *InteractionOperators* offer new perspectives for research. Moreover, the composition of actions in an activity should be investigated. We are going to extend our approach to symbolic model proving (cf. [[4](#_bookmark19)]) which is a combi- nation of model checking and theorem proving. Model proving seems to be a promising approach for the automatic verification of software. Finally, we will continue to provide analysis, design, and refinement patterns for several application domains.
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