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Abstract

This paper is part of a comprehensive approach to debugging for functional logic languages. The basic idea of the whole project is to trace the execution of functional logic programs by side effects and then give different views on the recorded data. In this way well known debugging techniques like declarative debugging, expression observation, redex trailing but also step-by-step debuggers and cost center oriented symbolic profiling can be implemented as special views on the recorded data. In addition, creating new views for special debugging purposes should be easy to implement. This is where the contribution of this work sets in. We describe how the recorded data is interpreted and preprocessed in order to yield an extremely simple yet versatile interface to base the different views on. Using this interface, formulating the basic functionality of declarative debugging, for example, is a matter of a few lines.

*Keywords:* debugging, functional logic programming

# Introduction

* 1. *The Problem*

It is the basic credo of declarative programming that abstracting from certain as- pects of program executions greatly improves the quality of the written code: Typ- ical sources of errors are principally omitted, like issues of memory management, type errors and multiple allocation of variables. The program is much nearer to the *logic* of the implemented algorithm than to its execution. This makes code much more readable, comprehensive and maintainable.

There seems to be at first glance, however, a great drawback to these techniques: As there is such a far abstraction from the actual program execution, the executed program becomes a black box. Where an imperative programmer is able to step
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through his program’s execution and recognize parts of his programs, the declarative programmer is usually not able to draw any such connections. This is of course an especially severe problem for *debugging*.

* 1. *Related Work*

There are many approaches in the literature to close this gap between the source code and its execution. Among the many techniques proposed so far we can only name a few and give a broad categorization:

Visualization of Computation A straightforward approach to search bugs is to represent the actual program execution in a human readable form and to pro- vide tools to comfortably browse this representation. Such tools, beginning with step-by-step debuggers, have been developed for many languages, imperative and declarative alike. These tools normally depend on a specific backend of the sup- ported language and seldom aim at portability. Some very elaborated examples for declarative languages include ViMer [[11](#_bookmark28)] for the logic language Mercury [[28](#_bookmark45)], Ozcar [[21](#_bookmark38)] for the Mozart system [3](#_bookmark2) , a backend for the language Oz [[27](#_bookmark44)] and TeaBag

[[3](#_bookmark20)] for the FLVM implementation [[2](#_bookmark18)] of the functional logic language Curry [[18](#_bookmark35)].

Value Oriented Debugging approaches based on analyzing what values have been computed by evaluating a given expression within the program are for instance declarative debugging (cf. [[26](#_bookmark43)] for logic, [[22](#_bookmark39),[23](#_bookmark40)] for functional, [[10](#_bookmark27)] for functional logic programming), observations for lazy languages (cf. [[15](#_bookmark29)] for functional [[5](#_bookmark22),[19](#_bookmark36)] for functional logic languages [4](#_bookmark3) ), backward stepping and redex trailing (for func- tional languages only, cf. [[4](#_bookmark21)] resp. [[29](#_bookmark46)]).

Performance Oriented Sometimes the bug is not in the computed values but in its failing efficiency. The general approach to analyze the frequency and dura- tion of function calls is mostly known as “profiling”. Profilers measuring actual run times are naturally dependent on a specific backend. Traditional profiling methods do not readily translate to lazy languages. A solution to this problem – attributing execution costs to user defined cost centers – was proposed in [[25](#_bookmark42)] for the GHC [5](#_bookmark4) for the functional language Haskell [[24](#_bookmark41)] and ported for PAKCS [[17](#_bookmark34)], an implementation of the functional logic language Curry, in [[8](#_bookmark25)]. In adition to run- time profiling, both approaches feature a more abstract and therefore much more portable approach to profiling which is called “symbolic profiling”. Such abstract measurements are not only more portable but also accessible to verification.

Special Purpose Tools Under this catch-all category we would like to mention some approaches which give backend depending information about special fea- tures of the program execution. Among many existing systems are stack inspec- tion for the GHC [[14](#_bookmark30)], a statistic overview of the search space available in the Oz debugger [[21](#_bookmark38)], the graphical representation of profiling data for the GHC [[24](#_bookmark41)] and GHood, an animated graphical viewer of observations [[15](#_bookmark29)].

3 [http://www.mozart-oz.org](http://www.mozart-oz.org/)

4 [[19](#_bookmark36)] is part of this volume.

5 <http://www.haskell.org/ghc/>

The tools and categories above can only give a remote hint to the magnitude of tools giving information about the execution of declarative programs. As is often the case with such a multi-faceted research field: the same problems are solved many times and many basic approaches have to be reinvented time and again. How to cope with large applications? How to obtain information if no direct access to the back end is given? Is the represented data correct and is it complete or do we miss something? Wouldn’t it be nice to have the same tool they got for that other backend for our language? The first approach that gave the basic idea that these problems might be solvable after all was the further development of redex trailing as proposed in [[12](#_bookmark31)]. There the authors observed that the data collected for redex trailing was also sufficient to provide declarative debugging as in the systems Freja [[23](#_bookmark40)] and observations like in Hood [[15](#_bookmark29)]. The approach of [[12](#_bookmark31)] is also more portable than Freja and a more powerful implementation of Hood. Freja was implemented as a special Haskell compiler available only for the Solaris operation system, and the more powerful version of Hood had to be integrated in the Haskell interpreter Hugs [6](#_bookmark5) in order to achieve some additional features. The key idea to obtain this portability was to transform the given program and collect the information by side effects rather than relying on a specific backend.

* 1. *Our Approach*

In [[6](#_bookmark23),[9](#_bookmark26)], we have extended the basic ideas of [[12](#_bookmark31)] in several ways. First, our approach supports the additional features available in functional *logic* languages, i.e., free variables and non-deterministic functions. In addition, we have based our approach on a *core language* which features the main concepts of functional logic languages. This language, called “Flat Curry”, is described in detail in [[1](#_bookmark19)] and cannot be fully developed here.

Functional logic languages like Toy [[20](#_bookmark37)] or Curry can be translated to this core language (and actually are in some implementations of Curry). On one hand this is one step away from the original source program but on the other hand this approach has some important advantages:

Portability At least conceptually, our approach is open to be ported to all declar- ative languages which can be translated to Flat Curry, including lazy functional languages. The program transformation, cf. [[6](#_bookmark23)], maps a valid Flat Curry pro- gram to another valid Flat Curry program. The only features the backend has to support in order to execute the transformed program are some basic functionality to create side effects like “unsafePerformIO”.

Verifiability A considerable part of the formal foundation of functional logic lan- guages has been developed with respect to Flat Curry, cf. [[1](#_bookmark19)]. [7](#_bookmark6) Therefore, we were able to give proves about correctness and completeness of the collected data

6 <http://www.haskell.org/hugs/>

7 The other main thread of formal reasoning about functional logic languages is based on [[16](#_bookmark32)]. It is still a desideratum to give the missing prove link between the CLN calculus of [[16](#_bookmark32)] or one of its further developed successors with the big-step semantics of [[1](#_bookmark19)]. A good place to start might be the DN calculus of [[13](#_bookmark33)].

in [[9](#_bookmark26)] which was not yet possible for the approach of [[12](#_bookmark31)] [8](#_bookmark7)

In addition to the points above, we also extended the approach of [[12](#_bookmark31)] by record- ing information about the actual pattern matching performed while executing the program. This information turns out to be crucial when integrating more of the tools described in Section [1.2](#_bookmark1). The HAT system of [[12](#_bookmark31)] was able to emulate, among others, redex trailing, observations and declarative debugging because these are all value oriented techniques. These techniques are concerned with the *denotational* mapping between expressions and their values. The other tools mentioned in Sec- tion [1.2](#_bookmark1) are concerned with *operational* aspects of the program execution. As it is not possible to reconstruct the state transformation induced by executing the program from the data recorded by HAT, it is not possible to integrate such more operational tools. In our approach, in contrast, the operational behavior of the program can be reconstructed and, thus, at least conceptually, the whole range of tools mentioned can be emulated as special views on the recorded data.

* 1. *Contribution of this Work*

Up to now we have described the comprehensive approach of the overall project. Naturally, this article can only make a partial contribution to this project.

The present paper is concerned with how to provide a simple yet versatile inter- face to the traces of program executions in the functional logic language Curry. It describes on one hand how the traced data is represented in Curry (Section [2](#_bookmark8)) and proposes a much simpler data structure to represent general computations (Sec- tion [3.1](#_bookmark14)). In addition, techniques of how to elegantly obtain and process this data structure are described (Section [3.2](#_bookmark16)). Using this structure it should be easy to im- plement tools like the ones mentioned in Section [1.2](#_bookmark1), at least as far as the access to run-time data about program executions is concerned.

The basic idea is that representing computations in the framework of functional logic languages can be as simple as categorizing computation steps into a) single step b) subcomputation c) branching. A single step might be further distinguished to be an unfolding, the binding of a variable, the suspending of a computation or perhaps some representation of a side effect. Value oriented techniques are then characterized by subcomputation to the *most evaluated* form whereas operation oriented tools feature subcomputations to *head* normal form only. These different kinds of subcomputations can be seen as interpreting the program trace in the light of different evaluation strategies. Computing the most evaluated form is like employing a strict strategy while stopping at head normal form is lazy evaluation.

This paper represents work in progress in several respects: 1) It is meant as a proposal of a simple yet versatile interface. So far, declarative debugging, step by step debuggers and visualization as proof trees have been implemented as simple views. A more sophisticated view allows the user to interactively browse the program’s interpretation, enabling him to open and close subderivations and

8 According to personal communication with O. Chitil, formal reasoning for the approach of [[12](#_bookmark31)] is forth- coming.

non-deterministic choices at will. Whether or not he uses these views with a value oriented or operation oriented interpretation of the execution trace is up to the user. 2) The implementation is unstable but will be available soon under [http://www-ps.informatik.uni-kiel.de/](http://www-ps.informatik.uni-kiel.de/~bbr/)∼[bbr/](http://www-ps.informatik.uni-kiel.de/~bbr/). 3) For the overall project of tracing functional logic programs some work is still to be done in order to cope with large applications.

# Tracing and its Results

As mentioned above, this paper is based on two preliminary works. In [[9](#_bookmark26)], we have extended a semantics for functional logic languages by the construction of a trace graph. In [[7](#_bookmark24)] we have presented a program transformation which writes by side effects information into a file from which a graph in the sense of [[9](#_bookmark26)] can be produced.

[[9](#_bookmark26)] includes a proof that the computed graph correctly represents relevant aspects of the program executions. Therefore we can omit deeper details here and simply present an example of how the computed graphs look like.

Example 2.1

data Nat = Z | S Nat add Z y = y

add (S x) y = S (add x y) eq Z Z = True

eq (S x) (S y) = eq x y

main = eq (add x x) Z where x free

Before discussing the trace graph corresponding to the evaluation of main, we give a version of functions add and eq with explicit pattern matching. This will be useful when comprehending the graph.

add x y = fcase x of {Z -> y; S x’ -> S (add x’ y)} eq x y = fcase x of {Z -> fcase y of {Z -> True};

S x’ -> fcase y of {S y’ -> eq x’ y’}}

The trace graph resulting from the evaluation of main is depicted in Figure [1](#_bookmark10). Note, that there are some differences to the graphs as defined in [[9](#_bookmark26)] which will be discussed below. In Figure [1](#_bookmark10) you can see three kinds of arrows:

* Successor arrows have a normal shape and represent a reduction. For instance, there is a successor arrow between the node labeled main and the node with label eq. This corresponds to the fact that the function main directly reduces to a call to function eq.
* Parent arrows are in dashed style. There are two basic cases in which parent arrows appear: 1) If node A is successor of node B then B is the parent of A. In the example, the node labeled main is the parent of the node labeled eq. 2) if the evaluation of an expression was demanded by pattern matching (represented by
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Fig. 1. Trace Graph of Example [2.1](#_bookmark9)

case nodes, cf. below) then the parent of the node representing this expression is a node representing the pattern matching. In the example, the node labeled 1:Z at the bottom line represents the Z in the call (eq (add x x) Z) in the example. This Z was evaluated by the pattern matching of the first rule of function eq and its parent is therefore a node labeled fcase.

* + - Argument arrows have a dot at their origin. A node referred to by an argument arrow represents an expression which was an argument of the function represented by the node from whence the arrow came. In the example, the node labeled add is the origin of two argument arrows both pointing to the node \_5, which represents a free variable. This corresponds to the expression (add x x) of the example program.

The description of the arrows suggests that there are also different kinds of nodes in the trace graph:

* + - There are application nodes like the ones labeled with main, add or True. These nodes represent the unfolding of the function (resp. application of a constructor) corresponding to the label. Each application node has one position for each argument of the corresponding function (or constructor).
    - Case nodes represent pattern matching and are either labeled case or fcase. This corresponds to the distinction between residuation (case) and narrowing (also called flexible matching and therefore written fcase). Each case node has one argument position, where the expression is referred to which is evaluated to head normal form in order to match with a given pattern. In the example the fcase node which is the successor of the node labeled eq represents the pattern matching on eq’s first argument. To match the pattern, the expression (add x x) has to be evaluated and therefore the corresponding node is referenced by the argument arrow of that fcase.
    - Variable nodes are labeled with \_ and a number for identification. Each variable has one argument position in which the binding(s) of the variable are referenced. In the example, \_5 represents a free variable, which is bound to S \_ and Z re-

spectively. Note that the argument of S \_ was never evaluated in this example and is therefore not represented in the graph.

* + - * Failure nodes, labeled with Failed represent an unsuccessful pattern matching. In the example, the matching (fcase Z of {S y’ -> eq x’ y’}) (part of eval- uating function eq in the program) is responsible for the only Failed node in the graph.

There is only one detail of Figure [1](#_bookmark10) left to explain. Some node labels are headed by numbers like 1:Z or 2:Failed. These numbers denote the so called *path* of a computation. (For convenience, in Figure [1](#_bookmark10) nodes with the same path also have the same color. The only exception are failure nodes, which are always red.) Each com- putation has a path starting with the empty path for main. This path is extended whenever a non-deterministic branching occurs. Each branch gets a different num- ber and thus, different paths mean that the nodes belong to different branches of the computation. The original tracing semantics [[9](#_bookmark26)] non-deterministically computes two graphs for the above example, as shown in Figure [2](#_bookmark11). It can be seen immediately

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAaCAYAAAAnkAWyAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACaUlEQVRYhe3XT0gUUQAG8O+tbSOSsW6SbIliCwWdDFZTTKWDLQR6yFvsboe9eLJDskUHs4Oi6MFOXTZQy1seCoTsorCHcndwTx6W1nBIM9FtMHFdNefrNLF/1MSMGaEPvsubx/B7j+ExDxwfv83GximGQjdI4iTVgmSyALHYFdTXh+B2TyAcrsZJCUlwY6OA/f0dLC5eIUA2N79lNFpp9M7+qZkD6+tn2N39mDabSoBsbX3N2dmrRiMPh9erqjZ2dj5lYeEPCqHR5xvm3Nwlo7GHw+tdWSlmR0c/8/M3KUkpLi+fNxp8eLzexcULHBq6ZzQ2u4Kk0WfGkWMxGvA3+Y/PiaKUgxT/5N1pOX58MlmA2toPqKn5iMnJm8f+/vQc+ymws3OKwaCfpaVfCJBu9zvOzFwz7qg8Sjc38zkw8IB2e4JCaPR6R6goZScDr1dVbQwE+ihJKUpSioFAH1XVtu98RSljT88jxmKXjceno3y+YQqh0W5PcHDwPlMpKWee1ztCgKyo+MzV1XPmwOuNRivZ1PSeANnb+zDjWTzupMWyS4AUQmNdXWjPBRqG1zsxcYtra2czxvz+IIXQCPB3PZ6X1DRhLnx25+fLmZf3MwOut6vribnxbW3Pc3Y9vaOjd82JX1i4SKt1e1+4EBqt1u3se7bxcBJsb3924K4DpMWyy6Ki74zHnebBa5qgw/H1QHj6ApzOT0wk7ObAk+DY2B22tLxhScm3HOxen1BDwxS3tk6b7zKytORAJFIFWXYhEqnC9PR1qGoRAEAIQv9b9ftfmA+fHVJAUcohyy7IsgvhcDVk2QWP59Uv4uqzzhIcFS4AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAPCAYAAACyTgIjAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADLElEQVRYheWVTUgbQRiGZ8bsT5PYNFLsLhgkOWhREgglgngQRKXSRREPBhSUQg8VK5pLEc8tXqwg1YtgC+3BQ6G0DQQjlEKh0FSQEIVYUEoTmhVMqrIJ+5Ps9LRtFI2bg1mhH7zM7Ox8s+88+zEDMMYAYww2NjbuDAwMvHE4HD9ra2v3OY77sLa21q29/58EMMZgaWnpoclkUgAA+LSmp6efGm2y4lCi0ajnPCCaQqHQXaONVhTK4ODgaikgAADc0tLy1WijFYXicrl2L4JCUZQoyzJhtNlyFY1GPeFwuKtQKKCyoNhstsOLoAAAcCaTsRu9yXKUy+WuaceC0+ncnZubC6TT6RpdUNrb2z9dBKS+vv6H0ZssV4IgWDT/EEIVAIBJkhRHR0dfRCIRX6lcuLCw8GhiYmIBlIhAIPBsZ2enESGkut3umKaGhobvBEEopXKNimw2a7FarcLpcYSQqqoq8nq9m+Pj48/9fv+q2WzOnZiUz+erWltbv4BzqsTpdO4JgmAZGRl52dTUtF18UxEEIXs8nujQ0NDr2dnZx8Fg8N7W1lZzOp2uUVUVXpVKOUsIoQIAAFdXVx9PTk7Ox+Pxxr+VgjEGx8fH16empuZXVlbuFwPjOC64vLz8gGEYXhuTJImKx+O3Y7GYu1jJZLKuOJckSZlhGJ5hGJ5l2dRZrd1u/03TtEhRlERRlETTtEiSpAwhxHqqAWMMFUUhstmsJZfLmYvbTCZT09vb+17POhBCjDGGHR0dH2dmZp5AjP99P5lM1kUikRZZlkmfz/fN5XLt6TV4eHh4Y3t7uzmRSDhSqRTL8zzD8zyj9VOpFHtwcHBTz1okScrFsDRgCCH19OYLhUKVnjX1xvDw8KsTUC47FEUh9vf3b2mQjo6ObKIo0pIkUZIkUcX908+iKNKqqiKz2ZyzWCzZi1oIodrd3b1eyo92vgAAgNfr3ezv73/r9/tXDb8lKn2mIITyAABsMpmUzs7O9cXFxbFEIlFXnGu67Oq4CqFVhNVqFTiOC/b19b3r6ekJ2Wy2ozMTjP6jlyVZlom2trbPLMv+GhsbWwyHw12SJJF6cv8AZD5GdM0ub4gAAAAASUVORK5CYII=)

add

main

eq

fcase

fcase

True

Z

fcase

Z

\_5

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAaCAYAAAAnkAWyAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACaklEQVRYhe3XT0iTYRwH8N/z2nptZGxrJCtxjEHRzWCaYiodbBDoIW+xlx128WSXsaKD2UFRdrFTlwVj5S0PBULrorBDub24mzAaw5c0k7leTFxT2/vt9Mb+qA1bvO+gL3wvz/vw8nkeXh7eh7CwcBcDA0uIxW4BoEYqR/m8kVKpa9TXFyO3O0rxeBc1SgAQ9vaMCAb9sFqzIAKGht4imezQemf/1PKB3d3zmJx8DJNJBhEwMvIaq6vXtUbWhlcryyaMjz9FS8t3cFwRXm8YmYxDa2xteLXZrBV+fxDNzT/A8wVsbV3SGlw7Xu3GxmWEw16tsZVlALQ+M04dTmvA3+Q/viqSZCeA/ZN3l6T++HzeSD09H6i7+yMtLt6u+/tLU/dT4PDwDEIhH9raPoMIcLvfYWXlhnZH5Wmaz59DMOiHxZIDYwoEIQJJam8MvFpZNiEQmAHPF8DzBQQCM5Bl07HzJakdU1OPkEpd1R5fihKECBhTYLHkMDv7AIUCXzVPECIgAhyODLa3L+oDrzaZ7MDg4HsQAdPTD8uepdNOcFwRRABjCnp7Y0cuUDO82mj0DnZ2LpSN+XwhMKaACL/r8byEojB94Su7tmZHU9PPMrjaiYkn+saPjj6v2vXSzs3d1yd+ff0KDIaDY+GMKTAYDirv2drDAcLY2LMTd50I4LgizOZvSKed+sErCoPN9uVEeOkCnM5PyOUs+sADhPn5exgefoPW1q9V2KM+of7+Jezvn9XfZWRz00aJRCeJoosSiU5aXr5JsmwmIiLGQOrfqs/3Qn/4ygCMJMlOougiUXRRPN5Fougij+fVLwnws8++fdOjAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAYCAYAAACsnTAAAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAErUlEQVRYhdVYS0wbVxS9MxObemwM2Ai7TVxvCkLYWQDGQKVEMhISCwNtUSJVcvgoCMWLoirqqou06YINUqNKSCCatoClLBoJhJKKqIsgOSp1Me4Gm7RlUygBO9jmY8+Mv3O7KGMB5WMTjOFIR/Pek+999505741nABEhq+R5Au32a2ix2FAu38JHjz7O+pxvyOwl9/uV+ODBp1hW9icCIJJkEgEQu7u/zfWij+MlOE0gEvDixTUYHu6Bx49vQCwmBoJAAADgeRIoKplWjlAoH1iWBo6TAMvSe9ocJwGN5h8wGObSqimRuAR3734NiEQq/1HXjo7R0xHF7y8Gm+0WDA7egcXFMiBJHnie3DPZcbh580ew269DIKCEROLoum7f/g4ePuxOKy9BINhst4Ak+T1jh11NpumTi4JIgN1+PeWKeFy0xxWZ4urVeSgs3ASlMgAKRRBksjBIJBzQNAs0zabaEgkHKpUv7bwUlYSNjaKMajnx3guHpQiAGZGiEhfhTMn8jgqQShm4d+8raGp6BgpFMDVOELjHqhcQb3am3L//BQD8t5VWVq6Ay1Wd4uysEQIBZeq3JMlDMnnym3CGIBAxO5kRCXj16vIeoTweHQwN3YGmpmfZmfR0kBIFEQmn01njcrmqo9FonsFgmKutrf1NJBLFc1zj2QMRYWlp6d3GxsafAQB3s6qqyjU/P6/P9cF31gSGYejS0tK/9gsiUKFQBNbW1tS5LvQsSQHAl5OTkx8c5iSO4yRra2vvtLW1jWfdtucFBoPBCYe4RGBxcfE6z/NEru9gpoxEInksy0oy3j5SqTR8nCgAgOvr68W5XmQmjEaj4vLy8pdyuXyrt7f3G7fbrUtblMrKyt+PE6SoqCh40ZwSDoelQv0EQfAAgPX19b+Mjo62MwxDHxVLWSyW92ZmZt4/aouZzeaf3G633uFw1G1sbChEIlG8oKBgixDedc4h4vG4uK+v7/OdLgEAsLq6enliYuKjgYGBT7xe79sajWalpKTk9f+Ct7e387Va7d9wiEsKCgo2l5eXNXq9fn73OE3TjMFgcHZ2dv7Q39//2dTUVNPy8rImkUhQuXbJfqccRME9dXV1v46MjHTsdg+BiLC4uFja3t4+5nA46nYLVl5e/sfY2Fh7TU2Nc0dAucfj0Xk8Hp3b7dYLV6/XqxZiKIpKlpSUvFar1V61Wu1VqVQ+ob2/f9pu43me5DhOwrIs7ff7lRUVFS+PiyFJkud5nszPzw91dnaOWK3WwdQ/2mQySU1PT5vm5uYMsVhMXF1d7WpoaHgukUi44xIHAgGlx+PRLSwsVKysrFzxer1qgT6fT+Xz+VTxeFx0UKxYLI7l5eVF0yFJkryw6P1kGEYaiUTeyljJfbBYLLbsvfvsAiISwWBQIYgkCLa5uVkYjUbz0iUiEjRNswdRKpUyu/sURSWsVuvQUXUJLkVEQqFQBJubm5/09PQMn4kouQDDMFKZTBbePy5sFwAAnU7naW1tnTSbzU+NRuMstfO59HS/0Z5TCEKIRKK4yWR63tLS8sRsNj/VarVLBwbk+imRLcZiMZHRaHQolUp/V1fX9+Pj4x+GQiFZOrH/AleyNnR0I/mYAAAAAElFTkSuQmCC)

\_5

S

add

fcase

S

main

eq

fcase

fcase

Failed

Z

Fig. 2. The two Graphs of Example [2.1](#_bookmark9) produced by the Semantics of [[9](#_bookmark26)]

that it is much more economic to produce a single graph, which is an overlay of all the graphs produced by the original semantics. The connection between the graphs can be seen immediately when considering the paths. We call a path *p* equal or smaller than a path *q*, with the usual notation *p* ≤ *q*, if *p* is a prefix of *q*. When we take the set of all paths attached to nodes in the overlay graph, each path of this set which is maximal with respect to ≤ corresponds to a graph produced by the original semantics. For each maximal element *m* of this set, the corresponding graph can be obtained by taking only those nodes, whose attached path *q* satisfies *q* ≤ *m*. An example can be obtained by comparing Figures [1](#_bookmark10) and [2](#_bookmark11).

In [[7](#_bookmark24)] we described how to transform a given Flat Curry program such that during

its execution a file is written by sideeffects. The generated file contains a codified

version of the graphs introduced above. This codified version has to be rehashed into a more declarative structure, which is described in the next subsections.

* 1. *Representation of Trace Graphs*

In *lazy* functional (logic) languages there are possibilities to construct graphs in an elegant way. First, *sharing* already introduces directed acyclic graphs. For in- stance, both arguments of the tuple introduced by (let x=e in (x,x)) physically refer to the same memory address at run time. But also cyclic graphs can be constructed where recursive let expressions are allowed. For instance, the expres- sion (let ones=1:ones in ones) introduces at run time a structure with a cyclic reference in the heap. Representing graphs in this way has some advantages:

* + - Following edges in the graph is an operation with a constant cost.
    - Programming by pattern matching is possible.
    - Unreferenced parts of the graph can be detected by garbage collection. Therefore, we can represent trace graphs with the simple structure:

type Path = [Int]

data TraceGraph = Nil Path

| Node Int Path TraceGraph [TraceGraph] TraceInfo

The graph consists of nodes (Node) and leafs (Nil). Leafs represent subexpressions which were not evaluated during program execution. Each node of the graph has a reference of type Int (to allow node identification) and a path which is represented by a list of integers (cf. the discussion above). Note, that leafs also have paths in order to support language implementations which do not feature sharing of evalua- tions across non-deterministic branches. In such an implementation, subexpressions might be evaluated in one branch but stay unevaluated in another and, thus, a leaf might belong to a special path only. In addition to reference and path, nodes also have a parent node and a list of successor nodes. (There is always a single parent but there may be more than one successors, cf. Figure [1](#_bookmark10) above.) In addition, each node has some special information which represents what kind of node it is:

data CaseMode = Flex | Rigid

data TraceInfo = App String [[TraceGraph]] | Or

| Case CaseMode TraceGraph | Free Int [TraceGraph] | Failed

Note that application nodes (App) contain a list of lists of trace graphs. This is because in different computation branches the arguments of an application node might point to different expressions. [9](#_bookmark13) For example, the node labeled eq in Figure [1](#_bookmark10) has two different pointers in its second argument. This eq node is represented as

Node 1 [] (Node 0 [] (Nil []) (App "main" []))

(App "eq" [[Node 3 [] (Node 2 ... (Case Flex (Node 3 ...))) (App "add" [...])], [Node 9 [1] (Node 8 ...) (App "Z" []),

Node 14 [2] (Node 13 ...) (App "Z" [])]])

9 This also happens only if there is no sharing of evaluations across non-deterministic branches.

The “...” are not only to shorten the example. Because of the cycles in the structure it is impossible to give a complete term representation. For instance, in the run-time heap, the argument node of the flexible case (Case Flex (Node 3 ...)) is identical with the first argument of eq, (Node 3 ...) as you can see in Figure [1](#_bookmark10).

* 1. *Implementation of Trace Graph Building*

During the execution of the transformed program a file is generated, in which all parts of the graph are codified by numbers, called *references*. There are two separate spaces of references, one for the successor and parent relation and one for argument pointers. Such a trace is a sequence of pieces of information of the three kinds:

data TraceItem = Successor Int Int

| RedirectArg Int Path Int

| TNode Int Path Int ItemInfo type Trace = [TraceItem]

Successor i j The node with reference j is successor of the node with reference i.

RedirectArg p ar nr Each application node with argument reference ar belong- ing to the computation of path p should be replaced by a reference to the node with number nr.

TNode r p par info The node with number r belongs to the computation of path p and has the node with number par as parent. The kind of the node (application, failure, free variable or case, cf. above) is then given in the info part which will not be considered in the following.

If we assume a data structure to associate integer keys with data elements like a search tree, hash table, array or similar, with the following interface:

data Mapping a = ...

lookup :: Mapping a -> Int -> a

insert :: Int -> a -> Mapping a -> Mapping a empty :: Mapping a

Then the building of the graph as a cyclic data structure can be implemented as a function manipulating three of these search structures: 1) a mapping of node refer- ences to the list of their successor references 2) a mapping of argument references to the list of their corresponding node references and their paths 3) one mapping of node references to trace nodes. (The Structure of trace nodes was defined in Section [2.1](#_bookmark12)).

type Maps = (Mapping [Int],Mapping [(Int,Path)],Mapping TraceGraph)

traceToCycGraph :: Trace -> TraceGraph

traceToCycGraph tr = let (\_,\_,ns) = cycle tr (empty,empty,empty) in lookup ns mainReference

cycle :: Trace -> Maps -> Maps

cycle [] maps = maps

cycle (Successor x y:xs) (sMap,aMap,nMap) = cycle xs (insert x y sMap,aMap,nMap)

cycle (RedirectArg v p ref:xs) (sMap,aMap,nMap) = cycle xs (sMap,insert v (ref,p) aMap,nMap)

cycle (TNode ref path par info:xs) (sMap,aMap,nMap) = let maps = cycle xs (sMap,aMap,insert ref node nMap)

(sMap2,aMap2,nMap2) = maps

sucs = map (lookup nMap2) (lookup sMap2 ref) node = TraceNode ref path (lookup nMap2 par) sucs

(buildInfo maps info)

in maps

The rules for Successor and RedirectArg only add information to the maps. The last rule contains the recursive let which adds the information of the current trace node to the node map. The elements of these trace nodes depend on the call to cycle on the thus updated map. This ties the loop and makes sure that the result of cycle is a cyclic structure in the heap which directly resembles the trace graph. An elegant definition in this way is only possible in lazy languages.

There are, however, drawbacks to this technique: This definition can only work efficiently if the whole trace fits into memory. This is not to be expected for all applications we would like to be able to debug. Therefore there is an alternative im- plementation to build the trace graph. This alternative implementation represents the graph as a potentially infinite term. Each node is upon demand retrieved from the trace file by side effects. This is comparable to lazy file access by the Curry standard function readFile. The access to the parents, successors or arguments is not possible in constant time as it involves some kind of binary search on the file for each access. But as there are no cycles in the graph, the degree of heap referencing is much lower and therefore trace nodes can become garbage much more often. This ensures that the program will only have parts of the trace graph in memory at each moment.

Advantages and disadvantages of the two alternative implementations can be summarized as follows:

|  |  |  |
| --- | --- | --- |
|  | Cyclic Graph | Infinite Graph |
| Access to successor | in constant time | in logarithmic time |
| Access to value | in constant time | linear in chain length |
| Processed nodes | not always garbage | always garbage |
| application | normal traces | huge traces |

It remains to be evaluated where the border between “normal” and “huge” is.

# A Framework for Interpreting Trace Graphs

The basic idea of providing a simple yet versatile interface to program views on the traced program executions is to represent the trace as a sequence of computation steps. These steps are categorized into a) single step b) subcomputation c) branch- ing. A single step might be further distinguished to be an unfolding, the binding of a variable, the suspending of a computation or perhaps some representation of a side effect. Value oriented techniques are then characterized by subcomputation to the most evaluated form whereas operation oriented tools feature subcomputations to head normal form only. These different kinds of subcomputations can be seen as interpreting the program trace in the light of different evaluation strategies. Com- puting the most evaluated form is like employing a strict strategy while stopping at head normal form is lazy evaluation. For debugging, the main idea is that it is much easier to understand the execution of a program, if it is evaluated with a simple strategy. It is therefore better to understand a strict evaluation of the program than a lazy one. This is just another way of saying that value oriented approaches (cf. Section [1.2](#_bookmark1)) try to show the results as if they were evaluated strictly.

Of course, evaluating the given expression in a fully strict manner is not going to work, as the expression might contain potentially infinite structures. Therefore, strict evaluation is generalized to what we call *strict evaluation with oracle*. Beside the unusual name, the basic idea should be familiar from denotational semantics. The semantics of a potentially infinite structure like the one denoted by (repeat 1) for the definition

repeat x = x : repeat x

is a set of values whose least upper border is the infinite value rather than that infinite value itself:

*repeat* 1) = {⊥*,* 1: ⊥*,* 1:1 : ⊥*,.. .*}

A “strict semantics with oracle” can be understood as a non-deterministic choice of one element of the set as result of the evaluation of (repeat 1). For debugging we choose exactly that element that corresponds to how far the expression was evaluated during the traced program execution. If, for instance, we have traced

main = take 2 (repeat 1)

we choose 1:1: ⊥ as the semantics of (repeat 1). This means in particular that we can have different choices, should (repeat 1) be called in different contexts during the program’s execution.

* 1. *Representation of Computations*

As metinoed above, computations are categorized into three basic kinds of steps, as shown in Figure [3](#_bookmark15). Simple steps denote for instance a function unfolding or the binding of a free variable, forks denote the non-deterministic branchings induced by logic search and short cuts embed subcomputations, i.e. reductions *inside* the
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Fig. 3. The three kinds of Steps

given term. Each computation is terminated when it produces a value. For reasons developed in the next subsection, we also need to represent invalid computations and to augment each value with a computation state. Thus, we have:

data Computation step state = Deadend

| Goal state

| Step step (Computation step state)

| Fork [Computation step state]

| Sub (Computation step ()) (Computation step state)

There is good reason to have the content of a single step as a type variable. Many views can be formulated without any knowledge of what these steps consist of, as long as there is a way to represent them. Therefore we can have different definitions of a step depending on the strategy we want to represent and the detail level we would like to include. As an example of what a single step consists of, we might define:

type Narrowing state = Computation NarrowingStep state data NarrowingStep = Unfold Term | Bind Int Term | Fail

data Term = Term String [Term] | Var Int Term | Unevaluated

This is enough for value oriented tools, whereas operational oriented tools might need to include more information like suspending goals.

Example 3.1 The evaluation of main in example [2.1](#_bookmark9) can be represented as follows, where the value Unevaluated is abbreviated as \_:

Step (Unfold (Term "main" [])) (

Step (Unfold (Term "eq" [Term "add" [Var 1 \_,Var 1 \_],Term "Z" []])) ( Sub (

Step (Unfold (Term "add" [Var 1 \_,Var 1 \_])) Fork [Step (Bind 1 (Term "Z" []) (

Step (Unfold (Term "add" [Term "Z" [],Term "Z" []])) (

Step (Unfold (Term "Z" [])) (Goal ()))))

,Step (Bind 1 (Term "S" [\_])) (

Step (Unfold (Term "add" [Term "S" [\_], (Term "Z" [])])) (

Step (Unfold (Term "S" [\_])) (Goal ())))]

Fork [Step (Unfold (Term "eq" [Term "Z" [],Term "Z" []])) ( Step (Unfold (Term "True" [])) (Goal ()))

,Step (Unfold (Term "eq" [Term "S" [\_],Term "Z" []])) (Step Fail (Goal ()))])))

which can be shown to the user in different ways, for instance in form of two independent proof trees, cf. also Figure [2](#_bookmark11):

main

eq (add \_A \_A) Z

/add \_A \_A

|\_A\Z

|add Z Z

\Z

eq Z Z True

* 1. *Generating Computations*

main

eq (add \_A \_A) Z

/add \_A \_A

|\_A\S \_

|add (S \_) (S \_)

\S \_

eq (S \_) Z FAIL

The definition of computations above allows to generate, combine and process com- putations in a monadic programming style. Computations are a combination of list and state monads. As is well known, list monads are very expressive for non- determinism and a state monad is useful to abstract from information which has to be updated regularly during computations. In our case, this information includes for instance the path for which a given subgraph has to be interpreted. (Cf. the discussion of the path concept above.)

The introduction of dead ends has the purpose of making interpretations satisfy the additional axioms of plus on monads, see below. This is also very helpful when implementing interpretations. When dead ends are added, we have to exchange the original constructors Step, Fork and Sub with constructing functions step, fork, sub, which make sure that dead ends eliminate a whole subway up to a next fork:

step :: a -> Computation a b -> Computation a b

step x w = if noDeadend w then Step x w else Deadend

sub :: Computation a () -> Computation a b -> Computation a b

sub x w = if noDeadend x && noDeadend w then Sub x w else Deadend

The function to construct forks makes sure that each fork has at least two subways:

fork :: [Computation a b] -> Computation a b fork ws = mkFork (filter noDeadend ws)

where mkFork [] = Deadend mkFork [x] = x

mkFork (x:y:xs) = Fork (x:y:xs)

Relative to these constructing functions, the following functions on ways satisfy the monadic axioms:

return = Goal

(Step x w) >>= b = step x (w >>= b) (Fork ws) >>= b = fork (map (>>= b) ws) (Sub d w) >>= b = sub d (w >>= b) Deadend >>= \_ = Deadend

Goal o >>= b = b o

Computations also satisfy the additional axioms of monad plus:

mzero = Deadend

mplus Deadend w = w

mplus (Goal o) w = if noDeadend w then w else Goal o mplus (Step x w1) w2 = step x (mplus w1 w2)

mplus (Fork ws) w2 = fork (map (flip mplus w2) ws) mplus (Sub d w1) w2 = sub d (mplus w1 w2)

It is straightforward to ensure that the monadic laws for these definitions indeed hold with respect to the constructing functions.

The huge advantage of this technique lies in the way it allows to abstract from the details of both the non-determinism and the manipulation of the state. For instance, if we interpret a given node of the trace graph, we can proceed like this:

interpretNodes :: [TraceGraph] -> State -> Narrowing State interpretNodes [Node \_ \_ \_ successors info] =

interpretInfo info >>= interpretNodes successors

We do not have to care about whether the interpretation of the successors yields a deterministic sequence of steps or if there will be forks in the result. The operator (>>=) automatically makes sure that the interpretation of the successor is added to all branches when necessary.

Likewise, if we wish to make sure that the node we interpret is compatible with the current path (which is part of the state), we can define like this:

interpretNodes :: [TraceGraph] -> State -> Narrowing State interpretNodes [Node \_ p \_ successors info] =

ensurePath p >>= interpretInfo info >>= interpretNodes successors

ensurePath :: Path -> State -> Narrowing State

ensurePath p st = if p <= path st then return st else Deadend

This basic framework to implement interpretations makes it very convenient (if not possible in the first place) to define interpretations.

# Summary

We have given an account of the current state of the project to unify different approaches to debugging into a single methodology. The flexibility needed to realize different aspects of debugging within a single framework comes from dividing the process into several steps:

1. Trace the execution of the program to collect the relevant data for all different approaches.
2. Interpret and preprocess the recorded data to provide a simple yet versatile interface to the run-time information.
3. Based on the interface it is easy to create views on the recorded data, such that many of the tools successfully employed in debugging can be quickly integrated into the setting.

This paper was concerned with step ([ii](#_bookmark17)) of the above. We have described how the data recorded by program tracing is made available for libraries in the functional logic language Curry. We have then presented a proposal for a simple interface to this data. The main idea was that it suffices to represent the executed program as a sequence of computation steps, categorizing the steps into a) simple steps b) subcomputations and c) non-deterministic branchings. The different interpretations needed to cover value oriented techniques like declarative debugging as well as op- erational oriented techniques like symbolic profiling is only a question of how the computation is broken into subcomputations.

After describing the representation of computations we gave an account of how these representations can easily be generated and processed in a monadic program- ming style. Overall we have shown how different advanced features of Curry can be used to lift the low level information contained in the execution trace to a higher abstraction. Advanced programming techniques work together in order to create a framework in which interpretation for traces can elegantly be formulated. Future work includes giving an overview of the different strategies and views we realized using this framework.
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